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Abstract

As a result of accelerated growth in the areas related to data science and machine learning, we
are presently witnessing a surge in interest in the development of advanced analytical applications
that employ these concepts and techniques. As these projects are “data-hungry”, their rapid in-
flux has shaken up the data management landscape. Databases, especially those maintained by
Relational Database Management Systems (RDBMSes) are a major source of data for data scien-
tists working on such projects. However, data science workflows require support for computational
primitives such as linear algebra, in addition to the data processing support required by traditional
RDBMS applications. They are also characterized by long exploratory phases in the project de-
velopment. As such, data scientists often prefer to use agile development environments that are
database-external and therefore, are not necessarily computationally efficient. This thesis makes
two important contributions to facilitate the agile development of data science applications and
projects that utilizes data stored in RDBMSes, without sacrificing computational efficiency.

Our first contribution is AIDA, a programming abstraction for advanced in-database analyt-
ics. AIDA’s Python based programming API leverages the familiar agile programming style em-
ployed by the popular data science environments that data scientists currently use. Similar to
these systems, data scientists can use AIDA to develop data science workflows in an exploratory
fashion, following an incremental, iterative, step-by-step approach to determine the solution or
to build the predictive model. Data scientists can use AIDA’s programming API with a regular
Python interpreter or with advanced data science environments such as Jupyter Notebook installed
in their workstation. However, unlike these data science environments that extract the data from the
database to perform their computations, behind the scenes, AIDA employs a client-server model,
transparently pushing the computational logic to the RDBMS, to achieve near-data computation.

AIDA’s server component resides inside the embedded Python interpreter of the RDBMS and is
responsible for intercepting the transformations sent by the client sessions and executing them over
the data sets. In this aspect, AIDA’s computational ideology is very similar to current in-database
analytics approaches such as User Defined Functions (UDFs) that employ an embedded high-level
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language (HLL) interpreter to execute HLL code inside the database. However, unlike UDF-based
approaches that lack exploratory programming support, AIDA employs the agile programming
paradigm concepts used by popular data science environments.

To facilitate the wide range of data processing capabilities required by data science workflows,
AIDA supports the seamless use of both relational operations and numeric computations such as
linear algebra, through a unified data set abstraction called TabularData. Internally, AIDA relies on
the RDBMS engine to efficiently execute relational operations and on an HLL statistical library,
NumPy to perform linear algebra operations. Any data reformatting or handover that is required
between the RDBMS and the statistical library is done transparently by AIDA and the actual data
copies between these components are avoided whenever possible. AIDA does not require changes
to statistical packages or the host RDBMS, facilitating portability. Further, being Python based,
AIDA’s extensibility features allow data scientists to incorporate the many existing data science li-
braries into their workflows as custom transformations. AIDA also facilitates complex data visual-
izations even though it performs data processing at the server. Performance comparisons of AIDA
against alternative approaches by implementing end-to-end data science workflows demonstrate
that computationally, AIDA is on par with in-database approaches, while providing programming
agility that is on par with the popular data science environments.

Our second contribution is a virtual table concept that addresses the performance drawbacks
of RDBMS embedded HLL constructs such as UDFs. Virtual tables augment the database UDF
concept and allow embedded HLL code, including UDFs, stored procedures, as well as in-database
frameworks like AIDA to expose table-like HLL objects to the RDBMS optimizer in order to run
SQL queries over them. Virtual tables provide an abstraction that makes HLL objects look like
regular database tables to the RDBMS optimizer. As the optimizer is now able to analyze the
data characteristics of the HLL objects before producing an execution plan, this facilitates better
optimization opportunities for the execution of SQL queries over HLL objects. Virtual tables
also minimize the need for performing data copies and conversions between the HLL code and the
RDBMS, performing them lazily when and only if required. We perform evaluations over a variety
of workloads which demonstrate the performance and programming benefits of virtual tables.
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Abrégé

En raison de la croissance accélérée des domaines liés à la science des données et à l’apprentissage
automatique, nous assistons actuellement à un regain d’intérêt pour le développement d’applications
analytiques avancées utilisant ces concepts et techniques. Ces projets étant “gourmands en don-
nées”, leur afflux rapide a bouleversé le paysage de la gestion des données. Les bases de données,
en particulier celles gérées par les systèmes de gestion de bases de données relationnelles (SGBDR)
sont une source majeure de données pour les scientifiques travaillant sur de tels projets. Cepen-
dant, les processus liés à la science des données nécessitent le support de primitives de calcul
telles que l’algèbre linéaire, en plus du support du traitement des données requis par les applica-
tions RDBMS traditionnelles. Ils sont également caractérisé par de longues phases exploratoires
au cours du développement du projet. Pour cette raison, les scientifiques des données préfèrent
souvent utiliser des environnements de développement agile et externes à la base de données qui,
par conséquent, ne sont pas nécessairement efficaces. Cette thèse apporte deux contributions im-
portantes pour faciliter le développement agile d’applications et de projets de science des données
qui utilisent des données stockées dans des SGBDR, sans faire de compromis sur l’efficacité des
calculs.

Notre première contribution est AIDA, une abstraction de programmation permettant une anal-
yse avancée des données au sein même des base de données. Basée sur Python, l’API d’AIDA
utilise le style familier de programmation agile, au coeur des principaux environnements de sci-
ence des données que les scientifiques utilisent actuellement. Comme dans ces systèmes, les scien-
tifiques des données peuvent utiliser AIDA pour développer des processus de manière exploratoire
en suivant une approche incrémentale et itérative pour déterminer la solution ou construire le mod-
èle prédictif. L’API d’AIDA peut être utilisée avec un interpréteur Python ou avec des environ-
nements avancés comme Jupyter Notebook installés sur un poste de travail. Cependant, contraire-
ment à ces environnements qui extraient les données de la base de données pour effectuer leurs
calculs en arrière-plan, AIDA utilise un modèle client-serveur, poussant de manière transparente
la logique de calcul vers le SGBDR, permettant aux calculs de se faire à proximité des données.
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La composante serveur d’AIDA réside à l’intérieur de l’interpréteur Python intégré au SGBDR
et est chargé d’intercepter les transformations envoyées par les sessions clientes et de les exécuter
sur les ensembles de données. À cet égard, l’idéologie computationnelle d’AIDA est très similaire
aux approches actuelles d’analyse in situ des bases de données, comme par exemple les fonctions
définies par l’utilisateur (FDU) qui utilisent un interpréteur de langage de haut niveau (LHN) inté-
gré pour exécuter du code LHN à l’intérieur de la base de données. Cependant, contrairement aux
approches basées sur FDU qui n’offrent aucun support à la programmation exploratoire, AIDA
s’appuie sur les concepts du paradigme agile utilisés par les principaux environnements de science
des données.

Pour servir la large gamme de besoin en traitement de donnée requise par les processus en
science des données, AIDA permet une utilisation conjointe et sans interuption d’opérations rela-
tionnelles et de calculs numériques tels que des calculs d’algèbre linéaire, via une abstraction de
donnée unifiée appelée TabularData. AIDA s’appuie sur le moteur SGBDR pour exécuter efficace-
ment les opérations relationnelles et sur une bibliothèque statistique LHN, NumPy pour effectuer
des opérations d’algèbre linéaire. Tout reformatage ou transfert de données nécessaire entre le
SGBDR et la bibliothèque statistique est effectué de manière transparente par AIDA et la copie des
données entre ces composants est évitée dans la mesure du possible. AIDA ne nécessite aucune
modification de progiciel statistique ou du SGBDR hôte, ce qui facilite sa portabilité. De plus,
étant basées sur Python, les fonctionnalités d’extensibilité d’AIDA permettent aux scientifiques
d’incorporer de nombreuses bibliothèques existantes dans leurs processus comme transformations
personnalisées. AIDA facilite également les visualisations de données complexes même si un
traitement des données est effectué sur le serveur. La comparaison des performances d’AIDA avec
des approches alternatives, en implémentant des processus du début à la fin, démontrent que sur
le plan computationnel, AIDA a des performances équivalentes aux approches favorisant le traite-
ment des données in-situ, tout en offrant une agilité de programmation comparable aux populaires
environnements de science des données.

Notre deuxième contribution est un concept de table virtuelle qui propose une solution à la
diminution des performances causée par l’intégration de constructions LHN au SGBDR telles
que les FDU. Les tables virtuelles améliorent le concept FDU attaché aux bases de données et
permettent au code LHN intégré, aux procédures stockées, ainsi qu’aux structures de base de
données in-situ comme AIDA d’exposer des objets LHN de type table à l’optimiseur RDBMS
afin qu’il soit possible d’exécuter des requêtes SQL par leur intermédiaire. Les tables virtuelles
fournissent une abstraction permettant aux objets LHN d’être interprété comme des tables de base
de données régulières par l’optimiseur RDBMS. L’optimiseur étant désormais capable d’analyser
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les caractéristiques des données des objets LHN avant de produire un plan d’exécution, ceci crée
de meilleures opportunités d’optimisation pour l’exécution de requêtes SQL via des objets LHN.
Les tables virtuelles minimisent également le besoin de copier ou convertir les données entre le
code LHN et le SGBDR, en les exécutant seulement si nécessaire (évaluation paresseuse). Nous
effectuons des évaluations sur une variété de charges de travail qui démontrent les performances et
avantages des tables virtuelles.
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1
Introduction

The tremendous growth in advanced analytical fields such as data science and machine learn-
ing has shaken up the data processing landscape. These new applications are characterized by
the ubiquitous usage of data processing primitives and paradigms such as linear algebra, itera-

tive computations, and incremental model development, as well as long exploratory phases in the
project development, that sets them apart from the traditional database applications. As most data
science projects want to build some predictive or analytical models, these applications are also
“data-hungry”, where the availability of larger quantities of data makes the objective easier to ac-
complish, often with a positive impact on the accuracy of the results. As such, these applications
call for systems that are capable of performing a significant amount of data processing, using a
variety of computation primitives.

In the case of traditional database applications, the resource intensive tasks associated with
data processing are usually performed by the Database Management System (DBMS), whereby
the database applications send the data manipulation instructions to the DBMS, which executes
them, and sends the results back to the application. This approach is especially popular with
Relational Database Management Systems (RDBMSes), which owing to their mathematical set-
theory based relational data model, allow database applications to specify data processing tasks in
a very concise manner.
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1.1 Data Science Frameworks and Programming Environments

This simplicity in expressing data manipulation operations has made RDBMSes the most pop-
ular among the various database implementations [sol19]. As such, they are often the custodians
for critical data that encompasses the “bread-and-butter” of the organization. However, with the
emergence of data science and machine learning systems, they were found lacking in the additional
data processing paradigms required by this new breed of applications. This has resulted in the data
science community developing their own suite of data processing systems.

1.1 Data Science Frameworks and Programming Environments
The growth in data science and machine learning fields have been so rapid that the computational
and analytical frameworks that are developed to meet the needs of the data science community
are predominantly focused on their primary objective, which is to provide sophisticated modeling
primitives and efficient support for various numerical computations. As a result, these frameworks
were developed to exist in separation from the data management components of the organizations
themselves. From the data scientists’ perspective, RDBMSes contain a significant amount of vital
data, and as demonstrated by various survey results, the majority of the data scientists rely on an
RDBMS as their data source [Kag17, KDn14]. However, the current approaches employed by data
scientists to work with these data sets generally require the data set to be completely exported from
the database, to the statistical system that is used for the data science analysis (see Figure 1.1a).

On the other hand, due to the unconventionally long and complex exploration phases associated
with data science projects, the popularity of these data science frameworks and environments are
also dictated by how these systems account for the human-in-the-loop. That is, they put an empha-
sis on the productivity of the data scientist, focusing on the agility of the programming paradigms
offered by the framework. Therefore, the most popular tools with data scientists are those that give
them more programming flexibility and freedom during the development phase of the project.

As such, the most common approach to develop machine learning and data science applica-
tions is to use one of the many statistical languages and environments such as R [IG96], MAT-
LAB [MMS17], Octave [EBH07], etc., or packages such as pandas [McK11], NumPy [VCV11],
TensorFlow [ABC+16], etc., meant to augment a general purpose high-level language (HLL) like
Python with linear algebra support. When data scientists have to work with data sets residing in an
RDBMS, the first step in these systems is to retrieve the data from the RDBMS and store them in
user space. From there, all computation is done at the user end.

Needless to say, user systems do not possess huge memory capacity nor processing power un-
like servers running an RDBMS, potentially forcing them to use smaller data sets. Thus, users
sometimes resort to big data frameworks such as Spark [ZCF+10] that load the data into a com-
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Figure 1.1: High-level Concept of Various Data Science Frameworks Approaches

pute cluster and support distributed computation. But even when enough resources are available,
users might choose smaller data sets, in particular during the exploration phase, as transfer costs
and latencies to retrieve the data from the database system can be huge. This data sub-setting can
be counterproductive, as having a larger data set can reduce algorithm complexity and increase
accuracy [Dom12]. Additionally, once the data is taken out of the RDBMS, all further data selec-
tion and filtering, which is often crucial in the feature engineering phase of a learning problem,
needs to be performed within the statistical package [GE03]. Therefore, several statistical sys-
tems have been enhanced with some relational functionality, such as the DataFrame concepts in
pandas [McK11], Spark [AXL+15], and R. As we will discuss later in this thesis, they are not as
efficient as RDBMSes in performing these functionalities.

1.2 Emergence of In-database Advanced Analytics

As we can see, the above approaches implemented by the data science community are not only
computationally suboptimal but also relegate the role of the database to merely a persistent data
storage layer, underutilizing its data processing capabilities. This has the database community pon-
dering about the opportunities and the role that it needs to play in the grand scheme of things [RAB+15,
WZC+16]. In fact, many approaches have been proposed hoping to encourage data science users
to perform their computations in the database, near-data, in an effort to build a unified system that
can facilitate both conventional data management, as well as support the new capabilities required
for data science applications.

One proposed approach is to integrate linear algebra operators into a conventional RDBMS
by extending the SQL syntax [ZKM13, LGG+17, ALOR18]. However, the proposed syntactical
extensions to SQL are quite cumbersome compared to what is provided by statistical packages,
and thus, have not yet been well adopted.
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1.2 Emergence of In-database Advanced Analytics

In the past, the database community has successfully built DBMSes that are specialized for sci-
entific computing fields such as satellite imagery, astronomy, genomics, etc., and they do facilitate
efficient numeric computations [SBZB13, MS99, Dat16]. However, these implementations either
do not support relational operations required by traditional RDBMS applications or are not opti-
mized for them. They have also shown suboptimal performance under more generic application
workloads [PPR+09, MDZ+17].

On the other hand, the mainstream RDBMSes have been cautious of making any hasty changes
in their internal implementations – tuned for relational workloads – to include native support for
linear algebra. Instead, most have been content with just embedding host HLL interpreters that
are suitable for data science work in the RDBMS engine and providing paradigms such as User
Defined Functions (UDFs) to interact with them [Mil16, WDG+16, ML13, RM16, The17]. UDF
based approaches allow users to write small HLL code snippets as a function, that can be then
invoked as part of a SQL statement, thus executing them inside the RDBMS, near-data (see Fig-
ure 1.1b), and thus are considerably faster than performing external computations.

However, HLL code blocks are essentially a black-box to the optimizer, as the later is not
equipped to understand HLL constructs. As such, UDF based implementations interfere with the
database optimizer’s ability to generate an efficient query execution plan, resulting in suboptimal
performance. Further, the use of UDFs have shown to be cumbersome, especially during the ex-
ploratory/development phase of the project that calls for more agile programming paradigms. This
is because, UDFs require the entire data processing logic to be predefined as a function before they
can be invoked. This is not a convenient mechanism for exploratory workflows, where the com-
plete logic path is not known in advance, as the data scientist is performing a step-by-step analysis
of the problem. UDF constructs are also very restrictive when it comes to the ability to perform
incremental and iterative analysis, an important characteristic of the model development phase of
data science projects. This is because they have little support for maintaining and sharing inter-
mediate HLL objects produced inside UDF execution. They also lack the architectural facilities to
provide support for data visualization capabilities, a critical tool for exploration.

1.2.1 Usability vs Performance

While numerous works, such as, Weld [PTS+17], TUPLEWARE [CGD+15], Froid [RPE+17], and
HorseIR [CDC+18], have proposed an overhaul of RDBMS architecture to address the compu-
tational inefficiency introduced by the integration of embedded HLL based primitives for data
science applications, the issue of user-friendly programming paradigms have not been addressed.
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In fact, recent discussions on the topic of the intersection of data management and learning
systems point out that even among the most sophisticated implementations which try to tightly
couple RDBMS and machine learning paradigms, the human-in-the-loop is not well factored-in
[BKY19, KBY17]. Among the machine learning community, there is already a concern that re-
search papers are focusing solely on accuracy and performance, ignoring the human effort required
to build solutions [Dom12]. Further, [Dom12] also points out that human cycles required are the
biggest bottleneck in a machine learning project and while difficult to measure, easiness and ef-
ficiency in experimenting with solutions is a critical aspect. Lately, various surveys have tried
to capture the distribution of the human effort and the nature of the evolution of machine learn-
ing project workflows in a more systematic fashion [Mun12, XMSP18]. Of these, [XMSP18]
surveyed the machine learning literature to look into the human-in-the-loop aspect of machine
learning projects and recommended a list of desiderata to analyze the effectiveness of a machine
learning system. Their work highlights that performance is only a part of a bigger set of charac-
teristics that these implementations should possess, and that the “human element” is as important
a factor for successful data science projects.

Therefore, unsurprisingly, despite efforts from the database community, studies have consis-
tently shown that user-friendly and flexible environments, such as Python, and R are the top fa-
vorites among the data science community [Pia17, DCR14, Kag17].

1.3 Contributions

The primary contributions made by this thesis are twofold. In the first contribution, we put for-
ward a new paradigm, AIDA - an agile abstraction for advanced in-database analytics. AIDA is
a framework that provides support for in-database advanced analytics, one that takes into account
the productivity of the human-in-the-loop, by providing an agile, client-based programming en-
vironment that performs server-based computations both seamlessly, and interactively, leveraging
the efficient data processing capabilities that are traditionally associated with RDBMS. This prin-
cipled architecture is shown in Figure 1.1c. In the second contribution, we analyze the drawbacks
of contemporary RDBMS embedded HLL constructs such as UDFs, that are employed in integrat-
ing HLL computations and data sets into RDBMS query processing, and propose a virtual table

approach to augment them, that is both computationally efficient, as well as convenient in terms of
the programming effort required.
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1.3 Contributions

1.3.1 AIDA – An Agile Abstraction for Advanced In-database Analytics

AIDA is our implementation of an in-database data science framework that emulates the syntax
and semantics of popular Python based statistical packages for user-friendliness. It provides a
client API for data scientists to work with, in an interactive manner, but transparently shifts the
computation to the RDBMS, performing them near-data. AIDA can work with both linear algebra
and relational operations simultaneously, by using the query engine of the RDBMS for relational
operations and an embedded statistical system for linear algebra, moving computation between
these two systems that share the same address space, transparently and efficiently. Thus, it facili-
tates a unified system capable of data management as well as advanced analytics. AIDA maintains
and manages intermediate results from the computation steps as elegantly as current HLL based
database-external data science systems, without the hassles and restrictions that UDFs and custom
SQL-extension based solutions place. AIDA also supports exploratory data visualization of data
sets stored in the database.

We implement AIDA with MonetDB as the RDBMS back end, but follow a modular approach
that facilitates the integration of AIDA into other RDBMSes as well. We show that AIDA has a
significant performance advantage compared to approaches that transfer data out of the RDBMS.
Using in-database frameworks such as AIDA also avoids the hassles of refreshing data sets in
the presence of updates to the source data sets, an issue with the database-external approaches
employed by contemporary data science systems.

Our main objectives for AIDA, and how it compares to popular alternatives, are shown in
Table 1.1. We believe that AIDA is a step in the right direction towards popularizing advanced in-
database analytics with the data science community. In short, we make the following contributions
in this aspect.

(i) Identify the shortcomings of current RDBMS solutions such as UDFs to integrate linear
algebra operations and propose a new interface for interactive and iterative development that
fits more elegantly with current programming paradigms that have been successful with the
data science community.

(ii) Implement a Remote Method Invocation (RMI) approach to push computation towards the
data, keeping it in the RDBMS.

(iii) Implement a common data abstraction, TabularData, to represent data sets on which both
relational and linear algebra operations can be executed.

(iv) Exploit an embedded HLL (Python) interpreter to efficiently execute linear algebra opera-
tions, and an RDBMS (MonetDB) to execute relational operators.

(v) Transparently provide data handover between the RDBMS and the embedded HLL inter-
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1.3 Contributions

preter during data transformations, avoiding data copy whenever possible.

(vi) Provide visualization support for database-resident data.

(vii) Allow host language objects to reside in the database memory throughout the lifetime of a
user session to facilitate incremental and iterative development.

(viii) Develop a database adapter interface that facilitates the use of different RDBMS implemen-
tations with AIDA.

(ix) Implement an efficient external data transfer approach that is optimized for database-external
statistical systems.

(x) Provide quantitative and qualitative comparisons of our approach with other in-database and
database-external approaches.

Table 1.1: AIDA Vs. Popular Data Science Tools - Characteristics

System Languages Interactive Incremental Near-data Visualization Unified
AIDA Python ✓ ✓ ✓ ✓ ✓

DB UDF Python, SQL ✗ ✗ ✓ ✗ ✓

pandas Python ✓ ✓ ✗ ✓ ✗

Spark Scala ✓ ✓ ✗ ✓ ✗

1.3.2 Virtual Tables – Optimizer-friendly Integration of HLL Data Sets

As mentioned before, UDFs are a commonly proposed approach to integrate HLL based compu-
tations as part of RDBMS query processing, and as such, have found use as underlying primitives
in various works associated with data science and machine learning. Our in-database framework,
AIDA, also makes use of the UDF constructs internally to expose objects created by the statistical
package back to the RDBMS, in order to perform additional relational operations over them using
the RDBMS engine. However, database optimizers rely on data characteristics as one of the many
parameters to generate an efficient plan. As traditional RDBMS optimizers do not have the capabil-
ity to analyze the characteristics of HLL objects, the black-box nature often results in suboptimal
query execution plans and associated degradation of performance. UDFs are also restricted from
a programmability perspective, which makes it difficult to send data back and forth between the
HLL interpreter and the RDBMS engine, impeding the development of complex workflows.

To address these drawbacks of conventional UDFs, we propose a virtual table approach to aug-
ment the current UDF constructs. Virtual tables expose table-like HLL data sets to the RDBMS
optimizer which can now treat them like any other database tables. Virtual tables allow the database
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1.4 Thesis Outline

optimizer to understand the characteristics of the HLL objects to generate efficient execution plans
when they are used in queries. Embedded HLL constructs such as UDFs, and in-database frame-
works such as AIDA can make use of virtual tables to efficiently execute SQL queries over HLL
objects. Using virtual tables, HLL objects can be exposed to the RDBMS at any point in the execu-
tion of the HLL code. Thus, they are more flexible from a programming perspective, allowing for
the development of complex workflows that need to frequently move data between the HLL and
the RDBMS. Further, as the data types of the embedded HLL and the underlying RDBMS do not
always align, virtual tables can provide automatic data conversions, performing them lazily, and
only when the specific column from an HLL object is required as part of some query processing.

In a nutshell, we make the following contributions to improve the performance and usability of
the conventional UDF construct.

(i) Propose a virtual table concept that offers an elegant way to expose HLL objects to the
RDBMS engine.

(ii) We implement the virtual table concept for the MonetDB columnar-RDBMS that can per-
form lazy conversion of data sets and provide additional metadata such as heuristics to the
optimizer for the generation of an efficient query execution plan.

(iii) Demonstrate the performance benefits of using virtual tables with in-database frameworks
such as AIDA, to obtain better query performance over HLL data sets generated inside the
framework.

(iv) Demonstrate through some examples as to how leveraging virtual tables reduces the overall
programming complexity associated with using conventional UDF based solutions.

(v) Demonstrate through means of a practical example, how the programming flexibility made
possible by virtual tables facilitates the exploration and implementation of new, efficient
approaches to solving some of the conventional data science problems.

(vi) Provide a detailed evaluation of the performance and usability benefits of virtual tables over
contemporary alternative approaches.

1.4 Thesis Outline

The remainder of this thesis is organized as follows.

Chapter 2 provides the background for the thesis. We first provide a brief overview of the re-

lational model and RDBMS implementations. We also take a look at the evolution of the
various software architectures pertaining to database applications and highlight their limi-
tations in the context of the emergence of data science applications. We will then discuss
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1.4 Thesis Outline

the characteristics of contemporary database-external data science systems, the reasons for
their popularity, and their architectural drawbacks. Finally, we will cover the efforts made
by the database community to facilitate in-database implementation of many functionalities
required by data science workflows.

Chapter 3 provides first an overview of AIDA’s overall architecture, and its concept of unified
data abstraction, TabularData. We will then take a deeper look at the internal architecture of
AIDA, and the RMI concepts that make possible the seamless transfer of client side compu-
tation requests to the RDBMS for execution.

Chapter 4 introduces the reader to the advanced capabilities of AIDA. We will see how users can
implement custom transformations on data sets, encounter AIDA’s capability to shift blocks
of client side code to the server for execution, and see how AIDA can be used in a distributed
environment, including data transfer between multiple AIDA servers. We will also discuss
how AIDA is able to integrate some of the sophisticated data visualization tools that are
popular with data scientists.

Chapter 5 presents the performance and usability analysis that we performed on AIDA. We will
discuss the test setup, data sets, various micro-benchmark evaluations, and a qualitative and
quantitative evaluation of AIDA over an end-to-end learning problem. Through our various
test cases we will compare and contrast AIDA against some of the contemporary, popular
database-external and in-database approaches.

Chapter 6 introduces the concept of virtual tables. We first discuss the performance drawbacks
of UDF based approaches and then describe the implementation details of virtual tables.
Following this, we will demonstrate through a variety of data sets and test cases as to how
virtual tables provide significant performance benefits in query processing and programming
flexibility compared to conventional UDF alternatives.

Chapter 7 presents the conclusions of the thesis and outlines some of the future research directions
for AIDA.
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2
Background & Related Work

In this chapter, we will first take a brief look at the relational model and its characteristics that have
made the Relational Database Management System (RDBMS) the most prominent choice for data
management. We will then discuss how SQL, the declarative query language for interacting with
RDBMS implementations is traditionally used in combination with general-purpose high-level
languages (HLLs) to build complex database applications and their prevalent architectural designs.
Following that, we will see how the traditional database application architecture is not ideal for data
science projects, which has resulted in the evolution of database-external frameworks that are not
architecturally optimal. We will also discuss the efforts made by the database community to inte-
grate some of the computational capabilities required by data scientists into database implementa-
tions. We will conclude the chapter by comparing the “user-friendliness” of such database-centric
programming paradigms to that of the contemporary popular, database-external implementations.

10



2.1 Relational Database Management Systems

2.1 Relational Database Management Systems

The relational model proposed by Edgar Codd in the 1970s revolutionized the database landscape
and paved the way for the evolution of RDBMSes [Cod70]. The relational model is based on
mathematical set theory and provides a high level of abstraction for data modeling and querying,
liberating the database application programmers from having to familiarize themselves with the
low-level storage details of the database [Got75]. Database application programmers can use a
declarative type of language for querying and data manipulation to express the “what” of the data
processing task and the RDBMS implementers will address the “how” of the actual execution
process that takes into account a variety of factors to produce an optimal execution plan. Their
versatility and ease of use quickly resulted in RDBMSes becoming the de facto implementation of
choice of organizations for data management.

2.1.1 The Relational Model

An important aspect of the relational model is that the data in the database is stored in the form
of multiple relations where each relation consists of several attributes. A record or tuple in a
relation is basically a set of values associated with each of the attributes of the relation. When it
comes to the physical implementation of databases, relations are often referred to as tables and
attributes as columns. We will keep this distinction in terminology depending on the context, i.e.,
whether we are talking about the theoretical aspect or the physical construct. But otherwise, the
two terminologies are interchangeable for all practical purposes.

Typically, a relation has a primary key P , which is composed of one or more attributes whose
values can be used to uniquely identify each record in that relation. Different relations in a database
are also generally related to each other, which plays a significant role in analyzing the data stored
in an RDBMS, as we will see in Section 2.1.3. A set of attributes F of a relationR forms a foreign

key in R if the possible values in the attributes F of the relation R are a subset of the values of P
where P is the primary key of a relation S (which could be identical to R). Here, R is termed the
referencing relation and S is called the referenced relation.

For example, Figure 2.1 shows the relational data model for the TPC-H benchmark, which is
a synthetic benchmark that is commonly used in the performance testing of RDBMS implementa-
tions [Tra17]. We will be utilizing this model throughout various examples used in this thesis as
well as for some of the performance evaluations.

TPC-H basically defines a concise relational database model that mimics a Business to Cus-
tomer (B2C) application. Tables CUSTOMER, NATION, REGION, SUPPLIER, and PART represent their
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REFERENCED REFERENCING

Figure 2.1: Relational model of TPC-H benchmark [Tra17]

namesake real-world entities and are used to capture the corresponding data records. Customers
can order parts from various suppliers, and each order is captured in the ORDERS table. The indi-
vidual line-items that constitute an order, i.e., the quantity of each part, the supplier responsible to
ship them, etc., are captured in the LINEITEM table. Further, PARTSUPP table is used to keep track of
the suppliers who are distributors for a specific part. In Figure 2.1, the primary key columns of the
tables are highlighted with a bold, underlined font, whereas foreign keys are denoted using a bold,
italics font. For instance, C_CUSTKEY is the primary key of the CUSTOMER table and O_CUSTKEY is a
foreign key of ORDERS table that references it. This essentially means that any value of O_CUSTKEY
in the ORDERS table should also be present in the C_CUSTKEY of the CUSTOMER table.

Figure 2.2 shows an excerpt from an example instance of a TPC-H relational database consist-
ing of the ORDERS and CUSTOMER tables. However, the reverse is not necessarily true (for example,
customer key 712 is not present in O_CUSTKEY although it is present in C_CUSTKEY). This is a valid
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O_ORDERKEY O_CUSTKEY O_ORDERSTATUS …

1002 902 O …
1260 871 O …
2310 902 F …
5223 902 P

C_CUSTKEY C_NATIONKEY C_NAME …

871 9 JOHN …
902 2 SHEILA …

712 2 AMIR …

ORDERS CUSTOMER

Figure 2.2: An excerpt from an example instance of a TPC-H relational database

scenario, as a customer may not have placed an order yet, whereas every order should have a
customer who is responsible for placing that order.

2.1.2 Storage Architectures for RDBMS

The relational model itself is a logical model, i.e., it focuses on describing the nature of the data
(domains of columns, constraints, etc.) and the relationships between various data items (such
as the foreign key concept that we just discussed). This leaves the vendors with a significant
amount of flexibility when it comes to the physical implementation details of the RDBMS software.
Although there exists a variety of RDBMS implementations, at a high level their physical data
storage architectures can be mostly classified as either row-based or column-based.

Row-based RDBMS

Row-based RDBMS (also known as row-stores) implementations store the values of all the columns
associated with a record of a table contiguously in the disk block. In row-based storage, access-
ing a specific record in the table or adding a new record to the table often involves only one disk
block of I/O. They are thus popular with database applications that use such point queries, formally
termed as Online Transaction Processing (OLTP) systems [Cla92]. As most of the initial use cases
for database applications were of this nature, many traditional RDBMS implementations follow
this storage approach. For example, Figure 2.3a shows an instance of data for the ORDERS table
and Figure 2.3b shows a row based disk storage of the same. As we can see each row is stored
contiguously and contained within a disk block.

However, with the emergence of widespread use of business analytics for decision making,
the row-based approach turned out to have some performance limitations when answering queries
over large data sets. This is because, as all the columns of a row are stored contiguously, and since
the basic unit of disk I/O is usually at least as big as a disk block, the database inadvertently ends
up reading all of the columns, whereas it may actually require only a smaller subset of columns
to answer the query. This is not of much significance if we are only interested in one record.
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O_ORDERKEY O_CUSTKEY O_ORDERSTATUS …

1002 902 O …

1260 871 O …

2310 902 F …

5223 902 P …

ORDERS

….

(a) example orders data

1002 902 O …

2310 902 F …

O_ORDERKEY O_CUSTKEY O_ORDERSTATUS …

….

1260 871 O …

5223 902 P …

(b) row-based storage

1002 1260 2310 5223 …

O O F P …

O_ORDERKEY

O_ORDERSTATUS

….

…

…

(c) column-based storage

Figure 2.3: Row-based and column-based disk storage in RDBMS

However, it can be an issue when the query has to process a large number of records. The database
now has to perform a considerable amount of I/O, but its “returns” in terms of relevant data from
each disk block that it is reading is not optimal. Assuming that the query needs to process the
column values for every record in the table, this would mean that the database has to read all the
disk blocks associated with that table. For example, if we were interested in finding out the total
number of open orders (ORDERSTATUS = ‘O’), the database will have to read all the disk blocks
associated with the ORDERS table, even though much of the data in these blocks are irrelevant to the
query that is being executed.

Discussion: Although database constructs like indexes and partitions can reduce the I/O cost
in certain scenarios, they do not address all the limitations and have their caveats. For the sake of
brevity, we do not delve into those details. These constructs and their characteristics have been
well discussed in the database literature [SKS11, MTT12, Ape88, NB99].

Column-based RDBMS

Columnar RDBMS (also known as column-stores) implementations have been around for a long
time [Raa07, ABH09]. Unlike their row-based counterparts who store each record contiguously,
column-based implementations store each column’s values contiguously. I.e., all the values for a
given column across all the records of the table are stored contiguously in the disk block(s). This
is logically very similar to the programming language concept of array-like data structures where
each column’s values would be stored in an “array” of its own. If we look at Figure 2.3c, we can
see that all the values corresponding to the O_ORDERKEY column are stored on its own disk block(s),
as is the case with all the other columns in the ORDERS table. Since all the columns of a given record
are spread across multiple disk blocks, retrieving a specific record or inserting a new record incurs
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far more I/O compared to the row-based approach. Due to this, they are not very efficient for OLTP
type of database applications and as a result did not find much favor during the initial decades of
RDBMS evolution.

On the other hand, the column-based approach performs very well when a query needs to
process only a subset of columns across a large number of records in the table. This is because, as
columnar storage results in each column having their own distinct sets of disk blocks, the database
does not have to read columns that are irrelevant to the query [HLAM06]. Therefore, only a
subset of disk blocks belonging to the table needs to be read. As a result, columnar databases
have encountered a surge in interest during recent times due to significant growth in the amount of
data being stored combined with the rising popularity of various advanced analytical applications,
making these I/O savings very consequential for the performance of database applications that
employ such queries.

Going back to our example in Figure 2.3c, we can see how a columnar database can answer
the query to find the total number of open orders by only reading the disk blocks associated with
the O_ORDERSTATUS column, thus incurring a lot less I/O compared to the row-based approach. As
we can see, although the high-level relational data model is the same, the underlying implementa-
tion details and the associated performance implications are significantly different between these
storage architectures.

For an avid reader, [AMH08] and [HLAM06] contain some in-depth analysis between the
two storage approaches and their performance characteristics. In our implementation, we use
the column-based RDBMS MonetDB as our back end; and we will see that the column-based
architecture is particularly convenient if we want to integrate statistical and numerical operations
into the RDBMS space.

2.1.3 Querying Relational Databases

An Algebra for the Relational Model

Just as the relational model is based on the mathematical concept of sets, the accompanying re-

lational algebra defines the abstract semantic notations and concepts that provide the theoretical
foundation for data processing over it [Cod70]. All relational algebra operators take either one
or two relations as input and produce exactly one relation as output which will not contain any
duplicate records. Below we will discuss some of the fundamental data processing operations that
relational algebra defines and their behaviour.

The selection operator, denoted as σc(T ), is used to select a subset of records from a relation
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T . Where c is the predicate check that is to be used to decide whether a record must be included
in the operator’s output relation. The attributes of the output relation will be the same as that
of the input relation. If we consider the example orders data in Figure 2.3, we can identify the
records belonging to open orders by applying the selection operator on the ORDERS table, as in
σO_ORDERSTATUS=′O′(ORDERS).

To perform this operation, a row-based implementation will have to read all the disk blocks of
the ORDERS table. While a column-based database can figure out the records which will qualify for
the output by merely reading the disk blocks belonging to the O_ORDERSTATUS column, it may still
have to read some of the remaining disk blocks of the ORDERS table to fetch the remaining columns
of the selected records. In practice, columnar implementations may be able to produce the output
with less I/O if only a small fraction of records are selected or if only a smaller subset of columns is
required in the output (discussed next). This process of producing the output of queries, known as
materialization, follows a variety of optimization strategies intended to reduce the overall I/O cost
of a database query and is heavily influenced by the underlying storage architecture [AMDM07,
AMH08, HLAM06].

The projection operator, denoted as πa(T ), where a is a subset of attributes in the relation
T , is used to extract specific attributes of interest from a relation. Therefore, the attributes of
the output relation are determined by a. For example, referring to Figure 2.3, if we are only
interested in the O_CUSTKEY column of the ORDERS table, this can be performed via a projection,
as in πO_ORDERKEY(ORDERS). While a row-based implementation will have to scan across all the disk
blocks of the table to produce the output of the query, a columnar implementation has to read only
the disk blocks used to store the O_ORDERKEY column.

The join operation, denoted as T ▷◁c S, where T and S are relations, is used to combine in-
formation from associated relations. The predicate condition c determines how each record from
either relation are combined. The output relation will contain all the attributes from both the input
relations. For example, referring to Figure 2.4, we can associate each order with the corresponding
customer information by employing a join operation, as in ORDERS ▷◁O_CUSTKEY=C_CUSTKEY CUSTOMER.
Here the join predicate specifies that a record in the ORDERS table is matched with a record in the
CUSTOMER table only if the O_CUSTKEY attribute of the former has the same value as the C_CUSTKEY

attribute of the latter. Recall that O_CUSTKEY is a foreign key of the ORDERS table that is referencing
the primary key of the CUSTOMER table (C_CUSTKEY). Joins are thus most commonly used in travers-
ing these foreign key references to combine information that are otherwise stored across multiple
tables. In this example, the output relation will consist of each order record with all its attributes,
as well as all the customer attributes from the corresponding customer record.
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O_ORDERKEY O_CUSTKEY O_ORDERSTATUS …

1002 902 O …
1260 871 O …
2310 902 F …
5223 902 P

C_CUSTKEY C_NATIONKEY C_NAME …

871 9 JOHN …
902 2 SHEILA …

712 2 AMIR …

ORDERS CUSTOMER

O_ORDERKEY O_CUSTKEY O_ORDERSTATUS … C_CUSTKEY C_NATIONKEY C_NAME …

1002 902 O … 902 2 SHEILA …
1260 871 O … 871 9 JOHN …
2310 902 F … 902 2 SHEILA …
5223 712 P 902 2 SHEILA …

O_CUSTKEY=C_CUSTKEY

Figure 2.4: A relational join example based on TPC-H

Further, since the input and output to relational operators are relations themselves, we can
“combine” the operators in interesting ways to perform more sophisticated queries. For example,
if we are only interested in the orders and corresponding customer information for open orders, we
can accomplish this as a combination of selection and join operations, as in

σO_ORDERSTATUS=′O′(ORDERS) ▷◁O_CUSTKEY=C_CUSTKEY CUSTOMER

Here, we first perform a selection on ORDERS table for open orders and then the ensuing output
relation is joined with the CUSTOMER table to retrieve their corresponding customer information.
Equivalently, one may also perform this as a join followed by the selection with the same end
result, as in σO_ORDERSTATUS=′O′(ORDERS ▷◁O_CUSTKEY=C_CUSTKEY CUSTOMER)

As we just saw, most data manipulation operations have a number of equivalent alternatives
with potentially different execution costs. However, most modern RDBMS implementations em-
ploy a query rewrite subsystem to automatically transform a user-written query into an equivalent
less resource-intensive form based on its internal architecture [JK84, HSH07]. Therefore, database
application programmers are not burdened to deal with such performance logistics [HSH07].

Further relational algebra operators also include the more familiar mathematical set-based con-
cepts such as union, intersection, and difference. As our discussion on relational algebra is meant
to be only representative, we do not go into further details. The topic is covered in depth by most
senior undergraduate level database textbooks such as [RG03, GMUW13].

From the above discussion, we can see how the relational model along with relational algebra,
provides a higher level of abstraction for modeling and processing data in a manner that is agnostic
of the physical implementation details of the database. Relational algebra also forms the theoretical
foundation for SQL, the de facto query language used across RDBMS implementations.
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SQL: A Declarative Query Language for RDBMS

Originally proposed by [CB74], SQL is a declarative query language that is primarily built upon
relational algebra and is supported across most modern RDBMS implementations. Here, we briefly
outline some of the qualitative characteristics of SQL.

Similar to relational algebra, SQL allows database application developers to specify the data
processing logic using a high-level syntax that is agnostic to the physical implementation logic.
We can write the selection example from relational algebra using SQL as follows.

SELECT ∗
FROM ORDERS
WHERE O_ORDERSTATUS = 'O';

While the FROM keyword in SQL is used to indicate the list of tables involved, the WHERE

keyword is used to specify the predicate condition, which in our example is used to select only the
records for open orders. The SELECT functions as the projection operator in relational algebra.
Whereas the default ∗ argument to SELECT returns all the columns (as in the above example), we
can limit the columns returned in the query by passing it the list of columns that we are actually
interested in. For example, we could limit ourselves to the O_CUSTKEY column of the ORDERS table
using the following SQL syntax.

SELECT O_CUSTKEY
FROM ORDERS;

It must be noted that unlike relational algebra, SQL does not automatically eliminate duplicate
records. However, this can be enforced by using the DISTINCT keyword in the SELECT clause.

Joins in SQL are performed by listing the tables to be joined in the FROM clause, and the
predicates for the join condition itself are passed to the WHERE clause. The SQL snippet below
joins the ORDERS and CUSTOMER tables to produce an output that has each order record listed with
the corresponding customer record alongside.

SELECT ∗
FROM ORDERS, CUSTOMER
WHERE O_CUSTKEY = C_CUSTKEY;

SQL provides far more features over conventional relational algebra, including the capabilities
to perform operations such as aggregations. For example, one could find the total number of orders
using the following SQL.

SELECT COUNT(∗)
FROM ORDERS;
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As can be seen from the preceding examples, the declarative nature of SQL simplifies the pro-
gramming effort in terms of data manipulation. Whereas the language provides powerful features,
it is agnostic to the physical architecture of the RDBMS implementation itself. This decoupling
also has other associated benefits. It gives the RDBMS vendors the liberty to choose the data
storage and query execution approaches that are best suited for their overall architecture. Query
optimization techniques that are employed in this regard is a well-developed field in database re-
search [JK84, HSH07].

2.2 Traditional Database Application Architectures

Though RDBMSes and SQL provide a powerful paradigm for data management and querying, in
the grand scheme of things, they are only one of the multitude of components that together con-
stitute a complex software system. In this section, we will discuss various software architectures
with relevance to their interaction with databases.

2.2.1 Combining Query Languages and HLL

As software constructs, the capabilities and functionalities of database systems and their associated
query languages are inherently focused on providing support for the storage, retrieval, and manip-
ulation of data. In general, these features alone are not sufficient to build a real-world application.

For example, consider a simple invoicing system. The features that are expected to be pro-
vided by such an application may be broken down at a high level into: (i) A Graphical User
Interface (GUI) for the clerk to indicate the customer for whom the invoice needs to be generated.
(ii) Provision to search through the orders and customer data records to retrieve the relevant orders.
(iii) To format the invoicing information into a visually aesthetic layout either within the GUI to
present it to the user and/or send it to a printer.

While database systems and query languages are well placed to facilitate feature (ii), they
have little support for the remaining features required in the application. These, on the other
hand, are the realm of general-purpose programming languages, also termed as high-level lan-
guages (HLLs). In fact, database query languages such as SQL, that are broadly categorized un-
der Domain-specific Language (DSL), are designed to be invoked from an HLL based program
[LL99a, FG16]. Therefore, practical software applications are built as a combination of both these
programming paradigms where the HLL plays the role of the “driver”, dictating the overall con-
trol flow of the application. Such approaches of combining different programming languages are
generally termed as polyglot programming [Fje08].

19



2.2 Traditional Database Application Architectures

Example 2.1. Listing 2.1 shows a pseudocode program that employs such a programming style
to build a bare-bones version of our invoicing system. The program prompts the user (clerk) to
enter a customer’s phone number which is then used to retrieve the customer’s open orders from
the database, which are then used to display an invoice.

Here lines 3-4 of the HLL code prompt the user to enter the customer’s phone number
and reads it to a program variable, cphone . In lines 6-11, the program executes a SQL on
the database to retrieve the O_ORDERKEY and O_TOTALPRICE of open orders that are associated
with that customer. The set of orders information thus retrieved is stored in the HLL variable
invorders . The nuances of connecting from an HLL application to a database to execute
queries will be discussed in Section 2.2.2. Finally, in lines 13-16, the HLL code iterates over
the set of orders retrieved from the database and displays it to the user.

Listing 2.1: Pseudo code for an invoicing system database application
1 loop
2 {
3 print("Enter the customer's phone number :");
4 cphone = read();
5

6 invorders = db.execute(
7 SELECT O_ORDERKEY, O_TOTALPRICE
8 FROM ORDERS, CUSTOMER
9 WHERE O_CUSTKEY = C_CUSTKEY

10 AND C_PHONE = '{cphone}' AND O_ORDERSTATUS = 'O'
11 );
12

13 print('Invoice For Open Orders\n\n');
14 print("O_ORDERKEY −− O_TOTALPRICE\n");
15 for order in invorders:
16 print("{order['O_ORDERKEY']} −− {order['O_TOTALPRICE']}\n");
17 }

Database Application Classifications

Although database applications vary significantly in their features and use cases, the following two
categories are the most prominent among them.

Business Intelligence (BI) applications play a pivotal role in business analytics, aiding the
analysis and decision-making process. Examples of such usage would include identifying products
that are underperforming in the market, forecasting future sales, etc. They often facilitate the
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business users with a sophisticated, but not analytic presentation layer [McL02] that can accept
some user inputs, execute any necessary queries on the database, and “report” the results back to
the user. For this reason, they are also informally known as reporting applications. As software
systems that are built for human interaction, they are also characterized by ease of use and intuitive
data visualization capabilities.

Extract Transform and Load (ETL) applications, on the other hand, are usually executed as a
scheduled/event-driven process, often interacting with other processes and systems that are spread
across the organization [ST08]. Their primary objective is to extract data from some source (often
a database), transform them according to a set of predefined rules, and load them into a database
(which sometimes could be the same as the source). They serve the purpose of “enriching” the
information stored in the database and to perform any maintenance required for the upkeep of
the stored information. For example, a retail organization may employ an ETL process to extract
the daily sales information from the databases that support their point of sale systems (POSs) and
update a centralized inventory management database that deals with the supply chain management

aspect of the organization.
As many of these database applications can be quite complex, various software engineering

architectures have evolved to facilitate ease of development and maintainability.

2.2.2 Tiered Architectures
Two-tiered Architectures

A two-tiered software system provides a basic “separation of responsibilities” where the database
provides the data management services, and the HLL application is responsible for the user-facing
functionality (such as presentation services) as well as a significant part of the business logic.
The application connects as a client (tier 1) to the database server (tier 2) to invoke and perform
any required data manipulation operations to perform its functionality [SE07]. One way to ac-
complish this is to have the HLL programs embed the SQL logic inside them [LL99b], such as
the pseudocode example that we saw in Listing 2.1. This is done using an HLL and RDBMS
vendor-specific syntax often in the form of a Common Language Interface (CLI) library. Initial
database applications predominantly followed this simplified architecture. As the use cases and
requirements for these database applications were well defined and the number of applications
themselves was small in number, this tightly coupled paradigm worked well in the beginning.

However, as database applications became ubiquitous and the number of RDBMS implemen-
tations diversified, the lack of standardization in the interaction between client (HLL) applica-
tions and database servers became a maintenance issue, as they became a hurdle in porting ap-
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Figure 2.5: Database application architectures

plications to different platforms or in migrating between various RDBMS implementations. This
resulted in the development of Object Database Connectivity (ODBC) and Java Database Con-
nectivity (JDBC) standards that define a set of standardized API calls for HLL applications to
interact with a database [Gei95, FEB03]. RDBMS vendors implement drivers that conform to
these standards. This made it easier to develop database applications as well as to migrate them
between RDBMS implementations as developers could just swap the concerned driver without
much impact on the application code itself. Figure 2.5a shows the high-level architecture of such
a contemporary two-tiered application.

Although database applications have greatly increased in functionality and complexity, result-
ing in the emergence of more sophisticated software architectures, many implementations still
utilize the two-tiered approach for their simplicity.

Multi-tiered Architectures

With the emergence of the Internet and the increase in user-facing database applications, the two-
tiered architecture necessitated the installation of application programs in the computing worksta-
tions of several users, posing significant maintenance challenges. This led to the emergence of
three-tiered or even more complex N-tiered architectures [SE07].

In such an approach, the user workstations can be equipped with only a thin client to perform
the tasks associated with user interaction, reducing the maintenance overhead [Dew98]. Modern
browsers, with their support for sophisticated markup and scripting languages such as HTML,
JavaScript, etc., have essentially taken up the role of the thin client implementation [DT11, WL02].

Application servers or middlewares are employed as intermediate tiers between the end client
and the database to manage most of the business logic and in some cases to also provide auxiliary
features required for the system architecture [Lin01]. Examples for the latter include support for
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transactions that are distributed across several databases [AP03], caching of database query results
[DILR00], etc. Middlewares also employ the usage of JDBC and/or ODBC APIs to perform any
database interaction. Figure 2.5b shows such an architecture for a three-tiered system.

Most of the contemporary BI tools provide support for a three-tiered architecture. For example,
with Microstrategy [Mic12], end users can use a web browser based client to interact with the
analytics reports, which themselves are hosted by a centralized intelligence server component
of Microstrategy. The intelligence server is responsible for interacting with the databases and
executing queries to retrieve the data required to construct the reporting dashboards.

2.2.3 Data Flow Optimizations

Many conventional database implementations store data in the order of several Terabytes. There-
fore, it is not efficient to transfer such large amounts of data neither to the middleware nor to the
end client. As a result, there has been a lot of interest in data workflow optimization techniques
[KGS17, LPVM15].

Incidentally, most of the traditional analytics questions can be answered by some form of ag-

gregate queries over large data sets, or by point queries that are only interested in specific detail
records. As such, it makes sense for applications to transform the business logic of the user re-
quests into an equivalent SQL representation to be executed in the database and then only retrieve
the relatively small result set [DCSW09]. Commercially termed as pushdown optimization, this
ensures that the size and number of the data transfers out of the database are kept to a minimum,
while also efficiently leveraging the computing power of RDBMS servers.

The success of this approach is affirmed by its widespread use in several commercial BI and
ETL implementations [Mic12, SAP17, Inf07, IBM08]. These tools offer easy-to-use front-ends,
enhancing developer productivity while still providing fast execution times by leveraging the per-
formance of the RDBMS and associated hardware transparently. For example, Microstrategy
[Mic12] provides a sophisticated GUI for developers to build analytical reports which can then
be hosted in its centralized server. The server transparently converts the data processing logic
of these reports into appropriate SQL statements and executes them in the database. The results
returned by the database are then presented to the users, usually in the form of some intuitive
visualization (such as tables and charts) that is accessible through a web browser.

As mentioned before, ETL tools are often used to process and move data across different data
sources in an organization. These tools need to leverage additional optimizations to reduce pro-
cessing and data transfer costs. The most commonly employed approach is to perform a task merge

[KGS17]. In this approach, developers may construct an ETL workflow that consists of a sequence
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of smaller transformation tasks starting from the source data set and eventually terminating at a
target data set (usually a database table). This allows them to develop complex workflows as a
combination of several simpler, smaller steps of data transformation logic, that is more intuitive to
develop and maintain. However, instead of executing the logic of each distinct task individually,
the ETL tool internally combines their transformation logic into fewer, more complex tasks that
produce semantically equivalent results at the target data set [KGS17]. This reduces the overall
execution cost compared to executing separate distinct tasks for each transformation step.

One way to accomplish this is to utilize the transformation operations supported by the source
and target RDBMS implementations [DCSW09]. This is performed by first analyzing all the trans-
formations required from the source end of the data flow to the target end. The transformations at
the source end that are supported by the source RDBMS are grouped to be executed directly in the
source database using supported SQL logic. In the next step, a similar analysis is done with the
transformations at the target end supported by the target RDBMS. The ETL server itself will exe-
cute only those transformations that have no equivalent operation(s) in the corresponding RDBMS.
As we can see, this approach advocates transforming as much of the execution logic as possible to
be executed within the RDBMS.

2.2.4 Advanced Analytics Applications

An important characteristic of traditional database applications is that their data processing logic
is in general expressible as a combination of some form of relational operations, making it pos-
sible to automatically translate the data-centric parts of the business logic into SQL queries, to be
executed in the database. The data flow optimizations that we discussed in the previous section are
implemented by capitalizing on this aspect.

However, with the emergence of advanced analytical applications such as data science and ma-
chine learning workflows, the situation has changed. While a significant number of data process-
ing steps in these applications are still of relational nature (such as during the feature engineering

phase), they are also equally inclined to contain a considerable number of numeric computation
operations such as linear algebra (comprising of computations of matrices and vectors), which is
required during model training. Linear algebra is also usually the most computationally intensive
part of these applications in general. Although traditional RDBMS implementations inherently
support and optimize relational operations, the same is not true for operations such as linear alge-
bra. This is compounded by the fact that SQL has very little provisions for supporting operations
outside of the relational spectrum.
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The immediate solution from the data science community was to build or leverage statistical
systems that support and optimize numerical computations. As these systems are external to the
database, the intuition was to perform any required relational operations first inside the database,
before extracting the data into the statistical system and continue with the numerical computations
in the statistical system. This basically creates a two-tiered system. However, such separation of
tasks is not as easy in practice. Developers of conventional analytics applications can often leverage
the insight captured in the data models to determine the tables and attributes of interest to them
to implement the solution to a specific business logic. On the other hand, a data scientist is often
“exploring the unknown”, trying to find patterns across data sets or construct models to predict
certain outcomes. For the most part, it is not possible for them to determine the required attributes
right at the beginning of the learning process. This leads to an iterative cycle of exploration and
refinement of approaches, an aspect that has been highlighted by the machine learning community
as an important characteristic of machine learning projects [Dom12].

This essentially means that the "separation of responsibilities" approach between the RDBMS
and the statistical system is not often pragmatic. For a data scientist, a realistic progression of
the analysis could involve going back and forth between relational and statistical operations. As
an example, if part of the data set is already in the statistical system, which has undergone some
processing there and now the data scientist realizes that they need to enrich it with some additional
data, i.e., join with other data sets in the database, how do they go about it? The potential options
to address such situations are to either (i) equip statistical systems with some traditional database
functionality so that additional data sets can be loaded into them as needed without relying on the
RDBMS anymore for relational support or (ii) engineer database implementations to incorporate
support for numerical computing and such to perform the complete analysis near-data.

Naturally, this has led to a significant amount of research and development resulting in the
evolution of numerous systems. In the remainder of this chapter, we will discuss some of the
common approaches and popular systems in this aspect, but this is not meant to be an exhaustive
list. We encourage an avid reader to refer to [BKY19] for a more in-depth study on the intersection
of data management and machine learning systems.

2.3 Database-external Advanced Analytics Systems
The most popular contemporary data science tools and frameworks take the data outside of the
database into a statistical system for the users to perform their analysis. Based on the complexity
and intended scale of these systems some could be set up on a user’s computer, while others are
devised to be installed on dedicated servers, often leveraging distributed computing capabilities.
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2.3.1 End-user Based Systems

End-user based systems are environments that a data scientist can typically set up in their worksta-
tion to perform their analysis locally.

The forerunners of this category are dedicated programming languages and environments that
have traditionally served the numerical computing needs of the scientific community much before
the vigorous growth of data science and machine learning fields. Examples of these include special-
ized languages for numerical and statistical computing such as FORTRAN [BKK+81], R [IG96],
MATLAB [MMS17], GNU Octave [EBH07], and specialized workbenches like WEKA [HDW94b].
Julia [BEKS17] is a more recent addition to this list that attempts to improve the performance of
numerical computations by employing modern compiler approaches to the language design.

The increase in popularity of data science and machine learning has also resulted in the devel-
opment of packages and libraries intended to augment general-purpose programming languages.
For instance, MULAN [TSXVV11], MOA [BHKP10], and Java-ML [APS09] are machine learn-
ing libraries that have been developed for Java based systems. Perhaps the most iconic exam-
ple of this aspect is the emergence of Python as the most popular language of choice for data
scientists [Pia17, DCR14], augmented by various packages such as NumPy [VCV11], Scikit-
learn [PVG+11], or pandas [McK11].

NumPy was originally developed for scientific computing and provides support for multi-
dimensional arrays such as matrices, as well as various high-level mathematical functions (e.g.
Fourier transform) commonly used in scientific analysis. It provides faster performance than pure
Python alternatives as its underlying data structures and functions are implemented in optimized C
code that does not incur the overhead of Python’s interpreted syntax [BBC+11]. Scikit-learn is a
machine learning library that is popular within the data science community and consists of many
off-the-shelf learning algorithms that data scientists can use to construct some of the well-known
machine learning models. It internally leverages NumPy’s capabilities for numeric computing.
pandas is a library that provides support for data manipulation in Python. Its implementation rose
from the need to provide database-like processing capabilities on data sets inside statistical envi-
ronments, which as we pointed out in Section 2.2.4, became a necessity due to the exploratory
nature of advanced analytical projects. pandas internally uses NumPy data structures.

When using such end-user based environments, data scientists can load data from an RDBMS
into these systems using one of the various standardized API drivers that we discussed in Sec-
tion 2.2.2, similar to how conventional database applications function in a two-tiered architecture.
While many of them leverage existing standards like ODBC/JDBC, others have come up with
their own variations (e.g. Python DB-API [Kuc98]) which are similar in principle. However, un-
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like conventional database applications, where the data transfers are usually small, because often
only aggregate information is transferred, data scientists need to work with detail level data that
can be quite large and therefore incur noticeable transfer overhead in terms of network delays. Fur-
ther, as user workstations are not typically equipped with powerful hardware compared to RDBMS
servers, such arrangements can force them to work with a subset of data. This data sub-setting can
be counterproductive, as having a larger data set can reduce algorithm complexity and increase its
accuracy [Dom12]. Sampling is also not ideal for applications dealing with competitive business
use cases [HRS+12] and is therefore not favoured by data scientists [CDD+09].

One positive aspect of these systems is that while they may not be always optimized for sys-
tem performance, they are very user-friendly to work with. Specifically, they provide support for
incremental, iterative development that accommodates a trial-and-error exploration path, giving
consideration to the productivity of the human-in-the-loop. A most notable example in this as-
pect is the ease with which data science exploration can be performed using Python + pandas in a
Jupyter Notebook [KRKP+16] Integrated Development Environment (IDE).

Example 2.2. Figure 2.6 shows such an example exploratory workflow using Jupyter Notebook,
where the data scientist is “exploring” a TPC-H benchmark [Tra17] database. In the first cell

of the Jupyter Notebook, they import the pandas package as well as the Python DB-API driver
for MonetDB, pymontedb and establish a connection to the database. In the next cell, they
first load the SUPPLIER table into a pandas DataFrame object (supplier). This is followed by
a relational aggregation operation to calculate the number of suppliers and their total account
balance per country that is then stored in a new DataFrame si.

As we will discuss further in Section 2.3.2, for pragmatic reasons, many statistical packages
such as pandas are equipped with basic relational support to facilitate such relational operations
over data already loaded into them. In the third cell, a selection condition is applied to confine
the aggregated information to countries with more than 2 million in balance. At this point, the
data scientist decides to verify the results and prints a sample of records. If there is a logical
error, they can go back and update the code in the appropriate cells and just re-execute them.
Further, if there is a syntax or any runtime error in this cell, they will not lose the computations
performed in the preceding cells and can merely address the cause of the error and continue
from there. Finally, in the fourth cell, they scale the representation of the number of suppliers
into hundreds and that of the total balance into millions through a linear algebra division oper-
ation using a NumPy array. At this point, the DataFrame stored in si has the intended result.
Once again, this step is verified for correctness by displaying some sample records from the
DataFrame, which as we can see, encapsulates data that is logically “table-like”.

27



2.3 Database-external Advanced Analytics Systems

Figure 2.6: Pandas - example workflow in Jupyter Notebook
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Looking back at the workflow in the above example as a whole, it is important to note that
for other than the first data retrieval step from the database, the database has no more involve-
ment in the workflow, as all the ensuing relational operations on the data are performed by the
pandas library at the client-side. Further, as demonstrated by the above example, using program-
ming environments such as this, data scientists can thus perform a statement-at-a-time incremen-
tal exploration, verifying intermediate outcomes as needed, before making decisions about what
transformations to perform next. Their popularity has been thus ascribed to this agile development

experience that they provide [SAFFGA18, YLP+17]. Due to their relevance to our research from
the usability and functionality perspective, we will be comparing and contrasting our work with
some of these popular implementations in our evaluations.

2.3.2 Relational Influence in Statistical Systems

As pointed out in the previous section, in their most basic form, analytical systems, whether they
are the end-user based systems that we just discussed, or the Big data implementations used for
distributed data processing that we will cover in the next section, load all the data they need into
their internal data structures and libraries. When the source data resides in an RDBMS, this results
in an initial data transfer from the database to the analytical system.

However, as we mentioned in Section 2.2.4, incremental data exploration is often the norm
in machine learning projects. Therefore, many analytical systems and Big data frameworks also
provide basic relational primitives including selection and join. This helps users to integrate any
additional data to enrich the set of features that they have already constructed. It is also useful if
they have to perform any further relational transformations on the data sets that they have already
loaded, as we saw in the example pandas workflow in Figure 2.6.

Prominent examples of relational support in analytical systems include the DataFrame objects
in R [R C14], pandas [McK11] package for Python, and Spark [ZXW+16]. Extensions to some of
these implementations also provide a SQL-like syntax to express relational operations in a declar-
ative way [AXL+15, Lam19]. Although not as optimized as an RDBMS, the fact that linear alge-
braic operations usually occupy the lion’s share of the computation-time makes this an acceptable
compromise for the data scientists.

2.3.3 Distributed Implementations

Since the processing power of user workstations are often not enough to tackle large scale anal-
ysis, there is the need for dedicated computing infrastructure for such tasks. As a result, the past
decade has also seen the rise of several open-source general-purpose cluster computing frame-
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works for Big data analysis starting with Google’s MapReduce approach [DG08] and its open-
source equivalent, Hadoop [GMSS15], followed by Spark [ZXW+16]. These frameworks facilitate
computations that leverage data parallelism while providing fault tolerance through programming
paradigms that mask the complexity traditionally associated with such distributed processing ap-
proaches. For example, Spark provides an abstraction called Resilient Distributed Dataset (RDD)
that encapsulates data sets that are distributed over a cluster of machines [ZCF+10]. Operations
performed over RDDs are internally parallelized by the framework, which also provides automatic
recovery from failures of individual machines involved in the computation.

Since the rapid growth in data science and machine learning followed in on the wake of the
emergence and popularisation of these Big data frameworks, they became the natural candidates
for these implementations. For example, Apache Mahout [ODFA12] is an implementation of dis-
tributed machine learning algorithms that originally utilized the MapReduce framework to perform
distributed computations, and has since moved on to Spark. SystemML [GKP+11, BDE+16]
is similarly a declarative language interface for constructing machine learning algorithms that
internally leverages the distributed computational paradigms offered by MapReduce and Spark.
Spark MLlib [MBY+16] is a distributed machine learning framework that is built on top of Spark
and is currently one of the most popular distributed frameworks used for machine learning [Kag17].

While such dedicated cluster-based Big data frameworks provide more computing powers,
users still have to load data sets into them from the respective source database systems. These
frameworks also rely on the traditional ODBC/JDBC type standard APIs to interact with the
database systems and transfer data. Along with the fact that large data transfers are inherently
impacted by network delays, these implementations are also limited by the fact that these tradi-
tional database APIs were not designed with large scale data extractions in mind.

2.3.4 Optimizations

As most of the conventional numerical computational systems work on memory-resident data
structures, initial attempts to leverage database optimizations into such systems focused on the
I/O capabilities offered by RDBMS implementations when working with large data sets. For ex-
ample, RIOT-DB extends R to leverage the I/O capabilities of an external RDBMS back end by
translating expressions in R to operations in SQL by creating view definitions [ZHY09, ZZY10].

In WekaDB [ZMK+06], the authors augment a popular Java-based machine learning work-
bench, WEKA [HDW94a], with an RDBMS back end. They develop a storage manager that lets
WEKA’s algorithms run transparently on data stored in an RDBMS by providing an alternate im-
plementation for WEKA’s main-memory based data set interface. Copying of records from the
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database to WEKA is performed lazily. The database access itself is performed using JDBC. As a
result, the performance is several magnitudes slower for data set sizes that can otherwise fit well
in WEKA’s memory. MATLAB similarly uses a concept called Tall arrays to work with data sets
that do not fit completely in main memory [HH16]. Among Big data frameworks, there has been
some work done in pushing relational operations into the database, such as in Spark [DL17].

Despite such improvements in architecture, any of these two-system approaches still require
data transfers to the statistical system. While optimizations such as pushdown can be useful at the
beginning, when the first data is retrieved from the database, they cannot be employed if one of
the data sets is already in the framework and the other is still in the database, such as could be
the case at a later point in the exploration process. In such a situation, it might be more beneficial
to just load the additional data into the framework and perform the relational operation, e.g. the
join, inside the framework rather than performing a join in the database and reloading the entire
data result, which can be even more time consuming should the result set be large [RM17]. As
discussed in Section 2.3.2, this has been the driving factor behind the evolution of support for
relational operations in analytical systems.

In short, data scientists typically have to either fetch more attributes than would be necessary
and then do relational computations locally in the statistical system, or they have to perform multi-
ple data transfers. Given that the exploration phase is often long and cumbersome, both approaches
do not seem appealing. Further, as many machine learning processes employ approaches and tech-
niques such as feature selection [CS14], dimensionality reduction [Sar14], etc., that are intended
to reduce or consolidate the number of attributes to be used, it makes sense to be able to perform
such data-size-reducing tasks at the source, i.e., inside the database.

2.4 In-database Advanced Analytics
As we saw in Section 2.2.4, many dedicated analytical systems have started duplicating parts of
RDBMS functionality, extracting a large amount of data from the database and treating it merely as
a storage layer, foregoing many of the data processing optimizations that the RDBMS community
has accrued over the decades. The situation is also not ideal in terms of an optimal architecture
because of the data transfer overheads. Though many organizations have started adding new ded-
icated infrastructure to set up external frameworks for advanced analytics, as [YTLL17] points
out, having different siloed compute clusters to cater to different frameworks can underutilize the
infrastructure. These shortcomings turned out to be a good motivation for the database commu-
nity, who has been forced to play catch up and has started looking for ways to bring numerical
computation capabilities into RDBMS implementations.
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2.4.1 Case for A Unified System

A unified system offering both efficient linear algebra and relational algebra support facilitates
efficient data exploration. A data scientist having direct access to the source database is better
equipped with exploring the various data stored in the system, while at the same time being able
to analyze, build and test prototypes quickly via a computational framework embedded into the
RDBMS. Such an arrangement can essentially provide the data scientist with an agile development

environment [LC16]. For example, a data scientist can start model development with a smaller set
of features to reduce the computational cost. Additional features can be used if the desired accuracy
is not obtained from the original model. Immediate availability of these additional features is made
possible by computing near the data and the data scientist does not have to burden themselves with
shipping all of the features in advance from the database to an external computational framework
or be interrupted waiting for the additional data to be made available.

Further, most RDBMS implementations employ some amount of de-normalization for perfor-
mance reasons [SS01]. This can result in data sets having many attributes that are derived, and
hence correlated. In general, learning algorithms avoid including correlated features in the model.
In fact, many machine learning techniques can automatically detect such patterns in the data sets
irrespective of whether they are explicitly derived or naturally correlated, without burdening the
data scientist [YL03, YL04]. As mentioned in the previous section, steps and techniques such as
feature selection, dimensionality reduction, etc., are used for this purpose and reduce the size of
the data to be modeled. Therefore, transferring a lot of data from the database to a computational
system in advance without looking into such aspects is not ideal and can result in wastage of both
time and resources.

Computing closer to the data also ensures data freshness. The data scientist is not burdened
with the task of reloading the data into an external framework in a periodic fashion when data in
the database is updated or added. This is an essential aspect also for supporting real-time analytics,
which is desirable in many fields [LC16, Hal15]. Finally, having a unified system also reduces the
scattering of data, eliminating the need or making it easier to establish data provenance, as this can
be a challenge with a heterogeneous infrastructure [PRWZ17].

2.4.2 Specialized DBMS Implementations
Specialized databases such as SciDB [SBZB13] and its predecessors [BDF+98, MS99] evolved
from the need to support several niche scientific fields working on data sets such as satellite im-
agery, astronomy, genomics, etc., which are altogether different in both scale and structure from the
conventional domain of relational databases. These implementations use array-based data struc-
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tures and query languages such as Array Query Language (AQL) to interact with the database. For
numeric computations, SciDB reformats the data and offloads it to ScaLAPACK [CDPW92], an
analytical package known for its efficiency with numerical operations. Both SciDB and ScaLA-
PACK run on the same hardware as separate processes.

As another example of a specialized solution, Machine Learning Database (MLDB) [Dat16] is
a database specifically built for machine learning purposes, to address the lack of data management
capabilities in the traditional statistical packages and engines. The machine learning functionalities
are available via stored procedures and UDF extensions to the standard SQL (We will discuss
stored procedures and UDFs in detail in Section 2.4.4). The database itself is schema-free and the
data sets are append-only, stored as three-dimensional sparse matrices where time is an additional
dimension along with row and column. As such, their support for conventional relational database
applications is limited.

Recent studies have shown that compared to such specialized database implementations, con-
temporary Big data solutions such as Spark perform better on more generic workloads to which
many machine learning and data science projects belong [MDZ+17, RMYC13]. Further, RDBMS
implementations themselves have demonstrated to be manyfold more efficient compared to the Big
data frameworks when it comes to performing traditional relational operations [PPR+09]. In short,
relying on the architecture of such specialized scientific databases or Big data frameworks may not
be sensible performance-wise for traditional analytics applications that depend on RDBMS imple-
mentations currently. Therefore, while some of these implementations may perform well for data
science workloads, they will have to be set up as an auxiliary database system that is updated with
data from a conventional source RDBMS. In practice, this will make them yet another form of a
database-external framework along with its associated drawbacks.

2.4.3 Extending SQL for Linear Algebra

As SQL already provides many functionalities required for feature engineering such as joins and
aggregations, exploiting them in the exploration phase is an interesting prospect. Recent research
proposes to integrate linear algebra concepts natively into RDBMS by adding data types such as
vector and matrix, and extending SQL to work with them [ZKM13, LGG+17, ALOR17, ALOR18].
However, we believe that they might not fare that well in terms of usability. For example, most
linear algebra systems use fairly simple notations for matrix multiplication such as:

res = A × B
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In contrast, the SQL equivalents as described in the works mentioned above require several
lines of SQL code which might not be as intuitive [BKY19].

Example 2.3. Listing 2.2 is a SQL syntax based on [ALOR18] that performs the multiplication
of a matrix by itself. The matrix is stored as a database table that has three columns – columns
i and j indicate the row and column dimensions of each element in the matrix, and v, its value.

Listing 2.2: A SQL-based Syntax for Matrix Multiplication [ALOR18]
SELECT m1.i, m2.j, SUM(m1.v ∗ m2.v)
FROM matrixTable AS m1, matrixTable AS m2
WHERE m1.j = m2.i
GROUP BY m1.i, m2.j

Another inconvenience, which is not obvious at first sight but equally important, is the lack of
proper support to store and maintain the results of intermediate computations in above proposals,
as users need to explicitly create new tables to store the results of their operations, adding to the
lines of code required. This is akin to how in standard SQL one has to create a table explicitly if the
result of a query is to be stored for later use (in Listing 2.2, the database returns the results to the
client). However, unlike SQL applications, learning systems often go through several thousands
of iterations of creating such temporary results, making this impractical. Additionally, RDBMSes
generally treat objects as persistent. This is an extra overhead for such temporary objects and bur-
dens the user to perform explicit cleanup1. Procedural HLLs such as Python, R, etc., on the other
hand, provide much simpler operational syntax and transparently perform object management by
automatically removing any objects that are not in use.

As others have pointed out, SQL is awkward to use and lacks many HLL programming features
when it comes to non-relational computations such as those that are conventionally supported by
HLLs [FG16, BKY19, ZZY10]. The inability of the database to satisfy all of their computational
needs even when using such extensions can be a turnoff for many users as they still have to rely on
an HLL to perform the rest of their analysis [ZZY10].

2.4.4 HLL UDFs and Stored Procedures

User Defined Functions (UDFs)

UDFs are a well-established mechanism to extend traditional RDBMS functionality [LKD+88].
Figure 2.7 shows a high-level layout of the UDF approach. As we will see in a concrete example

1The modern RDBMS concept of temporary tables [AK+17, Sch05] only address a small part of the problem.
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Figure 2.7: Concept of a HLL UDF/Stored procedure

shortly, a UDF is a program snippet written in an HLL, that can be invoked within the RDBMS
execution space through a SQL API. Many modern programming language interpreters that are
popular with data scientists, such as Python or R, support embedding themselves as part of a larger
application [Pyt18, R C99], and RDBMS implementers are increasingly making use of this fea-
ture to support UDFs implementations [Mil16, WDG+16, ML13, RM16, The17]. UDFs may or
may not take any input parameters, but they are always expected to produce a (possibly empty)
output data set. This is akin to how all the relational operators produce an output data set. There-
fore, UDFs are easily integrated into SQL statements. When a UDF is invoked as part of a SQL
statement, the RDBMS execution engine will leverage the embedded HLL interpreter libraries to
execute the UDF source code (see Figure 2.7). Thus, in a nutshell, UDFs provide a computationally
efficient mechanism to execute user-defined functionality near-data using an HLL. UDFs come
in a few variations, often determined by their purpose and usage. A detailed overview is given in
[Raa15]. We will limit our discussion in this section to some of the UDF concepts that are relevant
to our work.

Given that the UDF concept allows the execution of arbitrary HLL code inside the RDBMS,
with the emergence of data science applications, HLL based UDFs have been proposed as a promis-
ing mechanism to support in-database analytics including linear algebra operations and machine
learning. While implementations such as [LKD+88, LM14, RM16, RHMM18] focus on extending
the RDBMS to provide a generic facility for users to write their own UDFs, others such as [OP11],
BISMARCK [FKRR12], or MADlib [CDD+09, HRS+12] focus on providing off-the-shelf learning

algorithms in the form of UDFs for users to directly use in their analysis.
However, so far, they have not found much favor in advanced analytics applications. We believe

that this has to do with their usability. As mentioned before, learning is a complex process and can
have a considerable exploration phase. This can include a repetitive process of fine-tuning the data
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set, training and testing an algorithm, and analyzing the results. The user is actively involved in
each step as a decision-maker, often having to enrich/transform the data set to improve the results,
or changing the algorithm and/or tweaking its parameters for better results.

UDFs lack the agility for such incremental development for several reasons. First, in UDF
implementations, the user has to write the complete workflow of the program before any of it
can be executed. This is not feasible for someone who is exploring, as they would generally
plan their strategy for the next transformation steps based on their assessment of outcomes of the
previous steps. Further, the only way to interact with a UDF is via its input parameters and final
output results due to their procedural nature (see Figure 2.7). This prevents the possibility of any
intermediate feedback to the user, as is demonstrated by our next example.

Example 2.4. If we are to implement the Jupyter Notebook based Python + pandas workflow
in Figure 2.6 as a UDF, it will look like the definition in Listing 2.3, which is based on the
MonetDB syntax for Python UDFs [Raa15].

Listing 2.3: UDF example
1 CREATE FUNCTION TPCH_Explorer()
2 RETURNS TABLE(s_nationkey INTEGER, numsup FLOAT, totsbal FLOAT)
3 LANGUAGE PYTHON
4 {
5 import pandas as pd
6 #Load supplier table from the database .
7 supplier = pd.DataFrame(_conn.execute('SELECT ∗ FROM supplier;'))
8

9 #Calculate the number of suppliers and their total account balance for each country .
10 si = supplier.groupby(['s_nationkey']).agg({'s_acctbal':['count','sum']})
11 si.columns = pd.Index(['numsup', 'totsbal'])
12 si.reset_index(inplace=True)
13

14 #Confine the aggregation to countries with more than 2 million in balance .
15 si = si[si['totsbal'] >= 2000000]
16

17 #Represent the number of suppliers in 100s and total balance in millions .
18 import numpy
19 si = si / numpy.asarray([1, 100, 1000000])
20

21 return si
22 };

Similar to the original workflow in Figure 2.6, the UDF first loads the supplier data from
the database into a pandas DataFrame (line 7). It then performs a relational aggregation over
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the DataFrame to calculate the country level account balance (lines 10-12) and then restricts
the data to those countries with above 2 million in total account balance (line 15). However,
unlike the original workflow, where the data scientist could at this juncture verify the results of
this intermediate step, the UDF has no provision for this. Finally, once the aggregated supplier
information is scaled down numerically (line 19), the results are returned to the database engine.

This result returned by the UDF to the database engine, si, is a pandas DataFrame, and
thus, has a “table-like” format. Therefore, it can be used in a manner similar to regular database
tables in SQL statements. For instance, once it is created in the database, the above UDF can be
executed through SQL APIs as follows:

SELECT ∗ FROM TPCH_Explorer()

UDFs such as the above example, that return a “table-like” data structure to the database engine
are commonly referred to as table UDFs [RM16]. Table UDFs allow embedded HLL programs to
expose non-database tabular data sets to the SQL engine of the RDBMS, so that the later can be
used to run SQL queries over them [XKG10, HLR02, OHB+11]. As can be seen, syntactically,
UDFs can be easily plugged into SQL, requiring only modest language extensions. Although this
makes them popular with RDBMS implementers, as we have seen, they are not conducive for
exploratory work, and hence have not found favor with data scientists.

Another drawback of UDFs is that all host language objects inside a UDF are discarded after
execution. If they are required for further processing (as in another UDF invocation in the same
client session), they need to be stored back into the database as part of the UDF execution pro-
cess. In order to accomplish this, the user needs to explicitly write code to persist the objects to a
database table [Raa16], and additional UDFs for later retrieval [RHMM18]. This is an overhead
and a significant development effort that is not related to the actual problem that the users are at-
tempting to solve, but attributed to the framework’s limitation. UDFs are also often confined in
terms of the number and data types of its input and output parameters even though the HLL itself
may support such overloading concepts. This hinders users from developing generic UDF-based
solutions to their learning problems [RM16].

Therefore, even though HLL environments such as Python themselves are very flexible and
agile as we discussed in Section 2.3.1, the restrictions imposed by the UDF constructs hamper
their agility. Further, as we discussed in Section 2.2.1, and also shown in Figure 2.7, real-world
applications anyways require an HLL to be the “driver” managing the control flow of the system.
As a result, there is little incentive for the users to take the HLL – SQL/RDBMS – HLL/UDF ap-
proach, especially if the UDF is to be written in the same HLL as the parent application and comes
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with many hassles that are caused by the SQL/RDBMS component being in the middle. Database-
external analytical systems, on the other hand, are architecturally more simplistic, constituting of
only an HLL – SQL/RDBMS interaction that does not impede the flexibility provided by HLL
constructs. Therefore, while computationally efficient, in their rudimentary form, we believe that
UDFs are not the most convenient approach for data scientists to adopt for their exploratory work.

Stored Procedures

Stored procedures were introduced in early RDBMS implementations to make up for the limita-
tions of SQL that lacks many conventional HLL programming constructs such as loops, conditional

statements, etc. They were introduced as an extension to the SQL syntax [FP05, DW02]. This
allows programmers to write compact code that contains both regular SQL and some HLL-like
control constructs and that is executed by the RDBMS. Similar to UDFs, stored procedures can
accept input arguments and return a result. However, in general, most stored procedure implemen-
tations allow only a single value to be returned, which is usually a status code or a message. This
is because their original intent was to provide language constructs to use SQL also as a “driver”
for the control flow of the application, instead of relying on an HLL language for that purpose. A
typical SQL invocation of a stored procedure is as follows.

CALL dowork_storedproc(...);

Therefore, unlike UDFs which can be part of complex SQL statements and can be operated
upon like a regular table, stored procedures are executed standalone.

Stored procedure implementations come in two flavours. Originally, RDBMS vendors de-
veloped their own language extensions to SQL to support some HLL constructs. However, they
offered only limited capabilities compared to general-purpose HLLs such as Python, C++, etc., es-
pecially lacking in object-oriented concepts and the versatility of built-in libraries. Further, unlike
SQL itself, the syntax and semantics for stored procedure extensions vary significantly between
the RDBMS implementations, thus providing less incentive for the user community to adopt. As
a result, with the advent of embedded HLL interpreters, many modern RDBMS implementations
simply use an HLL for supporting stored procedures, as these are already quite versatile and pop-
ular with the user community. Therefore, the practical distinctions between many UDF constructs
and stored procedures have become blurred, as their internal logic is built upon the same HLL con-
structs, providing similar capabilities. In fact, in an attempt to further simplify the implementation
logistics, many modern RDBMSes such as MonetDB, do not provide an explicit concept of an
HLL stored procedure, as for all practical purposes, a table-UDF returning just one column with
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a single value can be treated as a functional replacement for the stored procedure concept. The
invocation syntax will thus remain the same as that of a table-UDF, as shown below.

SELECT ∗ FROM dowork_storedproc(...);

As such, in order to simplify the terminologies used in our discussions, we will refer to code
segments written in an HLL, producing a result set data structure (such as a table) as its output,
possibly intended to be used as part of a complex SQL statement or data processing workflow, as
a UDF. Code segments that contain a significant amount of workflow logic, and mostly return just
a status code, whose purpose is to be invoked in standalone, will be termed as stored procedures.
It should be noted that, given their “procedural” nature, stored procedures suffer from the same
limitations as UDFs when it comes to support for exploratory use.

So far, our discussion on UDFs and stored procedures were focused around their usability
characteristics in the context of exploratory analysis. We will be revisiting them again in Chapter 6
when we take a deeper look into the performance aspect of integrating HLL functionality into
database query optimization, which is a quite challenging endeavor.

2.4.5 Optimizations

The concept of mixing HLL and relational programming paradigms has resulted in new optimiza-
tion challenges and associated research works.

Data Handover

As RDBMS implementations and HLLs evolved independent of each other, a major challenge in
this aspect is the efficient integration of these systems that take into account their differences in
underlying data structures and primitive data types.

In RICE [GLW+11], authors attempt to integrate the statistical computation framework R with
an RDBMS by executing the R process in tandem with a SAP RDBMS engine on the same node.
They optimize the data transfer between the two processes by using shared memory. While this
reduces any serialization overhead compared to performing a network transfer, as [LM14] points
out, it still incurs data copying overhead between the process spaces.

In [LM14], R is integrated with an embedded version of MonteDB [Raa18] to construct a uni-
fied system. They accomplish this by making minor modifications to the high-level data structures
and memory management routines associated with both the systems to make them compatible with
both R and MonetDB in an agnostic manner. They capitalize on the fact that MonetDB [IGN+12]
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is a columnar RDBMS [ABH09] and uses C-style array-based data structures for memory buffers
which bears similarity to computational structures used by R. As a result, the RDBMS is able to
hand over results from database queries to the R environment without making any explicit copies of
the original data in the database, a concept they term zero-copy. As the implementation is based on
embedding the database into an R process, this approach cannot be utilized for standalone RDBMS
implementations that are shared across multiple applications and users, which is the norm. More
recently, Apache Arrow [Din16] uses a shared memory implementation to facilitate applications
that conform to its API to share data between them without making copies.

Other Related Works

A recent work, EmptyHeaded [ALOR17], and it’s extension LevelHeaded [ALOR18] attempt
to find an acceptable architectural compromise between relational and statistical systems to im-
prove performance. Linear algebra is supported through a SQL-based syntax, similar to prior
works [ZKM13, LGG+17] that integrates linear algebra into RDBMS implementations. However,
they use a trie based data structure [Bra08] that permits join operations only over key columns,
restricting the use of complex analytical SQLs such as those containing subqueries.

As discussed in Section 2.1.3, traditional RDBMS execution engines are designed to opti-
mize relational operations. However, HLLs follow a different programming model and associated
optimization techniques compared to SQL. Therefore, this difference in programming constructs
poses challenges as to how to optimize such “mixed” program snippets. There have been pro-
posals such as Weld [PTS+17], TUPLEWARE [CGD+15], Froid [RPE+17], Lara [KKS+19], and
HorseIR [CDC+18], that develop a common Intermediate Representation (IR) to which all the
SQL queries and HLL code are first translated to, thereby facilitating an optimization at this IR
level. The research in this area is still in its infancy and requires major RDBMS redesign [Var18].
Besides, as such implementations require the complete workflow to be made available for the opti-
mization algorithms to work, they cannot be employed for exploratory frameworks where the data
scientist needs the capability to incrementally execute transformations.

More recently, the iterative nature of machine learning and data science projects have received
some attention. HELIX [XMM+18, XML+18] takes this into account to optimize the execution
of workflows across multiple iterations. It performs a heuristics-based caching of results to reuse
them across different executions of the workflow.
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2.5 Background Summary

The evolution of database-external systems has been more or less driven by the immediate needs
of the data science community, and as a result, a considerable amount of focus has been given to
improve the productivity of the human-in-the-loop. However, due to the complex nature of the
life cycle of data science projects, the separation of responsibilities between the statistical system
and the RDBMS has been blurry at the best. Therefore, contemporary implementations treat the
database as a storage layer by just extracting the data out of the database and have nothing else to
do with it afterward, often re-implementing some of the RDBMS functionalities themselves. Such
approaches have been suboptimal due to their lack of efficient relational optimization engines as
well as transfer overheads associated with large data sets.

Efforts by the database community to build RDBMS-centric data science frameworks, on the
other hand, have been primarily focused on improving the execution efficiency of bundling rela-
tional and numeric computations together in the RDBMS. User-friendliness has not received as
much attention compared to contemporary popular database-external frameworks. As a result, the
data science community has been reluctant to shift towards using database-centric approaches for
their analysis.
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3
The Design & Implementation of AIDA

In this chapter, we present AIDA, a Python based in-database framework for data scientists, that
facilitates both relational operations and linear algebra through a unified data abstraction. What
makes AIDA’s approach novel is that AIDA allows data scientists to perform analysis following
the statement-at-a-time, incremental, iterative, approach, offering the same degree of usability
supported by the popular database-external implementations while being near-data, similar to in-
database approaches. In order to accomplish this, AIDA provides a client side API that follows the
syntax and semantics of popular database-external systems. However, unlike such systems where
the data need to be extracted from the database prior to performing any computations on it, AIDA
cleverly transfers the computational logic to the server side, near-data, ensuring efficiency similar
to contemporary in-database solutions.

In the following, we will first provide a high-level overview of the client-server architecture of
AIDA. After that, we will discuss the core data abstraction of AIDA, TabularData, that provides a
unified abstraction over data sets allowing to perform both relational and linear algebra operations
over it. We will then explore the internal data structures used by TabularData and discuss the
various optimization techniques employed by AIDA. Finally, we will look into the Distributed Ob-
ject Communication (DOC) framework of AIDA that facilitates seamlessly shifting computation
requests from the client side to AIDA’s server that resides inside the RDBMS.
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3.1 AIDA Overview

3.1.1 Conceptual Architecture
Figure 3.1 depicts a high-level conceptual layout for AIDA with its client-side API library and the
server-side component. AIDA’s server is embedded in the RDBMS, more precisely, within the
Python interpreter embedded in the RDBMS, thus sharing the same address space as the RDBMS.
This makes AIDA easily portable since embedded Python interpreters are becoming increasingly
common in modern RDBMSes. Embedded interpreters also help us leverage some of the RDBMS
optimizations already available in this area, as we will later discuss.

Users can connect to AIDA’s server using a regular Python interpreter or more popular data
science IDEs like Jupyter Notebook that works with Python, as long as they are equipped with
AIDA’s client API library. We decided to leverage Python because Python interpreters are ubiq-
uitously available in most data scientists’ computing systems as they are often used to work with
popular statistical packages such as NumPy and pandas. Using AIDA’s client API, data scientists
can write Python programs for exploration in an iterative, interactive manner, as they do with these
other statistical packages. Figure 3.2 is a screenshot from an interactive workflow written using
AIDA’s client API in a Jupyter Notebook, and as we can see, bears a lot of resemblance with the
similar workflow that we saw in Figure 2.6 which is written using pandas. We will be discussing
the syntax and semantics of AIDA’s client API in later sections.

Further, as we will see in a use case in the evaluation, using such a generic language such as
Python and IDEs like Jupyter Notebook also provides opportunities to the users for integrating
other Python based packages into their workflows. Additionally, this minimizes the learning curve
for users compared to an approach where we would propose a new Domain-specific Language
(DSL), improving the chances of adoption.
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Figure 3.2: AIDA - example workflow in Jupyter Notebook
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When using AIDA, data scientists use their computers as clients to interact with the data and
implement any necessary programming logic, but any data transformations and computations that
they initiate are not executed on the client side. Instead, AIDA’s client API sends them trans-
parently to the server and receives a remote reference which represents the result that is stored
in AIDA’s server. We implement this interaction between AIDA’s client API and server in the
form of RMIs, whose details we cover in Section 3.4. RMI is a well-established communication
paradigm and known to work in practice. Others have effectively employed similar mechanisms
to push computations into a remote database [HLZ+03]. This will also allow us in the future to
easily extend AIDA to be part of a fully distributed computing environment where data might be
distributed across many RDBMSes.

3.1.2 Data Transformations

[KBY17] lists a seamless integration of relational algebra and linear algebra data transformations
as one of the current open research problems. They highlight the need for a holistic framework
that supports both the relational operations required for the feature engineering phase and the
linear algebra support needed for the learning algorithms themselves. AIDA accomplishes this
via a unified abstraction of data called TabularData, providing both relational and linear algebra
support for data sets.

TabularData: TabularData objects, as shown in Figure 3.1, reside in AIDA’s server, and there-
fore in the RDBMS address space. They remain in memory beyond individual remote method
invocations. TabularData objects belong to a class of AIDA objects called Database Memory Res-
ident Objects (DMROs). We will discuss DMROs in detail in Section 3.4.1. TabularData objects
can work with both data stored in database tables as well as host language objects such as NumPy
arrays. Users perform linear algebra and relational operations on a TabularData object using the
client API, regardless of whether the actual data set is stored in the database or in NumPy. Be-
hind the scenes, and as shown in Figure 3.1, AIDA’s server utilizes the underlying RDBMS’s SQL
engine to execute relational operations and relies on NumPy to execute linear algebra. When re-
quired, AIDA performs data transformations seamlessly between the two systems (see Figure 3.3)
without user involvement. We will discuss the interplay between these two systems in detail over
the next sections.

Linear algebra and relational operations: AIDA cashes in on the influence of contemporary
popular systems for its client API. For linear algebra, it simply emulates the syntax and semantics
of the statistical package it uses: NumPy.
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For relational operators, we decided to not use pure SQL. As others have pointed out, such
approaches of embedding one language in another (polyglot programming style) are awkward to
work with [ORS+08, US19], and in our case will make it difficult to provide a seamlessly unified
abstraction. Instead, we resort to Object-Relational Mappings (ORMs), which allow an object-
oriented view and method-based access to the data in database tables [MAB08]. While not as
sophisticated as SQL, ORMs are fairly versatile. ORMs have shown to be very useful for web de-
velopers, who are familiar with object-oriented programming but not with SQL. ORMs make it
easy to query the database from a procedural language without having to write SQL or work with
the nuances of JDBC/ODBC APIs. A recent study indicated that such an approach can be more
programmer-friendly compared to the polyglot style due to the large semantic and syntactic dis-
tance between SQL and a typical HLL [US19].

Similar object-oriented approaches to exposing relational operations have been also employed
by other popular data science tools such as Spark [ZXW+16], pandas [McK11], and R [R C14] for
their DataFrame abstraction. By borrowing syntax and semantics from ORMs – we mainly based
our system on Django’s ORMs module, a popular framework in Python [Dal07] – we believe that
data scientists who are familiar with Python and NumPy but not so much with SQL, will be at ease
writing database queries with AIDA’s client API.

3.1.3 Overview Example

To have a preliminary understanding of how a data scientist could go about analyzing the data
stored in the database using AIDA’s client API, first, let us take a look at two simple code snippets.
A more detailed reference for AIDA’s client API is provided in Appendix A.
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As AIDA’s client API consists of regular Python statements, they can be run in any client-
based Python interpreter or even a Jupyter Notebook in an interactive manner. The first code
snippet, taken from the example AIDA workflow in Figure 3.2, represents a relational operator
as it accesses the supplier table of the TPC-H benchmark to calculate the number of suppliers
and their total account balance for each country. Here, supplier is an object reference to the
underlying database table and agg is a built-in API provided by AIDA for TabularData objects
that represents an aggregation method with appropriate input:

si = supplier.agg(('s_nationkey'
,{COUNT('∗'): 'numsup'} ,{SUM('s_acctbal'): 'totsbal'})
,('s_nationkey',))

The client API of AIDA ships this relational transformation to AIDA’s server which returns
a remote reference to the client for a TabularData object that represents the result set. The client
program stores this reference in the variable si. At this point, the data scientist can choose to
apply yet another relational transformation or a linear algebra operation over si.

The second code snippet converts the number of suppliers to hundreds and the total account
balance to millions via a linear algebra division using a NumPy vector1:

res = si / numpy.asarray([[1, 100,1000000]])

The client API ships this linear algebra transformation again to AIDA’s server, including the
NumPy vector and the reference of si, and receives the object reference to the result of this
division, which it stores in the local variable res.

At the server side, AIDA executes the relational operation (first code snippet) by first generating
the SQL query to perform the required aggregation and then using the SQL engine of the RDBMS
to execute it. The TabularData object represented by si will point to the result set created by the
RDBMS (see right top result set format in Figure 3.3). As this object becomes the input of a linear
algebra operation (second code snippet), AIDA will transform it into a matrix (see the top left
matrix in Figure 3.3), and perform the division operation using NumPy. It then encapsulates the
resulting matrix in a TabularData object, returning a remote reference to the client API, which the
client stores in the variable res.

Should res become the input of a further relational operation, AIDA server needs to provide
the corresponding data to the SQL engine for execution. AIDA’s server achieves this by transpar-
ently exposing the data through a table UDF to the RDBMS (see the bottom of Figure 3.3). As we
discussed in Section 2.4.4, table UDFs are quite handy to expose table-like data sets to the SQL

1Although this can be computed using relational/SQL operations as well, we are using a trivial example for the
sake of brevity and easiness of demonstrating the concepts.
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engine in order to execute queries over them. However, it must be noted that the client is not aware
of this UDF-based transfer. That is, the internal UDF-based implementation provided by AIDA’s
server is transparent to the client.

As AIDA’s server transparently handles the complexity of moving data sets back and forth
between the RDBMS SQL-engine and the NumPy environment (see Figure 3.3) and hides the
internal representation of TabularData objects, it allows client programs to use relational and linear
algebra operations in a unified and seamless manner. Programmers are not even aware of where
the execution actually takes place.

3.2 The TabularData Abstraction

In this section, we will discuss in detail the TabularData abstraction and the co-existence of dif-
ferent internal representations, how and when exactly linear algebra and relational operations are
executed, how AIDA is able to combine several relational operators into a single execution, and
how and when it is able to avoid data copying between the execution environments.

All data sets in AIDA are represented as a TabularData abstraction, that is conceptually similar
to a relational table with columns, each having a column name, and rows. Thus, it is naturally
suited to represent database tables or query results. Also, two-dimensional data sets such as ma-
trices that are commonly used for analytics can be conceptually visualized as tables with rows and
columns where the column positions can serve as virtual column names.

TabularData objects are immutable and applying a linear algebra/relational operation on a Tab-
ularData object will create a new TabularData object. This is conceptually similar to Spark’s data
abstraction of RDDs [ZCD+12]. Immutable TabularData objects also facilitate optimizations such
as sharing internal data structures between similar TabularData objects as well as performing lazy
transformations. This is because in many cases we can simply keep track of a lineage of transfor-
mations along with their corresponding source TabularData objects and not actually execute any
transformation until its data is required.

A TabularData object can be used to represent a table in the database (that is possibly still on
disk), a result set from a query (that may not even be materialized yet), some data in a matrix
format, etc. In Section 4.1, we will also see how they can be used to encapsulate user written
extensions including data loaded from external systems. A TabularData object maintains informa-
tion such as the columns in it, data associated with each of the columns and optionally a “matrix”
representation of the entire data set. How the data and corresponding meta-information is actually
physically stored depends on how the TabularData object has been derived through transforma-
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tions. The users themselves are only exposed to the higher-level abstraction of the TabularData ob-
ject through its APIs and are not involved with the nuances of the data set’s internal representation.
We will discuss the various options with regard to the TabularData object’s internal representations
in Section 3.3. Therefore, one can see that TabularData objects function as high-level wrappers to
mask the diversity in data representations and transformation functions (relational, linear algebra,
etc.), managing them transparently, performing any bridging of the statistical package (NumPy)
and the RDBMS engine internally when needed, to provide a unified programming abstraction to
the user.

A TabularData object is conceptually similar to a DataFrame instance in pandas and Spark but
can be accessed by two execution environments: Python interpreter and SQL engine. Using a
new abstraction instead of extending one of these existing DataFrame abstractions, such as pandas,
avoids the overhead that these systems have in order to support relational operations on their own.
This overhead is mostly attributed to the computation and maintenance of extra metadata and
auxiliary data structures such as indices that the pandas DataFrames maintain to facilitate database-
like capabilities. As AIDA’s server relies completely on the back end RDBMS for performing
relational operations, this is not a design concern for AIDA and we prefer to avoid the duplication
of such metadata and auxiliary data structures which the RDBMS already maintains. Further, we
want to perform some computational optimizations on relational operations in the form of lazy

evaluations (discussed in Section 3.2.1) and the syntax of contemporary Python based DataFrame
APIs such as pandas turned out to be not convenient for this as they are not designed to provide
such capabilities.

3.2.1 Relational Operations on TabularData

As mentioned before, to support relational operations, AIDA borrows many API semantics from
contemporary ORM systems. AIDA’s TabularData abstraction supports SQL/relational operations
such as selection, projection, aggregation and join. The full syntax is listed in Appendix A. Here,
we provide some examples along which we explain the expressiveness of AIDA’s client API and
discuss how AIDA exactly performs the transformations.

Example 3.1. The code snippet in Listing 3.1 demonstrates how to use AIDA’s client API to
perform relational operations on TabularData objects. Here, we connect to a TPC-H database
that is running an AIDA server and performs a series of relational transformations on its data
sets that returns for each customer their name (c_name), account balance (c_acctbal), and
country (n_name).
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Listing 3.1: TabularData : Join and Projection
1 db = AIDA.connect(host='...', user='...', passwd='...', ...)
2 ct = db.customer
3 nt = db.nation
4 t1 = nt.join(ct,('n_nationkey'),('c_nationkey'))
5 t2 = t1.project(('n_name','c_name','c_acctbal'))

The program first establishes a connection to the AIDA server running inside the database
(line 1). On success, AIDA’s client API receives the reference to the database workspace object
(db) that represents the connection. We will discuss database workspace objects later in detail
in Section 3.4.5. Using the reference to the database workspace object, we then obtain the ref-
erences to TabularData objects that represent the CUSTOMER and NATION tables in the database,
and store these references in the variables ct and nt respectively. Line 4 joins these two Tab-
ularData objects, describing the columns on which the join is to be performed. The result is a
new TabularData object, whose reference is stored in t1. Further, a projection operation on t1

retrieves only the columns of interest, resulting in t2.

While the code in Listing 3.1 is using a variable for each intermediate TabularData object, users
can use method chaining [Fow10] to reduce the number of statements and variables by chaining
the calls to operators, as shown below.

t = tbl1.<op1>(...).<op2>(...).<op3>(...)

Though the original code listing is easier to read and debug, similar to conventional program-
ming language systems, intermediate variables keep intermediate objects alive longer than needed
and may hold resources such as memory. However, we will see later that in the case of relational
operators, AIDA automatically groups them using a lazy evaluation strategy to allow for better
query optimization and to avoid the materialization of intermediate results.

Example 3.2. The source code in Listing 3.2 demonstrates some additional relational operations
that are supported by AIDA’s client API. It builds upon the previous example to find countries
with more than one thousand customers and their total account balances. To compute this, it
performs further relational transformations on the TabularData object created in the previous
example, referenced by t2.

First, we create t3 by aggregating t2, grouping over n_name and computing the count ,
referencing this column as numcusts and the total account balance as totabal . Next, we
perform the selection operation, by applying the condition which limits the records of interest
to those with numcusts greater than 1000, storing the new TabularData object’s reference to
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t4. At this point we have the information that we have been trying to compute, so we display
it. As a result, AIDA will materialize the data represented by t4.

Listing 3.2: TabularData : Aggregation and Selection
1 t3 = t2.agg(('n_name'
2 ,{COUNT('∗'): 'numcusts'}
3 ,{SUM('c_acctbal'): 'totabal'})
4 ,('n_name'))
5 t4 = t3.filter(Q('numcusts', 1000, CMP.GT))
6 print(t4.cdata)

Data Transfers: In Listing 3.2, the last line displays the columns of the result set referenced
by t4. In TabularData, cdata is a special variable. This is the point when AIDA actually trans-
fers data to the client. Often, users are interested only in a small sample of data records or some
aggregated information on it, such as in the example we just presented. By not transferring the in-
termediate results, but only the results the user wants to actually visualize, we significantly reduce
the data transfer overhead.

Selection Conditions: Conditions in AIDA’s client API are expressed using Q objects, a syntax
choice borrowed from Django’s API. Q objects take the name of an attribute, a comparison operator,
and a constant literal or another attribute with which the first attribute needs to be compared with. Q
objects can be combined to denote complex logical conditions with conjunctions and disjunctions,
such as those required to express the AND and OR logic in SQL. For example, in the previous source
code listing, we could have additionally restricted ourselves to countries with a total balance above
zero by including one more selection condition as follows.

t4 = t3.filter(Q('numcusts', 1000, CMP.GT)
& Q('totabal', 0, CMP.GT))

Improvements over ORM Approaches: It is important to highlight that most conventional
ORM implementations require the user to specify a comprehensive data model that covers the data
types and relationships of the tables involved. AIDA does not impose such restrictions and works
with the metadata available in the database. Another important distinction is that relational opera-
tions on an ORM produce a result set, akin to processing results using JDBC/ODBC APIs. They
do not support any further relational transformations on these result sets. AIDA, on the other hand,
transforms a TabularData object into another TabularData object, providing endless opportunities

51



3.2 The TabularData Abstraction

to continue with transformations. Further, compared to contemporary statistical packages such as
pandas that provide a similar, sophisticated ORM-style API for relational operations, AIDA stands
to benefit in terms of performance optimizations due to its ability to perform lazy evaluations. This
is important for building complex code incrementally without completely sacrificing efficiency.
Users familiar with big data systems will also notice the similarity of the resulting programming
paradigm of AIDA’s client API to those such as Pig Latin [ORS+08], Spark [ZCF+10], etc.

3.2.2 Linear Algebra on TabularData

TabularData objects support the standard linear algebra operations that are required for vector/-
matrix manipulations. We do so using the overloading mechanism of Python. These overloaded
methods then ship the operation using RMI to the corresponding TabularData objects residing on
AIDA’s server inside the RDBMS. Similar approaches have been used by others [ZZY10]. For
those operators that are not natively supported in Python, we follow the NumPy API syntax. This is
the case, e.g., with the transpose operator for matrices. Therefore, users can apply the same oper-
ator on a TabularData object for a given linear algebra operation as they would in NumPy. AIDA’s
server will then invoke the corresponding operation on its underlying NumPy data structures.

Example 3.3. In Listing 3.3, we continue off from the previous example to compute the average
account balance per customer for each country in t4, using linear algebra.

Listing 3.3: TabularData : Linear Algebra
t5 = t4[['totabal']] / t4[['numcusts']]

Further, we can also generate the total account balance across all the countries contained in
t4, by performing a matrix multiplication operation as shown belowa.

t6 = t4[['totabal']] @ t4[['totabal']].T

Note that, @ is the Python operator for matrix multiplication that is overloaded by Tabular-
Data and T is the name of the method in TabularData used for generating a matrix’s transpose,
a nomenclature we adopt from NumPy for maintaining familiarity.

aIt is important to note that t4[['totabal ']] itself results in an intermediate TabularData object with
just one column, viz., totabal .

As we saw in the examples in Section 3.1.2, TabularData objects can also work with numeric
scalar data types and NumPy array data structures, which are both commonly used by data scien-
tists for statistical computations.
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3.3 TabularData Internal Representations

There are two different internal representations for a TabularData object, and it may have zero,
one, or both of these representations materialized at any time. One of the internal representations
is a matrix format, i.e., a two-dimensional array representation where the entire data set is located
in a single contiguous memory space (see Figure 3.3, left-top representation). AIDA’s server uses
NumPy to perform linear algebra, which requires this format for some operations such as matrix
multiplication and transpose.

The second representation is a dictionary-columnar format used to execute relational operators
(see Figure 3.3, right-top representation). This is essentially a Python dictionary with column
names as keys and the values being the column’s data in NumPy array format. While each array is
in contiguous space, in contrast to the matrix format, the different columns might (or might not) be
spread out in memory. The rationale behind this approach is that AIDA is optimized to work with
columnar RDBMS implementations such as MonetDB that offer zero-copy data transfer of query
results from the database memory space to the embedded language interpreter [LM14]. This means
that the RDBMS passes query results to an embedded host language program without having to
copy the data into application-specific buffers or perform data conversions. This is made possible
by having database storage structures that are fundamentally identical to the host language data
structures. Thus, the host language only needs to have the appropriate pointers to the query result
to be able to access and read it. In particular, MonetDB creates result sets where each result column
is stored in a C programming language array. NumPy uses the same format for arrays. MonetDB
thus returns a Python dictionary with column names as the keys and references to the underlying
data wrapped in NumPy objects. We leverage this optimization as it reduces the CPU/memory
overhead. Therefore, the result of a relational query has a dictionary-column format as default.

Although a TabularData object’s internal data representation can be in a matrix and/or a dictionary-
columnar format, the matrix format is given the preferential treatment by the data transformation
operators in AIDA. This is because, as we will discuss later, one can always create a “logical
view” where each column of a matrix is considered independently, to build a dictionary-columnar
representation from it without making a physical copy of the underlying data structures, whereas
the reverse is not possible. However, it is not always sensible to create a matrix data represen-
tation by default. This is because, (i) columnar databases such as MonetDB uses the dictionary-
columnar format to provide zero-copy data handover, requiring extra effort and cost to build a
matrix. (ii) Different columns in a data set typically belong to a variety of data types. Since all
elements in a matrix need to be of the same data type, this will require “upgrading” all columns
to a data type that can store all data elements, which could be an overkill as many transformations
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might not need this. Therefore, as we will see later, matrix representations are produced only in
specific scenarios, keeping into account the above concerns.

In short, we can see that the internal data structures used by TabularData objects are based on
conventional NumPy/Python structures. Users can access these internal representations if required.
For example, in Listing 3.2, we access the dictionary-columnar data representation of t4 through
the special variable cdata . Similarly, the matrix representation can be accessed by using the
special variable matrix . This allows data scientists to use AIDA in conjunction with other Python
libraries that work with NumPy data structures. A TabularData object will materialize a particular
internal data representation the first time that representation is requested. This happens when
the user accesses it through its special variable or from one of AIDA’s internal methods. Once
materialized, the internal representation will exist for the lifetime of that TabularData object, reused
for any further operations as required. AIDA’s data structures are essentially memory resident. In
the future, we plan to implement a memory manager that can move the internal representations
of least used TabularData objects into regular database tables to reduce memory contention. The
data in a database table itself is treated by AIDA as though they are materialized in a dictionary-
columnar format for all practical purposes. Therefore, in Listing 3.1, the variables ct and nt refer
to TabularData objects that represent customer and nation tables respectively.

3.3.1 Relational Operations & TabularData Materialization

Relational operations on a TabularData object are always performed lazily, i.e., the resulting Tab-
ularData object’s internal representation is not immediately materialized. They are materialized
only when the user explicitly requests one of the internal data representations through the spe-
cial variables we just discussed or when a linear algebra operation is invoked on it. This means
that by default and as shortly discussed through Algorithm 1, the new TabularData object contains
only the reference to its source – which can be a database table, one TabularData object, or two
TabularData objects in case of a join – and the information about the relational transformation it
needs to perform on the source. This approach is similar to the lineage concept that is followed by
Spark [ZCF+10] for their data sets and transforms. The source TabularData object itself may not
be materialized yet or can have materialized data in any of the two formats that we discussed.

Algorithm 1 shows the high-level approach used by AIDA to keep track of relational transfor-
mations in a lazy fashion. When a relational transform is requested, AIDA first performs any static
error checks on the source(s) (line 2). This is very crucial to provide immediate feedback to the
user in case of input errors, rather than at some other step further down where the actual execu-
tion happens, as that can be confusing. AIDA’s server can perform static checks quickly using the
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Algorithm 1: Relational Transforms on TabularData

1 : On TabularData::relationalTransform(sources, transform):
[ perform a static error checking ]

2 : errorObj = transform.check(sources)

3 : if errorObj then [ Abort if any static errors are detected ]

4 : throw errorObj

5 : end

[ create a new TabularData object (lazy materialization) ]

6 : return new TabularData(sources, transform)

actual database metadata or its own equivalent metadata (such as columns and data types) that it
keeps associated with every TabularData object. This helps it to weed out typical programming er-
rors immediately, like incorrect column names, semantically incorrect operations, etc. If the static
error checks are passed, AIDA’s server will create a new TabularData object that has references to
its sources (immediate ancestors) as well as the transformation. The materialization itself (i.e., the
execution of the transformation) does not happen at this point.

Referring back to our example in Listing 3.2, at line 1, t3 contains just the references to t2

and the aggregation transform that is described over it. Similarly, in line 5, t4 contains only the
references to t3 and the selection transform.

Algorithm 2 shows the process followed by such TabularData objects to materialize them-
selves. When such a TabularData object’s materialize method (line 1) is invoked, it will build
the SQL logic required to materialize itself (line 3). To accomplish this, it will first request its
immediate source(s) to provide their object’s SQL equivalent (line 14). Using the SQL returned
by its sources, it will apply its own relational transformation logic over them (line 15). We have
implemented this by using the concept of derived tables in SQL [MS02] which allows nesting of
SQL logic. The SQL thus generated is then executed using the RDBMS to fetch the data that the
TabularData object represents (line 4). Once a TabularData object is materialized, it will discard
the references to its source and transformation logic (line 5). As depicted in the genSQL method
(line 9) in Algorithm 2, we can distinguish three cases for the source.

Source is a Database Table

If the source represents an actual database table, this is as simple as returning a SQL that is essen-
tially a SELECT query on the table with all the columns and no filter conditions (line 11).
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Algorithm 2: TabularData Materialization (Relational Transforms)

1 : On TabularData::materialize():

2 : if not materialized then
3 : SQL ← genSQL() [ generate necessary SQL ]

[ SQL is executed by the RDBMS ]

[ data generated is in dictionary-columnar form ]

4 : cdata ← DB.execute(SQL)

5 : delete transform, sources [ sources are no longer required ]

6 : materialized ← True
7 : end
8 : return cdata

9 : On TabularData::genSQL():

10 : if databaseTable then [ data is stored in the database ]

11 : return ‘SELECT * FROM <tableName>’
12 : end

13 : if not materialized then
[ get the source SQL representations recursively ]

14 : sourceSQLs ← sources.genSQL()

[ build this object’s SQL transform over its sources ]

15 : return transform.buildSQL(sourceSQLs)

16 : end

[ materialized data is in Python, return a SQL over it’s UDF ]

17 : return ‘SELECT * FROM __tbl_UDF__<XXX>()’

Non-materialized Source

On the other hand, if the immediate source TabularData object itself is not materialized, then it
would recursively request its own source for the SQL equivalent, apply its transformation on top
of it (but will not use it to materialize itself) and return the combined SQL logic (encapsulated by
the if condition block at line 13). It is easy to envision this approach going down recursively to
arbitrary depths to build a complex SQL query.

56



3.3 TabularData Internal Representations

Example 3.4. Consider the following code snippet that uses AIDA’s client API, where we per-
form a sequence of relational transformations, building one on top of another.

supAgg = supplier.agg(('s_nationkey', {SUM('s_acctbal'):'totbal'})
,('s_nationkey',))

supAggTop = supAgg.filter((Q('totbal', 2000000, CMP.GT),))

Here, we first perform an aggregation on the SUPPLIER table in the TPC-H database in order
to compute the total account balance across all suppliers at the country level. Next, we restrict
ourselves to only those countries with more than 2 million as the total balance by applying the
necessary filter.

If we chose to materialize the result supAggTop at this point, it will request supAgg for
its equivalent SQL. supAggTop then applies its filter operation over this SQL and ends up
generating a SQL that is syntactically similar to the one given in Listing 3.4. This SQL is then
executed by the RDBMS SQL engine, materializing itself using the result set in a dictionary-
columnar format.

Listing 3.4: Combining Multiple Relational Transformations
SELECT s_nationkey, totbal FROM
(

SELECT s_nationkey, SUM(s_acctbal) AS totbal FROM
(SELECT s_suppkey, s_nationkey, s_acctbal, ... FROM supplier)t

GROUP BY s_nationkey
)supAgg
WHERE totbal > 2000000

At first glance, the SQL in Listing 3.4 that is automatically generated by our materialization
procedure, may look very verbose. An experienced programmer can instead express the same
objective in a much succinct manner, such as for example like the SQL given below.

SELECT s_nationkey, SUM(s_acctbal) AS totbal
FROM supplier
GROUP BY s_nationkey
HAVING totbal > 2000000

However, although these two SQLs look different prima facie, their semantic meaning is the
same. And as we discussed in Section 2.1.3, modern RDBMS implementations are equipped
with a query rewrite component that internally translates user queries into an equivalent form that
is computationally efficient. Therefore, we do not need to be concerned that our automatically
generated verbose queries would lead to performance problems.
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Most importantly, lazy evaluation techniques, while allowing users to build complex logic
incrementally, ensure that optimization is not sacrificed. By nesting multiple relational transforms
together, we can skip the need to materialize the intermediate TabularData objects, such as supAgg

in the above example.

Materialized Source

Finally, the source might already be materialized in one or both of the internal representations. This
data now needs to be provided to the RDBMS SQL engine for it to perform the relational operation.
As mentioned in Section 3.1.3, AIDA’s server exposes this data by means of a table UDF to the
database (see the bottom of Figure 3.3). Table UDFs need to expose the dictionary-columnar
representation for the SQL engine to execute queries. This is again because columnar-RDBMS
like MonetDB share identical data structures, making data conversions and copies unnecessary. In
case the source TabularData object has only a matrix representation so far, it can still provide the
dictionary-columnar representation by an abstraction that represents a particular column’s data as a
column-wise slice of the matrix relevant to that column without making an actual copy of the data.
The SQL equivalent of the source is again a simple SELECT query on this table UDF (line 17) that
represents all the data in the source TabularData object. Such system generated table UDFs are
automatically removed when the corresponding TabularData objects are removed from the system.

Example 3.5. Assuming supAggTop is now materialized, any future relational transformations
over it will be performed over its table-UDF representation, which will have the structure in
Listing 3.5.

Here __tbl_UDF__743 is an AIDA generated table UDF for supAggTop that simply re-
turns the internal data representation of supAggTop in dictionary-columnar format that be-
comes now the input to the RDBMS query engine. 743 is a unique id that AIDA’s server
internally generates for each TabularData object, ensuring that the names of table UDFs thus
created by AIDA for the TabularData objects are unique in the database.

Listing 3.5: Internal Table UDF Representing a Materialized TabularData Object
CREATE FUNCTION __tbl_UDF__743()
RETURNS TABLE(s_nationkey INTEGER, totbal FLOAT)
LANGUAGE PYTHON
{

return _getTabularDataObject('743').cdata
}
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3.3.2 Linear Algebra & TabularData Materialization

Unlike relational operations, linear algebra operations are computed and materialized immediately
when the corresponding TabularData object is created. This is primarily because NumPy does not
perform any significant optimizations when multiple computational operations are combined.

Scalar Operations

Algorithm 3 outlines the strategy employed by AIDA to perform scalar operations over Tabu-
larData objects. Linear algebra transformations involving scalar operations (e.g., dividing all the
elements in the data set by 1000) can be performed on either data representation because per-
forming a scalar operation (e.g., division by 1000) on each column’s data in dictionary-columnar
representation is the same as performing it on the entire matrix. Scalar transformations will first
check if the data is available in the matrix form and use it to perform the transformation (line 2).
The resulting TabularData object will have its internal data in matrix representation. Matrices are
given preference because, as we discussed in Section 3.3.1, a dictionary-columnar representation
can be built from it without making another copy, whereas the reverse is not possible.

Alternatively, if an object has only the dictionary-columnar representation, it will apply the
transform on each of the columns (line 7) to build the new TabularData object, whose internal
representation will also be dictionary-columnar representation.

Additionally, if the source does not yet have an internal representation due to the lazy evalu-
ation of relational operations as discussed in the previous section, it will at this point materialize
itself when its data is requested. As the data thus returned will be naturally a dictionary-columnar
representation (as the relational operations are executed by the SQL engine), the scalar transfor-
mation will work with this representation.

In summary, if there is no matrix representation available, we do not build a matrix just because
of a scalar operation. This is because, as we mentioned at the beginning of this section, matrix con-
struction takes time and is less versatile when it comes to supporting different data types. Besides,
having an additional matrix representation takes up memory.

Vector Operations

Algorithm 4 shows the process employed to execute a linear algebra transformation involving
vector operations, such as matrix-matrix multiplication and matrix transpose. To perform such a
transformation, the TabularData object will need the matrix format representation of the source(s)
involved (line 8). If any of the source(s) currently has no internal data representation due to the lazy
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Algorithm 3: Linear Algebra Transforms on TabularData (Scalar)

1 : On TabularData::scalarTransform(source, scalar, operation):
[ source data is available as a matrix ]

2 : if hasmatrix(source) then
[ use source matrix for operation. result is a matrix ]

3 : matrix ← numpy.operation(source.matrixdata, scalar )

[ materialize a new TabularData Object as the result ]

[ with a matrix internal representation ]

4 : return new TabularData(matrix)

5 : else [ source data is in dictionary-columnar form ]

6 : cdata ← {} [ build a dictionary-columnar representation ]

[ the source will materialize itself if it has to ]

7 : foreach col in source.data do
[ perform the operation on each column individually ]

8 : cdata[col] ← numpy.operation(source.cdata, scalar )

9 : end
[ materialize a new TabularData Object as the result ]

[ with a dictionary-columnar internal representation ]

10 : return new TabularData(cdata)

11 : end

evaluation of relational operators, it will first materialize it, which will have a dictionary-columnar
representation (line 3). Alternately, a source may already have a materialized dictionary-columnar
representation (such as, for example, if cdata was already called on the object) but not the matrix
representation. In either case, it will then proceed to build the matrix representation from the
dictionary-columnar representation (line 4). The transformation is then applied to this matrix and
the resulting new TabularData object will have a matrix internal representation.

Optimizations

Internally, AIDA employs some clever optimizations to share data between multiple TabularData
objects, attributed to their immutable nature. This is possible when a transformation is requesting a
subset of columns from a TabularData object’s data set. If the TabularData object has a dictionary-
columnar representation, then it will generate the new TabularData object in the same format, but
with only the requested subset of columns in its dictionary. The data arrays for these columns will
be just references to the original data set. For example, remembering that t4 is materialized when

60



3.3 TabularData Internal Representations

Algorithm 4: Linear Algebra Transforms on TabularData (Vector)

1 : On TabularData::matrixdata:

2 : if not exists(matrix) then
[ materialize dictionary-columnar data if required ]

3 : materialize()

4 : matrix ← toMatrix(cdata) [ convert columnar data to matrix ]

5 : end

6 : return matrix

7 : On TabularData::vectorTransform(sources, operation):

8 : matrix ← numpy.operation(sources.matrixdata)

[ materialize a new TabularData Object as the result ]

[ with a matrix internal representation ]

9 : return new TabularData(matrix)

we printed its dictionary-columnar data representation, next, the expression t4[['totabal ']]

results in a temporary tabular data object that has only the totabal column of t4 and hence can
be shared with t4.

3.3.3 Practicality of Dual Representations

Although the need for dual representation of data sets is primarily attributed to the fact that the
RDBMS and statistical packages often have different internal representations, an often overlooked
reality is that each of these systems is optimized for their own functional domain. Therefore, any
compromise will come at a cost to one or both of the systems. For example, as we saw with the
case of NumPy, a statistical package would often need compact two-dimensional data structures
such as matrices for computational efficiency that exploits CPU cache, code locality, etc. On the
other hand, such a data structure would make data growth and updates (especially the nuances
required to deal with variable data types and such) extremely inefficient and impractical for an
RDBMS implementation.

The scientific database SciDB, that also implements the dual system strategy of database
and statistical package integration, follows the same approach of reformatting the data from the
database to conform to the needs of the statistical package that it uses (ScaLAPACK [CDPW92]),
when performing linear algebra operations [SBZB13, Aur15]. The authors reason that reformat-
ting costs are negligible enough for larger data sets compared to the amount of time spent in actual
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numeric computations for linear algebra and that the years of optimizations put into these statisti-
cal packages make it worthwhile to just leverage them over rewriting these operations from scratch
into a database. However, we believe that optimizations in integrating these systems, such as the
ones presented in this section, and the use of zero-copy whenever possible are of significance in
bridging these two worlds.

3.4 Leave Data Behind

A key design philosophy of AIDA is to push computation to the RDBMS, near the data. Data
transfer to the client is only needed when explicitly requested. The usual examples of such a
scenario would be when the users want to take a look at a sample of records from the detailed
data, when aggregated information or final results need to be viewed and analyzed, etc. Thus, the
expectation is that this is only a small fraction of the overall data accesses needed for computations.

This execution model necessitates retaining any computational objects in the RDBMS memory,
ship the computation primitives to these objects from the client, and transfer data from the server
to the client side when required.

The high-level architecture of AIDA that supports this model is depicted in Figure 3.4 and
discussed in this section. A bootstrap stored procedure loads AIDA’s server-side processes when
the database starts up.

3.4.1 Database Memory Resident Objects

As discussed in Section 2.4.4, even though modern RDBMS implementations support embed-
ded programming language interpreters to execute UDFs and stored procedures, they only ex-
pose limited capabilities. Specifically, host language objects only live within the scope of the
UDF/stored procedure source code. In order to work around this problem, we introduce the con-
cept of a Database Memory Resident Object (DMRO). DMROs are maintained by AIDA’s server,
and therefore stay in the RDBMS memory (the embedded Python interpreter memory to be pre-
cise), outside of the scope of any UDF or stored procedure. Users can perform operations on these
objects using AIDA’s client APIs. The most common DMROs are TabularData objects, the com-
putational component discussed in the previous sections. We will encounter a few other types of
DMROs as well as discuss their scope and lifespan in this section.

62



3.4 Leave Data Behind

Embedded Python Interpreter NumPy

SQL
Engine

Database 
Tables

Database
Adapter

Database
Workspace

TabularDataTabularData

TabularData

TabularData

Connection 
Manager

Remote Object 
Manager

Marshaling 
Module

AIDA

U
se

r C
od

e 
Sp

ac
e

AIDA 
Client API

Database 
Workspace Stub

TabularData
Stub

TabularData
Stub

Marshaling 
Module

RDBMSClient System

plotly

matplotlib

Visualization

RM
I

RM
I

Jupyter Notebook
Python Interpreter

Figure 3.4: Detailed Architecture of AIDA

3.4.2 Distributed Object Communication

The DOC layer allows AIDA’s client API to interact with DMROs such as TabularData objects that
reside on the server side. AIDA’s DOC layer follows the conventional architecture popularized by
implementations such as Java RMI [PS98] with minor adaptations to suit AIDA’s needs. On the
server side, we have an instance of a remote object manager server, which is a DMRO created
by the bootstrap stored procedure. The manager acts as a repository to which AIDA’s server-side
modules can register objects that are to be made available for remote access.

Similar to standard RMI implementations, AIDA’s client API uses a stub object to interact
with these remote objects residing at the server. When a stub object is instantiated at the client
side, it connects to the remote object manager and passes on the id of the object it is interested in.
The manager will create a skeleton object for the actual object and send the client the information
required to interact with that skeleton object. For the sake of simplicity, we have omitted skeleton
objects from Figure 3.4. The references to TabularData objects that we encountered so far in
the source code listings (eg. t1 and t2 in Listing 3.1) are essentially such stubs. When the
client API invokes methods on a stub object, it will marshal the input parameters and send them
to the corresponding skeleton object on the server side. The skeleton object will unmarshal this
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information, execute the intended method on the actual object, and marshal and return the results
back to the client side stub.

Where AIDA’s RMI implementation differs from the standard approach is in how the transfer
of objects between the client and server modules are handled. Specifically, the marshaling module

at the server-side (see Figure 3.4) has some intelligence built into it regarding the nature of AIDA’s
DMROs. As such, when it is asked to marshal an object, it first checks if there is a stub data type
associated with that object’s base type. If it finds a stub data type, it registers this object with the
remote object manager and passes on the information regarding the stub data type and the object
id provided by the remote object manager to the client. The marshaling module at the client side
automatically looks for this information in the data that it unmarshals and uses it to construct the
corresponding stub object which is then passed on to the user code. AIDA’s marshaling module is
built by extending dill [MSS+11], a popular module for marshaling objects in Python.

Often, a method invocation on a stub may contain another object’s stub as an argument (for
example, in Listing 3.1, ct is passed as an argument to the join method call on nt). Under
such circumstances, the marshaling module at the client side will simply pass the stub information
(of ct) as-is to the server. At the server side, when the arguments are being unmarshalled, the
marshaling module will detect the stub information. It will then check with the remote object
manager to see if the stub represents an object hosted by the manager. If the remote object manager
finds the object in its repository, it will return it to the marshaling module, which then replaces the
stub information with the actual object before it is passed on to the skeleton object.

As we will see in Chapter 4, using a tiered software engineering approach to implementing
DOC, keeping it separate from AIDA’s high-level data abstractions such as TabularData and its
transformation modules has its benefits. As these high-level modules are agnostic to the existence
of the DOC layer, it makes it easy to shift parts of the client code to the server side in order to
implement custom functionality or to improve execution performance by reducing the network
communication overhead. Further, this architecture also makes it possible to write applications
that span multiple (possibly federated [SL90]) databases in an elegant manner, as we will also see
in Chapter 4.

3.4.3 The Database Adapter Interface

Modern RDBMS implementations with embedded HLL interpreters allow UDFs written in a
host language to query the database directly without an explicit database connection. However,
each vendor implements their own API to facilitate this interaction between an embedded HLL
code and the RDBMS engine. As AIDA’s server relies on these internal APIs to interact with
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the RDBMS it is embedded in, we define a database adapter interface to standardize this inter-
action, and to keep remaining AIDA packages independent of the RDBMS. Therefore, akin to
applications that utilize ODBC/JDBC style standardized database connectivity, by implementing
a database adapter package conforming to this interface, one can easily port AIDA’s server to
that specific RDBMS. A database adapter interface implementation must be able to authenticate
a user’s credentials with the RDBMS, read database metadata, execute a SQL query and return
results in dictionary-columnar format, and facilitate the creation of table UDFs.

As part of the current implementation of AIDA, we have developed a database adapter for the
MonetDB columnar database. In this implementation, as pointed out in Section 3.3, our adapter
exploits the zero-copy optimization provided by MonetDB to retrieve the result sets produced
by relational query execution, which are then stored in the dictionary-columnar form in Tabular-
Data objects. Many RDBMS, especially row-based RDBMSes, do not offer such optimized data
transfers as their physical storage model has no resemblance to the data structures of the embed-
ded language. Therefore, in order to work with such systems, the database adapter interface will
have to convert the result set returned by the RDBMS into one of the internal representations of
the TabularData object. Even accounting for any such conversion overhead, we believe that such
implementations should still benefit from AIDA’s approach. This is because even with contem-
porary client-based statistical systems, they are forced to retrieve row-formatted data from these
databases and convert them into the vector formats used by statistical packages. However, un-
like these client-based systems, AIDA’s implementation should still incur less network transfer
overhead as it resides in the database, pushing computations toward data.

3.4.4 The Connection Manager

The connection manager is a DMRO created by AIDA’s bootstrap procedure that is responsible for
managing client sessions. When a client makes a connection request, the connection manager uses
the database adapter to authenticate with the database. On success, it creates a database workspace
object (discussed in the next section) and sends its stub information back to the client. Referring
back to the first line of code Listing 3.1, db is such a stub.

3.4.5 Database Workspace

The database workspace is another kind of DMRO, created for each authenticated client connec-
tion in AIDA. Primarily, it provides access to database tables via the TabularData abstraction. For
example, db.nation provides a reference to a TabularData object that encapsulates the nation
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table in the database. Such TabularData objects and any new TabularData objects created from
them by applying relational or linear algebra operations have a reference to the database workspace
object that created the first source TabularData object. A TabularData object utilizes its database
workspace (which in turn uses the database adapter) when it needs to execute any relational oper-
ations in the RDBMS.

As we will see in Chapter 4, the database workspace also provides a number of sophisticated
features such as the ability to load external data, remote execution of client code at the server,
access to data visualization functionalities, etc. It also acts as a context environment for these
components to easily share and access the same objects and variables from across both the client
side and server side as we will see in the examples that we will discuss in Chapter 4.

3.4.6 Life Span of a DMRO

As many DMROs can have remote references at the client side, keeping track of their references
and ensuring proper garbage collection is a non-trivial process. AIDA’s garbage collection infras-
tructure for DMROs is built on top of Python’s garbage collection process.

Since languages such as Python will garbage collect any objects that do not have a valid ref-
erence (reachable from the program), we need a mechanism at the server side to ensure that any
DMROs that have remote references from a client are not removed by the Python’s garbage col-
lector. The challenge here is to make a remote reference from the client “count” towards the active
references of the DMRO at the server side. Further, a DMRO that has no direct reference from
client stubs, but itself is referenced by another DMRO that has a remote reference from the client,
should also be not garbage collected. An example of this scenario is a source TabularData object
that is referenced by an un-materialized TabularData object in a relational transform due to lazy
evaluation.

Algorithm 5 provides a high-level outline of the garbage collection process employed for
DMROs. As discussed in Section 3.4.2, the client-side process interacts with a DMRO by us-
ing a stub, which in turn interacts with a skeleton object at the server side that is responsible for
performing appropriate operations on the DMRO object. As such, the reference held by the skele-
ton object on the DMRO is sufficient to prevent the DMRO from being garbage collected. The
skeleton objects themselves are kept track of by the remote object manager, preventing them from
being garbage collected (line 2). When a skeleton object learns that its corresponding client-side
stub is no longer active, it will automatically remove itself from the remote object manager, as well
as its own reference to the DMRO. If there are no more active references to the DMRO object
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Algorithm 5: Garbage Collection of DMROs

1 : On garbageCollectDMRO(dmro):

2 : if not exists skeletonObjectsFor(dmro) then
3 : foreach obj in DMROrepository do
4 : if not exists obj.referencesFor(dmro) then
5 : return True
6 : end
7 : end
8 : end
9 : return False

at the server side, the Python garbage collector will now recycle it. On the other hand, a DMRO
whose reference is held by another DMRO that has an active remote reference from a client will
not be garbage collected, as they are still indirectly reachable from the client space (line 3).

Although this garbage collection process may look straightforward to implement, it is compli-
cated by the fact that the remote object manager itself also has to keep track of any active DMROs.
This is necessary because a new client stub requiring access to a DMRO initiates the process by
sending the object id it is interested in, to the remote object manager. The remote object manager
uses the object id to lookup the corresponding DMRO and instantiates a skeleton object for it to
serve the stub. Therefore, the remote object manager needs to maintain a repository of the active
DMROs to facilitate such requests. This repository is also important for aiding the reverse map-
ping of stub information to actual DMRO references, such as when the stubs are sent back to the
server by AIDA’s client API as arguments to any remote method invocations made on the DMROs
(as discussed in Section 3.4.2).

However, maintaining such a repository will mean that the references held by it to the DMROs
will prevent them from being automatically garbage collected by Python even if there are no active
client references to it. In order to avoid this interference with Python’s recycling mechanism, we
make use of the WeakValueDictionary facility provided by Python. This repository holds only
weak references [BA19] to the objects in it. A weak reference is a programming language feature
that allows access to an object similar to a regular programming language reference, but does not
“count” towards its garbage collection status. An object that has only weak references associated
with it is automatically garbage collected and the weak references themselves are removed from
the repository, making them inaccessible from the program.

67



3.4 Leave Data Behind

client

AIDA - server

stub1

stub2

remote object manager

dmro1skel.1

skel. obj.
repo.

DMRO
repo.

dmro2skel.2

remote ref.

regular ref.

weak ref.

(a)

client

AIDA - server

stub2

remote object manager

dmro1

skel. obj.
repo.

DMRO
repo.

dmro2skel.2

(b)

client

AIDA - server

stub2

remote object manager

skel. obj.
repo.

DMRO
repo.

dmro2skel.2

(c)

Figure 3.5: Life span of DMRO objects

Example 3.6. Figure 3.5 portrays some of the common scenarios with regards to the lifespan
of DMROs based on our discussion so far. In Figure 3.5a, two DMROs, dmro1 and dmro2 have
remote references from the client stubs through the skeleton objects. As such, they will not
be removed by the garbage collection process. Further, dmro1 is also referenced by dmro2. In
Figure 3.5b, the client removes stub1 that is remotely referencing dmro1 (possibly because stub1
itself is garbage collected at the client-side). While this results in the corresponding skeleton
object (skel.1) being removed, dmro1 itself is not garbage collected as it is still referenced by
dmro2. In Figure 3.5c, dmro2 no longer references dmro1 (as would be the case of a TabularData
object that materializes and discards its references to the source TabularData objects). Since,
now the only reference to dmro1 is the weak reference from the remote object manager’s DMRO
repository, dmro1 is recycled by the Python garbage collection process, and its weak reference
is removed from the DMRO repository.

Remote object manager and connection manager objects are the only DMROs that exist through-
out AIDA’s uptime and are therefore not garbage collected. As database workspace objects func-
tion similar to the concept of connection objects in traditional ODBC/JDBC based database appli-
cations [FR03], facilitating the client’s interaction with the database, they are discarded only when
the corresponding client disconnects.

Although TabularData objects themselves are transient due to the fact that they are only memory-
resident, users can at any point persist the contents of a TabularData object into a physical database
table by using the _saveTblrData API method provided by the database workspace object as
shown in Listing 3.6.

Listing 3.6: Persisting a TabularData Object into a Database Table
db._saveTblrData(t4, 'CustAcctSummary')
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The persisted TabularData object can be retrieved later by the same or different client connec-
tion as shown below.

casmry = db.CustAcctSummary

3.4.7 Optimizing Client Data Transfers

Although the fundamental philosophy of AIDA is not to take the data outside of the database, this
cannot be avoided under all circumstances. For example, the user may want to take a look at some
sample records, an intermediate result, the final outcome, etc. Even though these are usually much
smaller data transfers, they could still incur an observable network overhead in real-time. Further,
as we will see in Section 4.1.2, sometimes certain data sets required for a workflow might reside
in another database of the organization and will have to be accessed and transferred locally – a
concept that AIDA does support. Therefore, there is an incentive to look into the optimization
opportunities for data transfers involving statistical systems.

Contemporary client-based statistical systems have to rely on standard database-client proto-
cols such as ODBC/JDBC for data transfer. These row-based standards were developed in a time
when client workstations had extremely small resources, such as main memory. As most of these
early database applications were meant to produce “records” in its output (such as a printer), the
data transfer protocols were designed and implemented in such a way that the database server held
the bulk of the data and the client APIs of these standard protocols fetched few rows at a time, “con-
sumed them”, and then requested the sever to send some more rows. However, such approaches
are not optimal when it comes to statistical systems that internally use vector-based data structures
and often require the entire data set to be acquired to proceed to the next step in processing.

[RM17] has done some in-depth research into the inefficiency of traditional database-client
protocols, especially in the context of data science applications. In their work, the authors re-
viewed the data serialization approaches used by various implementations of these protocols to
transmit data across the network and their impact on network transfer delays. They concluded that
lightweight data compression techniques can have a salubrious effect on the network data transfer
speeds of such implementations. Their implementation slices the rows from the query result set
into multiple chunks, following which each chunk is compressed column-wise (vectorized) prior
to network transmission, in order to reduce the size of the data in the network. This is then un-
compressed and reconstructed at the client side into a row-format to comply with the row-based
standards of ODBC/JDBC type protocols. Therefore, although their results are promising, by con-
tinuing to rely on the row-based database-client protocols, they incur an unnecessary overhead of

69



3.4 Leave Data Behind

serialization into row-format at the client-side, which has to be reformatted into column (vector)
format by the statistical package to build its own computational data structures.

In this aspect, AIDA’s implementation is built upon the success of certain proven concepts in
columnar-RDBMS implementations, notably on the efficient compressibility of array-like colum-
nar data structures [ABH09, Raa08, AMF06]. As a TabularData object’s internal data represen-
tations are already in vector format, it is in an optimal form for compression and transmission.
Based on the performance analysis of various popular light-weight compression libraries such as
LZ4 [Col11], snappy [Goo19], base64 [IS03], and Zlib [DG96] in our network environment, we
chose to implement a compressed data transfer channel using LZ4 compression as it gave us an
optimal performance across a variety of scenarios. Work done by [RM17] had also concluded that
LZ4 is one of the best performing lightweight compression libraries for network data transfer pro-
tocols. However, unlike the implementation in [RM17], we do not have the overhead of creating
chunks out of result sets at the server side or reformat data into row-based format at the client
side. In essence, we compress vectorized data at the server side, which is then reconstructed back
directly to vectors at the client side. Therefore, using AIDA’s client API, a TabularData object’s
internal representation can be retrieved much more efficiently than using the traditional database
client transfer protocols.
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An Extensible Framework

Contemporary statistical systems used by data scientists owe a significant amount of their popular-
ity to their extensible nature. This serves various purposes such as implementing custom transfor-
mations that are not inherently supported by the framework, often by leveraging external libraries.
Many of these systems also facilitate the integration of data sets that are not native to the system
into the workflow. AIDA provides capabilities on par with such approaches, allowing users to
express them using regular Python code snippets. By means of some practical examples, in this
chapter, we will discuss and explore the many extensible features that AIDA supports. We will
also see how AIDA can support complex data visualizations even though it performs server side
processing.

4.1 Extending the Functionality

4.1.1 Custom Transformations

As we saw in the previous chapter, AIDA’s client API supports the fundamental relational opera-
tions such as join, selection (filtering), projection, aggregation, etc., and linear algebra operations
of addition, subtraction, multiplication, division, exponentiation, etc. However, users might need
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to perform operations that do not fit into the realm of relational or linear transformations that are
included in the repertoire of the framework. The facility to perform custom transformations im-
plementable by the users is an integral functional requirement expected of any advanced analytical
system. As we recapped previously in Section 2.4.4, RDBMSes’ attempts to support this via UDFs
lack usability. In contrast, AIDA’s TabularData objects support this feature through the _U operator
that is very easy to use.

Custom transformations in AIDA are expressed using regular Python functions and are invoked
on the TablularData object. A custom transformation function must accept a TabularData object
as its first argument. They can also accept any additional user provided arguments, but must
return a data set in one of the formats that TabularData supports internally, which we discussed in
Section 3.3. AIDA’s client API ships the transformation function transparently to the server side
using RMI to be executed at the server. Custom transformations are materialized immediately, and
AIDA instantiates a new TabularData object using the data provided by the transformation function.
We can perform additional relational or linear algebra operations on this new TabularData object,
as is the case with any other TabularData objects.

Example 4.1. In Listing 4.1, we employ a custom transform to create a TabularData object
derived from the CUSTOMER table of the TPC-H database, that contains only the first name of the
customers.

Listing 4.1: Custom transformation example
1 def cFname(td):
2 cn = td.cdata['c_name']
3 fn = numpy.asarray([n.split()[0] for n in cn])
4 return {'c_fname':fn};

Our transformation function, cFname , first accesses the internal data structure of the source
TabularData object (CUSTOMER table) and retrieves the C_NAME column that contains the cus-
tomer’s full name (line 2). Next, it uses Python’s string manipulation function to parse each
of the names and create an array of strings that contains only the first names of the customer
(line 3). The transformation function then returns this newly created “column”, giving it a name
c_fname . Thus, in this example, the return data set of the transformation function is in the
dictionary-columnar format.

Now that we have defined the custom transformation function, it can be executed as follows.

cfn = customer._U(cFname);

At this point, AIDA’s client API will ship the transformation function, cFname , to the server

72



4.1 Extending the Functionality

using RMI, where AIDA’s server component will execute it by passing the CUSTOMER table’s data
into it. The remote reference to the newly created TabularData object is returned to the client
API which is then stored in cfn.

As can be seen, using AIDA’s user defined transform feature is straightforward. Users who are
familiar with systems like pandas and Spark will also notice the similarity of constructs with the
paradigms employed by those systems for custom transformations. Further, unlike the database
UDF construct which imposes a host language - SQL interface that restricts programmability,
AIDA exposes a pure Python interface, allowing the users to employ the full programming power
of Python. This also allows users to employ other Python-based packages to perform computations
inside their user defined transformations.

Example 4.2. In the previous example, if we want to additionally “guess” the gender of the
person based on the first name, and include that as a second column in the output, we could do
so using a third-party Python library, gender-guessera as shown in Listing 4.2.

Listing 4.2: Custom transformation returning multiple columns
1 def cFnameGender(td):
2 import gender_guesser.detector as gender
3 d = gender.Detector()
4 cn = td.cdata['c_name']
5 fn = numpy.asarray([n.split()[0] for n in cn])
6 g = numpy.asarray([d.get_gender(n) for n in fn])
7 return {'c_fname':fn, 'c_gender':g};
8

9 cinfo = customer._U(cFnameGender);

In this example, we pass the first names of the customers to the gender detection library that
returns a value male/female indicating its best guess (line 6). When we execute this modified
version of the custom transformation function, the resulting TabularData object will now con-
tain two columns – the first name (c_fname) of the customer as well as their guessed gender
(c_gender).

ahttps://pypi.org/project/gender-guesser

AIDA’s pure Python based implementation of custom transformations also allows users to em-
ploy more modular programming approaches and write separate program snippets for different
functionality, a key aspect to incrementally building solutions. Since the result of a custom trans-
formation is a TabularData object, which can be transformed further, this allows users to aestheti-
cally “chain” multiple custom transformations.
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Example 4.3. For the sake of modularity, we could write a totally separate custom transforma-
tion for detecting gender and incrementally build up on our previous transform in Example 4.1,
that only extracted the first name of the customers. In the code shown in Listing 4.3, Gender
accepts two additional arguments incol which indicates the name of the TabularData object’s
column from which it should read its input and outcol which indicates the name of the column
that it should assign to the output column that it produces.

Listing 4.3: Chaining multiple custom transformations
1 def Gender(td, incol, outcol):
2 import gender_guesser.detector as gender
3 d = gender.Detector()
4 tdata = copy(td.cdata)
5 name = tdata[incol]
6 g = numpy.asarray([d.get_gender(n) for n in name])
7 tdata[outcol] = g;
8 return tdata;
9

10 cinfo = customer._U(cFname)
11 ._U(Gender, 'c_fname', 'c_gender');

This transformation essentially produces in its output all the columns that are in the input
(via the copy functiona in line 4), and an additional gender column that it computes (line 6).
Thus cinfo is built by first applying cFname on customer followed by applying Gender on
the intermediate TabaularData object that cFname returns. Therefore, the TabularData object
that is referenced by cinfo will have the columns c_fname and c_gender .

acopy function only copies the column metadata from the source. Underlying data representations are shared
with the source.

As indicated before, we can perform additional transformations over a TabularData object that
is produced by a custom transformation. In case we perform a relational transformation over such
a TabularData object, the resulting TabularData object itself will not be immediately materialized,
and instead will follow the lazy evaluation process that was described in Section 3.3.1. If such a
TabularData object (or any another TabularData object that is derived from it through a relational
transformation) needs to materialize, AIDA will expose the data sets of the TabularData object
produced by the original custom transformation to the RDBMS SQL engine through a table UDF.
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Example 4.4. Here, we perform a relational aggregation operation over the TabularData object
referenced by cinfo from Example 4.3, to compute the number of customers in each gender
category.

cgendrdist = cinfo.agg(('gender', {COUNT('∗'):numcusts}), ('gender',))

Unlike cinfo , which is materialized immediately, cgendrdist is not immediately mate-
rialized, as it is derived using a relational transformation. In the event that cgendrdist or any
another TabularData object that is derived from cinfo using a relational transformation need to
materialize, the Python data structures of cinfo will be exposed to the RDBMS engine using a
table UDF and the transformation logic will be executed as a SQL statement over it.

4.1.2 Loading External Data

Many real-world data analysis workflows involve integrating data sets from a variety of sources.
For example, it is common for data scientists across different groups in an organization to share
data sets of interest between themselves (often exported from traditional analytics tools) in the
form of spreadsheets [BLSG17, Par19]. Other, more formal sources of external data sets include
the multitude of data processing systems that are spread throughout the organization.

As such, facilitating access to external data sets, and to be able to integrate them seamlessly into
an analytical workflow is an important functionality expected of modern data science frameworks.
AIDA provides this capability through external data transforms. Using this feature, users can load
data that are external to the database (and therefore, external to AIDA), such as spreadsheets stored
in their own client systems, data files stored on server filesystems, or even provided by an external
data management system into AIDA.

In order to accomplish this, users write Python functions to perform the data load operation.
These functions may accept any user provided arguments, but must return a data set that conforms
to TabularData’s internal data representation format. These transforms are then executed using the
_L load operator. AIDA’s client API ships the transform function transparently to the server, to
be executed there. As such, the data movement happens directly between the system hosting the
source data set and AIDA’s server. Unlike the custom transforms that we discussed in Section 4.1.1,
that were applied over a TabularData object, the load operator itself is executed by the database
workspace object. Similar to the TabularData objects created by custom transforms, these Tabu-
larData objects are also materialized immediately and we can perform additional transformations
such as relational operations or linear algebra over the resulting TabularData object.
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Example 4.5. Consider a scenario in which we are given a list of customer keys in a comma-
separated values (CSV) file that we have stored inside our client workstation, which we want to
use to retrieve relevant customer information from the database for further analysis. Listing 4.4
shows how we can do this in AIDA using the external data load transform.

Listing 4.4: Loading external data into TabularData objects
1 import pandas as pd
2 ckeysdf = pd.read_csv("custkeys.csv")
3

4 def loadPandasDataFrame(df):
5 return df
6

7 custkeys = db._L(loadPandasDataFrame, ckeysdf)

First, we read the contents of the CSV file into a pandas DataFrame (ckeysdf) at the client-
side, as shown in line 2. Next, we define a transformation function loadPandasDataFrame

that accepts a pandas DataFrame as an argument and returns it (line 4). We can now invoke the
_L operator to execute this transformation function at AIDA’s server, also passing the pandas
DataFrame ckeysdf that has the customer keys from the CSV file as its argument. AIDA’s
client API will ship both the transformation function and the pandas DataFrame to the server
side where it will be executed. The reference to the resulting TabularData object will be returned
to the client side, where it will be stored in custkeys .

Now that we have the customer keys of interest in a TabularData object, we can use it along
with regular relational transformations to retrieve relevant customer records from the database,
by querying the CUSTOMER table as follows.

custinfo = customer.filter(Q('c_custkey', custkeys, CMP.IN))

Since this is a relational transformation, custinfo is not materialized immediately. If AIDA
has to materialize custinfo , it will expose the data set contained in custkeys through a table
UDF to the RDBMS SQL engine.

As the internal data format of the pandas DataFrame and the TabularData object to be gen-
erated, custkeys , is identical, namely an array, the transformation function in this example,
loadPandasDataFrame , is quite simple and does not perform any processing of its own. In
practice, users can write complex processing logic inside them. Appendix A contains a more
complex example in this aspect.
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AIDA & Distributed Databases

A special use case of the _L operator is that it can be used to perform data analysis that spans
multiple database implementations that host their own AIDA servers. In such scenarios, we can
connect first to a first AIDA server from our client, perform appropriate transformations, and then
pass the TabularData objects generated there to a second AIDA server. We can then continue
the analysis at the second AIDA server, by using these TabularData objects in conjunction with
the data sets managed by the second server. As AIDA’s client API only maintains the stubs for
TabularData objects, in essence, it passes this stub information to the second AIDA server. When
the marshaling module of the second AIDA server encounters these stubs, it will detect that they
are not for TabularData objects that it maintains. Therefore, it will instantiate stub objects of its
own that point to the TabularData objects maintained by the first AIDA server. That is, the second
AIDA server acts as a client to the first AIDA server.

In Section 3.3 we discussed how AIDA allows clients to explicitly fetch data to the client-side
using special variables such as cdata . We can exploit this aspect to write an external data load
function and then execute it at the second AIDA server. This will essentially copy data from the
TabularData object residing in the first AIDA server to the second AIDA server and use it to con-
struct TabularData objects that are local to the second AIDA server. In principle, this approach
is similar to the task merge concept that we discussed in the context of ETL applications in Sec-
tion 2.2.3.

Example 4.6. Consider a scenario where we have the nation table hosted in the database
server dbnode-1 whereas the customer table is hosted in dbnode-2. If we have to join these
data sets to enrich the customer records with the associated information about their country of
residence, we can do that as shown in Listing 4.5.

Listing 4.5: Writing Multi-database Applications Using AIDA
1 db1 = AIDA.connect(host='dbnode−1', ...)
2 db2 = AIDA.connect(host='dbnode−2', ...)
3

4 nt = db1.nation; ct = db2.customer
5

6 def loadExtTabularData(t):
7 return t.cdata
8

9 nt = db2._L(loadExtTabularData, nt)
10 cn = nt.join(ct,('n_nationkey'),('c_nationkey'))

The client API first establishes connections to both the AIDA servers and obtains refer-
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ences to the corresponding database workspace objects (lines 1-2). It then obtains the refer-
ences (stubs) to the nation and customer tables from the respective servers (line 4), which
are stored in nt and ct, respectively (also see Figure 4.1a). In line 6, we define a function
loadExtTabularData that simply returns the internal columnar data representation of the
TabularData object that is passed to it as argument. Next, we invoke the load operator on the
database workspace object associated with the server dbnode−2, db2, to execute this function
and pass the reference to the nation object of dbnode−1, nt as its argument. At this point,
the client API will ship both the loadExtTabularData function and the stub information
contained in nt to the AIDA server in dbnode−2.

The marshaling module associated with the AIDA server of dbnode−2 will detect that the
stub information from nt does not belong to an object that is maintained by its own remote
object manager. Therefore, it will construct a new stub object in dbnode−2 which points to the
nation TabularData object of dbnode−1 (see Figure 4.1b). When the database workspace of
dbnode−2 executes the loadExtTabularData function, it will result in the internal repre-
sentation of the nation TabularData object being accessed and shipped to dbnode−2. This is
in dictionary-columnar representation (i.e., a Python object) and is wrapped in a new Tabular-
Data object that is now hosted in dbnode−2. The reference to this TabularData object is then
returned to our client, which stores it in the variable nt in line 9 (see Figure 4.1c). This also
results in the nt TabularData object in dbnode−1 being garbage collected as there are no more
active references to it, as per the discussion we had in Section 3.4.6. In the next step, we perform
a join between nt and ct in our client, storing the resulting TabularData object’s reference in
cn. The actual execution of the join itself will happen (during lazing evaluation) in dbnode−2
as both the objects involved in the join are now hosted by dbnode−2.

In short, we can see that using standalone AIDA systems, one could easily build workflows
that need to access data across multiple databases. Although the “driver” code managing the high-
level logic flow is at a client system, the actual data movement itself happens directly between the
involved database systems. While this overall approach may not look as transparent as systems
that automatically build and optimize workflows across multiple data sources, this is still an aux-
iliary benefit of AIDA’s sophisticated Distributed Object Communication (DOC) architecture that
we discussed in Section 3.4, and is very handy when it comes to performing exploratory work.
Further, complex distribution-aware abstractions can be potentially built as a smart layer on top
of a cluster of standalone AIDA systems by leveraging the base functionality that is already pro-
vided by AIDA. In fact, [God19] has successfully utilized AIDA to implement a suite of federated
learning algorithms over distributed relational database systems.
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Figure 4.1: Using AIDA to work with distributed data

4.1.3 Remote Execution Operator

While the custom transformations and the external data transformations that we discussed in the
previous sections are transparently shipped to the server side for “remote execution”, they are
a restricted API that serve a specialized purpose, i.e., transforming one TabularData object to
another, and loading external data sets, respectively. In contrast, the remote execution operator
serves a different purpose. Many advanced analytics applications such as learning algorithms
often need to do repeated iterations of certain computations to fine tune the algorithm parameters,
usually to the extent of several thousand repetitions. Using AIDA, this can easily translate to a
large amount of RMI messages and may pose a non-negligible overhead for a large number of
iterations. Under such circumstances, users can make use of the remote execution operator (_X)
functionality to shift the iteration logic to the server side and bypass the RMI overhead.

The remote execution operator is attached to the database workspace object. All functions
for remote executions must take a database workspace object as its first argument, followed by
any optional arguments that the function itself requires. Such functions might or might not return
a value (possibly a complex object) at the end of its execution. The remote execution operator
executes the function on the server side, passing it the required arguments, and thus bypasses the
RMI overhead for each iteration performed inside the function itself. In case the function returns a
value, it is returned to the client side as the return value of the remote execution operator, _X itself.

As the user function in remote execution has access to the database workspace object, it can use
the database workspace object as a context environment to store arbitrary variables, including those
referencing other TabularData objects. These variables are also accessible at the client side through
the database workspace object. The important advantage of this is that it provides the facility for
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data scientists to incrementally improve upon a work, as we will see in an example shortly. Such
abilities to “pickup and continue” are vital considerations for the human-in-the-loop to improve
the productivity of data scientists and are found lacking in the database UDF based approaches.
The remote execution operator is a suitable alternative to the stored procedure concept of RDBMS
that we discussed in Section 2.4.4, but fits neatly into the host language, without the hassles and
restrictions of UDFs and stored procedures.

Example 4.7. Consider a TabularData object ti with all numeric columns. Listing 4.6 shows
how we can make use of the remote execution operator to perform the iterations required to
compute the nth power of each element in ti, where n > 0.

Listing 4.6: Iteration via remote execution
1 def exp(db, td, n):
2 for i in range(0, n):
3 db.res = db.res ∗ td
4

5 db.res = ti
6 db._X(exp, ti, 9) //res is now power to 10
7 print(db.res.cdata)

Here, the user function, exp takes as arguments a TabularData object td, and n, the power for
exponentiation. It performs the required computation by performing multiplications iteratively
(lines 2-3). At the client side, we first set the default value of the result for n = 1 (line 5). We
then invoke the remote execution operator to find the 10th power of ti (line 6). The client API
will ship the exponentiation function and the arguments to the server, where it gets executed.
The results are then displayed at the client side (line 7).

In the above code listing, we are using the database workspace object to store a variable
(res) that is used both by the client to set up the initial value (line 5), as well as by the exponent
function to store its intermediate and final results (line 3). Thus, as can be seen, database
workspace objects provide a convenient mechanism to share some form of “state” between
the source code artifacts that execute on the client-side and the server-side. In the case of our
example, it provides a “context” for the exponentiation function to continue from where it left
off at the end of its last invocation, if there is such a need.

For instance, if we are not “satisfied” by the number of iterations in the previous step, we
can simply continue from there to perform some more iterations as shown in the following code
snippet, where we continue from where we left off previously.

db._X(exp, t6, 5) //res is now power to 15
print(db.res.cdata)
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4.2 Data Visualizations

Data scientists routinely rely on visualizations to analyze and explore the characteristics of the data
sets that they are working with [XMSP18]. Visualization plays an important role in incorporating
human perception into the exploratory process [Kei02, FL03]. Database UDF based approaches are
not capable of providing such functionality. Further, systems that focus on optimizing the overall
workflow execution ignore or do not have the architectural paradigms to integrate an exploratory
visualization component into the process flow [PTS+17, RPE+17, CDC+18].

Specialized data visualization tools are primarily designed to extract the data from the source
for visualization purposes and therefore suffer from the same drawbacks as statistical systems
that have to extract the data from the database to perform any analysis. [KPHH12] proposes that
visual analysis tools should be built over existing infrastructures for data processing to limit data
migration. To this extent, they suggest building systems that use an HLL based approach for
analysis and visualizations to ensure interoperability.

Owing to the fact that AIDA is implemented in Python, we have leveraged proven visualization
packages from the data science community and integrated them into AIDA’s architecture. Presently
AIDA provides two options for users to visualize data. They both work in tandem with the Jupyter
Notebook Python environment.

4.2.1 Static Data Visualization

Visualization of large data sets can be tricky, especially when the data resides at a different place
(RDBMS) from the location where the visual element (i.e., the image), is displayed (such as a
Jupyter Notebook of a client computer). Our approach creates the visual element at the server
side, writing it into a memory buffer. The buffer is then serialized and sent to the client side
and displayed. This approach eliminates the need to transfer the actual data that is the input for
visualization, to the client side. The only network overhead is incurred from the image transfer. In
practice, the image size is much smaller than the actual base data, and in most cases, is too small
in the context of current network speeds to be consequential for real-time analysis.

For static data visualization, data scientists can write a Python function that uses matplotib
[Hun07], a plotting library that is very popular in the data science community, to construct their
charts. Such visualization functions must accept a database workspace object as the first argument,
followed by any additional arguments required by the function. These additional arguments are
usually used to pass the references of the TabularData objects that contain the data that needs to be
visualized. AIDA requires the visualization functions to return a matplotlib figure object.
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This visualization function can be then executed using the _Plot operator associated with
the database workspace. Similar to the custom transformation and remote execution operators
that we discussed earlier, AIDA’s client API will ship the logic from client space to the server
side transparently, where it is executed, and the result (the figure generated by the visualization
function) is sent back to the client API. While the visualization function will have to access the
internal representation of necessary TabularData objects to produce the chart, since the code itself
is executed in the server, there is no data transfer involved to the client side. Figures thus generated
can be displayed by graphics-capable IDEs such as Jupyter Notebook. They can also be exported
by users to many of the popular image formats such as PNG and JPEG, and can be used in any
regular document processing applications.

Example 4.8. Let us consider a scenario where a data scientist is exploring the open orders in
the TPC-H data. They can identify the orders that are still open by employing the relational
transformations that we discussed in Section 3.2.1. In the following code snippet, they apply a
filter on the ORDERS table to select only those order records that are open (i.e., has an order status
of O).

openOrds = db.orders.filter(Q('o_orderstatus', C('O')))

At this point, the data scientist might be interested in understanding the distribution of the
number of open orders with respect to their total prices. This is conventionally visualized in
the form of a histogram. They can accomplish this by writing a visualization function using
matplotlib, encoding the logic to generate the desired figure object as shown in Listing 4.7.

Listing 4.7: Static data visualization in AIDA
1 def openOrdHist(db, oord):
2 oorddata = oord.cdata
3 fig = plt.figure()
4 ax = fig.add_subplot(111)
5 ax.hist(oorddata['o_totalprice'], bins=100, color='c')
6 ax.set(title='TPC−H Open Orders Total Price Distribution')
7 plt.xlabel('Total price'); plt.ylabel('Number of orders')
8 return fig

The above visualization function accepts the TabularData object that represents the open or-
ders as its second argument. In order to visualize this data, it first accesses the TabularData
object’s internal dictionary-columnar data representation (line 2). Next, it instantiates a mat-
plotlib figure object (line 3). In line 5, the visualization function uses the total price attribute of
the orders to plot the histogram using the matplotlib API. It then sets the axis labels and the title
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of the chart (lines 6-7). The matplotlib figure thus created is then returned by the visualization
function. The visualization function is then executed using the _Plot operator as shown below.

img=db._Plot(openOrdHist, openOrds);
show(img);

AIDA’s client API will ship both the visualization function openOrdHist , and the refer-
ence to the TabularData object for open orders, openOrds , to the server, where it is executed.
The resulting matplotlib figure object is returned to the client, which is stored in img. This is
then displayed using AIDA’s client side API function, show , that displays it within the Jupyter
Notebook environment (see screenshot in Figure 4.2).

Figure 4.2: AIDA static data visualization in Jupyter Notebook
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4.2.2 Interactive Visualization

While static visualizations are very useful, many advanced users wish to utilize interactive data
exploration capabilities with visualizations. Although this is the domain of specialized visualiza-
tion software systems such as Tableau [Lot19], QlikView [Sin16], etc., they are not very flexible
for analysis work outside of the visualization paradigms. Studies have shown that the lack of flex-
ibility in performing data manipulation operations in such specialized visualization tools results in
users approaching these softwares as more of an explanatory (reporting) component rather than an
exploratory tool [KPHH12]. This is akin to how RDBMS implementations have struggled to pro-
vide support for programming paradigms outside of relational operations in a user-friendly manner.
Based on a user study, [KPHH12] postulates that using the same tool for visualization and analysis
will allow users to iterate between these tasks with ease.

AIDA provides programming support for user-interactive visual elements by employing plotly
dash1, a popular Python library for interactive graphing. Advanced users can leverage plotly’s
complex API to build interactive charts. The system generates a JavaScript based visual interface
that can be made accessible through a web browser-like tool. Browser-based approaches to inter-
active visualizations have been implemented by others previously to facilitate progressive analytics
[FP16]. As most data scientists who use Python for their analysis use Jupyter Notebook, which
is a browser-based IDE, we implemented support in AIDA’s client API to display these visual
interfaces inside the user’s notebook.

Plotly functions for use in AIDA are required to accept a database workspace object as the
first argument and a plotly dash object as the second argument, followed by any arguments that
the function needs. These functions are expected to return a plotly layout object that describes the
properties of the charts. The dash object can be used by a plotly function to install any callback

functions to update the charts and visual components based on user interaction. As is the case with
static data visualization functions, plotly functions can be passed references to TabularData objects
representing data sets of interest as arguments.

Users can execute plotly functions using the _Page operator associated with the database
workspace. AIDA’s client API transports the logic to the server side, along with any additional
arguments, where it gets executed. The resulting visual interface is then displayed at the client
side, inside Jupyter Notebook. Further, similar to how the remote execution operator can utilize
the database workspace object as a context environment to store states (see Section 4.1.3), plotly
functions can do the same, allowing the callback functions installed by them to execute transforms
over TabularData objects based on user input and store the results in the corresponding database

1https://dash.plot.ly/
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workspace object. A working example of using plotly function with AIDA is available in Ap-
pendix A.

Additionally, the JavaScript based visual interfaces produced by plotly functions are accessible
in a web browser through its own URL, outside of the Python workflow used to construct them.
As such, data scientists can use this facility to develop a workflow to analyze some new concept
and only publish the end-user facing visualizations or interactive widgets to their user community,
that they can access through a web browser, without having to share the complex programming
nuances associated with typical data science workflows. Such approaches can help streamline the
explore - prototype - user validate process flow of data science projects.

However, given that contemporary interactive visualization libraries such as plotly embed var-
ious aspects of data into their display widgets (which is then constructed at the client side), this is,
in essence, a situation where the data does leave the server in some form. Therefore, they are not
ideal for visualizations that directly embed a large amount of detail data, such as histograms and
scatter diagrams. This is, however, not a pressing issue as such diagrams can as well be visualized
using the static visualization techniques that we discussed previously. Interactive visualizations
can be on the other hand used to portray high-level summaries of such detail data. With AIDA,
such summaries can be easily computed at the server side efficiently instead of shipping all the de-
tail data to the client side, which is the case when using any specialized data visualization tools. In
fact, the work done by [KPHH12] concluded that in order to achieve reasonable interactive speed
at the client side, visual analytics tools should leverage server-side pre-processing and aggregation
techniques.

While AIDA’s support for data visualization is not intended to compete with the capabilities of
specialized data visualization softwares such as Tableau and QlikView, the programmability and
the flexibility of the overall framework is intended to be appealing to the “hacker” type data scien-
tists who are proficient programmers and accustomed to writing complex workflows [KPHH12].
Further, we believe that the emergence of easily extendable unified systems like AIDA will pro-
vide incentives for the development of interactive visualization libraries that take into account data
transfer efficiency. Such libraries could perform data transfer lazily on a need basis, leveraging the
data manipulation capabilities of in-database frameworks like AIDA.

4.3 The Usability Aspect of Extensions

As we saw from the examples in the previous sections, custom transformations and the remote
execution operator are mechanisms to ship entire functions to the server side to be executed in
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server space. They also facilitate the integration of existing packages and libraries with ease.
Although the extensions in AIDA have a procedural format similar to database UDF based

approaches, unlike the latter, they are not impeded by the polyglot programming style where any
object transfer between a database and an HLL must be performed over a custom database internal
API. For example in the case of database UDFs, a Python object cannot be passed freely from
one UDF to another even within a single SQL statement, requiring users to program around such
implementation drawbacks. As AIDA is written in pure Python, this is not an issue, and as we
saw in the examples, the objects generated inside extensions executed on the server side are easily
accessible at the client side and vice versa. In this aspect, AIDA’s support for extensions draw
parallels to those provided by contemporary statistical systems like pandas, Spark, etc., with the
difference that AIDA manages to keep the data and computation at the server-side.
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Experimental Analysis and Comparisons

In this chapter, we will present and discuss the performance and usability analysis that we per-
formed on AIDA. At a high level, our testing objectives are:

(i) To understand the cost benefits of keeping data at the server compared to transferring it to
the client and processing it there.

(ii) To measure the cost benefits of using a data transfer mechanism that is optimized for statis-
tical data structures that AIDA provides.

(iii) To compare AIDA’s performance for linear algebra operations with executions on the client
side using a standard statistical package.

(iv) To observe how statistical packages fare when it comes to executing relational operations
compared to AIDA, which pushes them into the optimized RDBMS.

(v) To measure AIDA’s framework overhead compared to database UDF-based solutions.

(vi) And finally, to compare the performance of AIDA against these systems for an end-to-end
learning problem.

We evaluate the following systems. AIDA is our base AIDA implementation. We also analyze
variations of AIDA (e.g., with and without using remote execution functionality). DB-UDF is a
UDF-based solution that, just as AIDA, performs execution within the RDBMS. Furthermore, we
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implemented three solutions that transfer data out of the RDBMS for execution at the client using
the following frameworks: (i) NumPy, (ii) pandas and (iii) Spark.

Database UDFs are meant to be representative of the most popular genre of database-centric
works that focuses on computational efficiency, which we covered in Section 2.4.4. Of the database-
external approaches employed by data scientists that we discussed in Section 2.3, NumPy and pan-
das are the most ubiquitous end-user based systems. Further, even though there exists a variety of
other Pythonic implementations for statistical and data science libraries, NumPy and pandas have
similar use cases and underlying structures as our own implementation (they leverage NumPy
array-based statistical computations). As one of the main focuses of our work is on transpar-
ently shifting the computational aspect of statistical systems to the server side, this also helps us
in doing a fair comparison of the performance implications of using an RMI based approach in
our implementation without any variables introduced by the difference in underlying statistical
computational libraries. The nuances of exploring the concept of AIDA in the context of other
computational libraries is discussed in the future work. In addition to the above end-user based
systems that we are comparing with AIDA, by including a single node setup of Spark, we would
like to validate through our performance analysis that such specialized implementations for clus-
ter computing cannot measure up to the alternatives in resource-restricted environments like an
end-user workstation.

5.1 General Test Setup

Hardware: We run the client (including the database-external systems) and the RDBMS on
identical nodes (Intel® Xeon® CPU E3-1220 v5 @ 3.00GHz and 32 GB DDR4 RDIMM main
memory, running on Ubuntu 16.04). The nodes are connected via a Dell™ PowerConnect™ 2848
switch that is part of a Gigabit private Local Area Network (LAN). In practical implementations,
the RDBMS would be likely on a high-end server with much larger resources compared to a client’s
computer, and the interconnect would be less powerful. However, keeping the two systems similar
ensures fairness in the performance metrics that we are comparing.

Software: For software, we use MonetDB v11.29.3, pymonetdb 1.1.0, Python 3.5.2, NumPy
1.13.3, pandas 0.21.0, and Spark 2.3.0 using MonetDB JDBC driver 2.27. Unless explicitly spec-
ified, default settings are used for all software. In all our experiments we only start measuring
once a warm-up phase has completed and average over several executions. Where relevant, we
also discuss the coefficients of variation (cv ) of the observed data points to understand their dis-
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persion. The coefficient of variation is a commonly used statistical measurement that allows one
to compare across data distributions without being concerned about the relative difference in their
magnitudes [Abd10].

Data sets: We choose a diverse number of data sets for our testing, each intended to focus on the
specific aspect of the characteristic of the systems that are being tested. As such, we have synthetic
data sets (explained in the relevant test cases) used for various micro-benchmarks, and we also
use the TPC-H Benchmark, to leverage the variety of data types and distributions that it provides
in order to test the behaviour of compression-based client data transfers. Finally, to compare the
systems’ characteristics when performing end-to-end real-world analysis, we make use of a data
set that is based on the city of Montréal’s public bicycle sharing system, Bixi.

5.2 Loading Data to Computational Objects

As one of the arguments for database-centric systems such as AIDA is that database-external sys-
tems incur a significant amount of data transfer overhead, we start out our test cases by studying
this aspect in depth. In this test case, we try to understand the cost benefits of not having to trans-
fer data for computation from the database into the client space. We experiment using synthetic
data sets ranging from 1 to 1 million rows stored in database tables. Each table has 100 columns
consisting of randomly generated floating point numbers. We chose numeric data because one of
the objectives of this test case is also to build two-dimensional computational structures (matrices)
in the systems being compared, and numeric data is a natural fit for such use cases.

For NumPy and pandas, we use pymonetdb, MonetDB’s Python DB-API [Kuc98] implemen-
tation to fetch data from the database and build a NumPy array resp. a pandas DataFrame. Python
DB-API is a row-based data transfer standard, in line with the ODBC/JDBC implementations that
we discussed in Section 2.2.2. As the performance of retrieving data is dependent on the connec-
tion buffer size in pymonetdb, we test with the default buffer size of 100 but also an optimized
buffer size of 1 million, reflecting the size of our largest data set. The latter setting is recorded as
NumPyOpt and pandasOpt in the performance figures. For Spark, we load the data using the JDBC
connection to build a Spark matrix. The default fetch size of JDBC is set to 1 million.

For DB-UDF, we use a Python UDF to load data from the database into a NumPy matrix.
For AIDA, we build a TabularData object. AIDA, by default, materializes the result of a relational
data load in dictionary-columnar representation. We also measure the cost for additionally building
the matrix representation of the data, indicated as AIDA-Matrix in the chart. Recall that pandas,

89



5.2 Loading Data to Computational Objects

100 101 102 103 104 105 106
number of rows

100

101

102

103

104

105

lo
ad
 ti
m
e 
in
 m

s. 
(lo

g.
 sc

al
e)

DB-UDF
AIDA
AIDA-Matrix
NumPy

NumPyOpt
pandas
pandasOpt
Spark

Figure 5.1: Time to load data.

NumPy, and Spark load the data into the client space. In contrast, both AIDA and DB-UDF keep
their computational data structures on the server (RDBMS) side.

Figure 5.1 shows the loading time on a logarithmic scale. As a first observation, our Spark im-
plementation performs worse than any other solution by orders of magnitude, including the other
client-based solutions. We would like to note that Spark is optimized for large-scale distributed
batch computations; that is, it has quite different target applications and cannot deliver good per-
formance in non-clustered environments like an end-user workstation.

Clearly, for small data sets less than 100 rows, AIDA has no real advantage over the other
client-based solutions. In fact, for a 1-row table, AIDA needs twice as long as NumPy, and 13%
longer than pandas. However, this is still in the range of a few milliseconds, and thus, not noticeable
for an interactive user. But as the data size increases to 100 rows, the trend changes with AIDA
now having an upper hand over client based approaches. At 100 rows, AIDA takes only 40% of the
time compared to loading with NumPy and pandas. This trend continues as data set size increases.
At 1 million rows, AIDA is roughly 440 times faster than the default connection for NumPy and
pandas, and 240 times faster if we use optimized connections for NumPy and pandas. Even if we
force AIDA to build matrices after loading data, it is still able to load data about 188 times faster
than the optimized connections with NumPy and pandas. In absolute numbers, while NumPy and
pandas took about a minute and a half to load 1 million rows with an optimized connection, AIDA
manages to load data and also build an additional matrix representation of its data under half a
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second.
DB-UDF, also being server-based and having no framework overhead, is the fastest across all

table sizes. For small tables, it is around 4 times faster than AIDA, and with larger sizes, it takes
around 65% of AIDA’s time. Thus, for a simple data load, AIDA has no benefit over the alternative
server-based solution of using UDFs. On the other hand, while there is no observable benefits
when working with small data sets, being server-resident, when using large data sets, AIDA is able
to load data hundreds of times faster than even the hand optimized client-based systems, as it does
not involve any data transfer, making a noticeable impact to a real-time user.

While the response times of the near-data approaches – DB-UDF and AIDA, demonstrate very
low cv throughout (around 10%), the client-based systems start out with a cv close to 50% for
small number of rows before they eventually fall under 10% at 1 million records. As client-based
systems have to move the data that they need across the network, their response times are more
influenced by any variations in the network’s behaviour. Given the transfer times are small for
test cases with smaller numbers of rows, they are impacted with transient network activity only
intermittently, resulting in large cv values. On the other hand, with larger numbers of rows and the
resulting longer data transfer sessions, almost every data transfer session is impacted by transient
network activity, resulting in smaller cv values.

5.3 Micro-benchmarks for Numeric and Relational Operations

In this section, we analyze the most fundamental and computationally-intensive building blocks
of data science workflows, viz., the operators to perform linear algebra and relational transforms.
At a high level, we would like to see what is the overhead for AIDA due to RMI when it pushes
computations to the server side and how statistical systems fare in their relational capabilities
compared to AIDA that uses a well-optimized database back end for the same.

5.3.1 Linear Algebra Operations

To measure the overhead of the AIDA framework on linear algebra operations, we multiply a
matrix with a vector. This is a familiar computational step in many machine learning algorithms
such as linear regression, especially during the model training phase of the analysis. This involves
transforming a training data set consisting of m attributes and n samples (i.e., a m× n matrix) by
multiplying it with a vector of m parameters to compute the dependent variable vector, which in
turn will have n elements.
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Figure 5.2: Matrix × Vector perf.

For our test case, the primary matrix is built again from the same table as in the first test
case discussed in Section 5.2, made of numeric data with 100 columns and up to 1 million rows.
The vector is represented as a matrix with 100 columns stored as one row. Therefore, the vector is
transposed before performing the multiplication. The operation can be visualized in code as shown
below.

res = M1 @ M2.T

Here M1 can be considered analogous to a training data set consisting of 100 attributes, and M2 the
parameters vector, and res the dependent variable vector predicted using the said parameters.

The test measures the cost of performing a total of 100 matrix multiplications after the initial
objects are loaded. Such iterative scenarios are very common in learning algorithms as parameters
are continuously adjusted to bring the error rate down. In order to observe the overhead due to RMI
calls, we also implement this iteration using the remote execution operator functionality of AIDA’s
database workspace where the iteration logic is executed within the server (recorded as AIDA-RWS).
That is, AIDA-RWS has only one RMI call compared to 100 RMIs with AIDA. Figure 5.2 shows
the execution time in a logarithmic form. The results shown here do not include connection or load
times between client and server but only the join execution times. In pandas and NumPy, we do
not show results for the optimized (Opt) version. Since we do not consider the time for the data
transfer, the optimized versions have the same performances as the non-optimized ones.
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Again, Spark performs significantly worse. The difference in programming paradigms might
have an impact. Having little or no framework overhead, NumPy, and DB-UDF (which is using
NumPy) are the fastest, showing similar performance for all data sizes. AIDA-RWS and pandas
also have similar performance (with AIDA-RWS being up to 20% better than pandas) but they are
worse than NumPy or DB-UDF. Both have the overhead of meta-information for their TabularOb-
ject resp. DataFrame. At a data size of 1 row, this has a huge impact, and they are around 250
times slower than DB-UDF or NumPy. But as this is still in the range of a few milliseconds, it will
not have a significant impact on an interactive user. As the number of rows in the matrix increases,
the cost is shifting to the computation itself making metadata and framework overhead a smaller
fraction, barely noticeable once we reach 100K rows and execution times in the hundreds of mil-
liseconds. AIDA performs worse than AIDA-RWS and pandas due to the RMI overhead (100 calls
vs. 1 call), as each RMI call adds around 2-3 ms. Again, with an increasing number of rows, this
fixed overhead has less and less impact as computation cost becomes the predominant factor. At 1
million rows AIDA performs only a bit more than 10% worse than the other approaches.

While we can see that AIDA does incur a framework overhead compared to other “Pythonic”,
client-based or database UDF-based solutions, such overheads shrink to a smaller fraction of the
overall computation cost with increase in data set sizes. Further, AIDA’s remote execution operator
demonstrates itself to be an important concept that data scientists can leverage to effectively reduce
the framework overhead of AIDA that stems from its RMI-based software architecture.

Further, if we look at the overall dispersion of the measured data points, we notice that for
test cases with small number of rows, the cv values are large across the systems, reaching up
to 130%. As the actual computation time associated with these data points are very small, any
transient activity in the nodes adds significant variance to these measurements. However, this does
not influence the relative performance rankings of these systems and after 100 thousand rows, the
measurements stabilize at cv values that are below 2%.

5.3.2 Relational Joins On Matrices

In this section, we compare the join implementations in client-based pandas and Spark with server-
based AIDA and DB-UDF, that can leverage MonetDB’s optimized join implementation. As
NumPy is a package that is meant for numeric computing and does not provide any convenient
APIs for relational operations, we do not include it in this test case. Instead, pandas is the most
popular alternative used by data scientists to perform relational operations over Python data sets.
As was in the previous test case, the results shown here do not include connection or load times
between client and server but only the join execution times. Therefore, we have not included the
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optimized versions for NumPy and pandas in this test case either.
We use two data sets with 11 integer columns and one million rows each. In the test, we

gradually add more columns to the join condition. One of the columns is unique and identical
in both data sets, functioning as the key. Given two rows with the same keys in the two data
sets, the remaining columns may differ between the two data sets with a small probability. Using
integer columns make it easy to generate data using probability functions. Further, while different
systems have different data type storage structures, fundamental data types such as integers seldom
differ when it comes to the underlying implementation, unlike more complex types such as strings.
This helps us focus better on the join cost itself, with minimal interference from the differences
in underlying storage paradigms. With this data, the key column join between the two data sets
produces all the million rows in the output, while adding more columns into the join condition
reduces the result’s cardinality. The output of the join contains all columns. As join conditions are a
major influential factor in RDBMS implementations when selecting optimal execution approaches,
we surmise that by keeping the data set constant and varying the number of columns involved in
the join, we should be able to observe and compare the performance behaviours of these systems
in that aspect.

For AIDA, we test two scenarios that it might have to face. In the first case, the data is in
RDBMS tables and AIDA, therefore, executes a SQL internally in the RDBMS to produce the
result which is then stored in a TabularData object. In the second case, the input data is materialized
in TabularData objects in the dictionary-columnar format. AIDA exposes them via table UDFs to
the RDBMS and has it execute a SQL performing a join on the table UDFs. This approach is
denoted as AIDA-TableUDF. DB-UDF executes an SQL join over the tables inside the database and
loads the contents into a NumPy array. Spark and pandas similarly perform joins over the data sets
that are already in their DataFrame objects.

Figure 5.3 shows (non-logarithmic) response times (left axis) and cardinality of the result (right
axis). As the data set for this test case is quite large and the response times are above 100ms, any
impact due to transient system activity in the nodes is small, keeping the cv values below 10%.
From the figure we can see that the two AIDA implementations and DB-UDF perform much better
than pandas and Spark as they can leverage the underlying RDBMS’ optimizations. Response
times for AIDA and DB-UDF are always less than 150 ms showing that MonetDB is well equipped
to handle complex joins and/or large result sets.

For the key-join, pandas takes 97% more time compared to AIDA working with database tables
and 87% more time compared to when AIDA needs to resort to table UDFs. With both AIDA
scenarios, the cost goes down slightly as more non-key columns are added into the join condition

94



5.3 Micro-benchmarks for Numeric and Relational Operations

2000
3000
4000

1 2 3 4 5 6 7 8 9 10 11
number of join columns

0

200

400

600

800

jo
in

 e
xe

cu
tio

n 
tim

e 
in

 m
s. DB-UDF

AIDA
AIDA-TableUDF
pandas
Spark
result cardinality

100

101

102

103

104

ca
rd

in
al

ity
 o

f r
es

ul
t (

lo
g.

 sc
al
e)

105
106

Figure 5.3: Joining two data sets.

before it eventually climbs back up. Initially, a significant amount of AIDA’s cost comes from
materializing the results as the number of join columns is less (therefore higher cardinality of
result), whereas, as more columns are included in the join, that cost starts to reduce, and at some
point join computation becomes the dominant cost.

Finally, with all the 11 columns involved in the join, when no row makes it to the final result,
pandas takes about 9 times the amount of time that AIDA takes when the latter’s data is in a
database table, and 8 times compared to AIDA using a table UDF on NumPy arrays. At the
bigger picture, we also observe that AIDA’s join cost remains reasonably stable over the entire test
spectrum with a standard deviation of around 20, whereas for pandas it is about 240. As RDBMS
implementations such as MonetDB are equipped with a gamut of join algorithm optimizations,
exploiting them gives AIDA a leading edge over pandas.

In short, both client-based solutions are significantly less efficient. pandas takes nearly twice
the time for the 1-column join, and around 8 times longer with more than 7 join columns compared
to the server-side solutions. Spark is even worse, in particular with few join columns. It looks like
it struggles with large results sets more than with complex joins as its performance improves with
smaller result sets. Therefore, we can see that, while these client-based solutions may provide
support for key relational operations, they do not have the sophisticated optimization capabilities
of a traditional RDBMS engine to develop cost-effective execution plans.

95



5.4 Data Transfer Throughput Tests

5.4 Data Transfer Throughput Tests

It is clear from our evaluation in Section 5.2, that AIDA has a distinct advantage over any client-
based implementations when it comes to creating the computational objects from the data stored
in a database. This is because, aside from the fact that AIDA is creating the computational objects
near-data, as we mentioned in Section 2.3.1, data science tools are still held back by the conven-
tional standardized data transfer mechanisms (to which DB-API also belongs) that are inefficient
for statistical packages. Even though AIDA’s design philosophy is to keep the data at the server,
we also provide a faster mechanism for data transfer, when there is a need for one, as discussed in
Section 3.4.7.

To understand the performance advantages of AIDA’s data transfer implementation, we con-
sider the scenario in which a data scientist wants to construct a pandas DataFrame object at their
client side Python interpreter using the data stored in a database table. They can do this by passing
the appropriate SQL query to a pandas API (psql) along with the database connection (Python
DB-API/pymonetdb), as shown in the example in Listing 5.1. This is the approach that is com-
monly used to load database-resident data in Python-based data science projects.

Listing 5.1: Creating a pandas DataFrame using SQL & DB-API.
df = psql.read_sql_query('SELECT ∗ FROM lineitem', con)

Using AIDA, users can similarly build a client-side pandas DataFrame as shown in Listing 5.2,
by accessing the cdata internal data representation of the corresponding TabularData object. This
will result in AIDA transporting the relevant data from the database side to the client, which is then
used to build the DataFrame object.

Listing 5.2: Creating a pandas DataFrame using AIDA.
df = pandas.DataFrame(db.lineitem.cdata)

For our test, we compare pymonetdb DB-API, AIDA’s default implementation that has com-
pression enabled and an implementation with compression turned off, AIDA(noComp). Similar
to the test case in Section 5.2 to load computational objects, we also test pymonetdb by manually
setting a larger buffer size of 1 million, DB-API(Opt). Further, as network dynamics are an impor-
tant factor when analyzing data transfer throughput, we test three different scenarios for the client:
(i) one in which both our client and database/AIDA server nodes are connected to the common
Switch (Gigabit), (ii) another where the client is a system connected through a LAN (we used a
desktop that is connected over a 100Mbps LAN), (iii) and finally, from a laptop that is accessing
the data across the Internet over a Virtual Private Network (VPN).
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The response times that we measure also include the query execution times at the database.
This cost is the same for all approaches, as all require the database to execute the select query,
and therefore incur identical overhead. Further, since this is a simple select, the time spent by the
database in “query processing” is minuscule in comparison to the typical network overheads that
we are out to measure. Additionally, since we perform warm-ups before the actual measurements,
there is no overhead in the database in terms of I/O, for the retrieval of the table’s data from the
disk, as the data set will already be in memory. Therefore, the lion’s share of time is spent in
the serialization of the data at the database side, transmitting it across the network, followed by
de-serialization into the format required by the client system.

5.4.1 Transfer of a Large Table

Figure 5.4 shows the performance throughput for creating a pandas DataFrame at the client side
for the three network types, containing data from the LINEITEM table of the TPC-H Benchmark
for a database of Scale Factor (SF) 11. We chose this table, as it represents a fairly large sized
data set consisting of a variety of data types and distributions. Though we did analyze a few
other TPC-H tables, the overall pattern is very similar. Therefore, we do not include them for
the sake of brevity. Looking at the performance metrics for the Switch (Figure 5.4a), we can see
that AIDA can perform data transfer 17.5 times faster with compression on, and is also 24 times
faster than DB-API. Even when we optimize the DB-API transfer buffers, AIDA is still 18.5 times
faster than DB-API(Opt). On the other hand, DB-API(Opt) has almost the same transfer speed as
AIDA(noComp). In the absence of compression, both have around the same amount of bytes to
transfer, resulting in a similar speed.

For a LAN network (Figure 5.4b), some interesting patterns emerge. We see that AIDA is
6 times faster with compression on, and is 17.5 times faster than DB-API and 12.5 faster than
DB-API(Opt). Although AIDA is still much faster, as it compresses the data, it does not push
as many bytes into the network compared to others, which is essential to obtain an overall high
throughput in high latency environments. This is attributed to the transient, slow-start phase of
the underlying Transmission Control Protocol (TCP) [FAG+11, CP02], whose effect on observed
throughput diminishes with larger data transfers. We also observe that even without compression,
AIDA is 2 times faster than DB-API(Opt) over the LAN. This is in contrast to the case with
the Switch, where they were on similar terms. Once again, this boils down to the fundamental
design principles of conventional data transfer protocols like DB-API where the data is transferred
as several batches of records (often involving application-level handshake to retrieve each new

1Considered equivalent to a 1GB database.
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Figure 5.4: Transfer time for lineitem table, TPC-H scale factor 1.

batch). While such “control messages” can be passed quickly in a low latency environment, as
the network latency increases, such as in a LAN, the time spent waiting for these messages to be
exchanged starts increasing, resulting in an overall increase to data transmission times. As AIDA
has no such handshake implementation at the application layer, it pushes the data continuously to
the network, allowing the network layer to be utilized to the maximum.

We observe a similar behaviour for testing across the Internet (Figure 5.4c), where AIDA is 2.5
times faster with compression, and is 17 times faster than DB-API and 7.5 times faster than DB-
API(Opt). As discussed in Section 3.4.7, although some interesting research has been performed
in optimizing the data transfer throughput of conventional database protocols in the context of data
science applications [RM17], they are still not optimal for statistical systems due to their reliance
on conventional row-based data transfer protocols standards. They have also not made it to any
mainstream RDBMS releases yet.

We also observe that the LAN and Switch environments are quite stable in terms of network
response times, as observed by coefficients of variation that are under 4% for all of the systems
involved. On the other hand, for the Internet test case, while DB-API does not show any significant
changes to cv , for AIDA we observe a cv of up to 38% when using compression. This is because,
as AIDA’s data transfer sessions are generally shorter, in some instances it is able to perform them
quickly without any intermittent network congestion, while at other times it would be impacted due
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to the congestion. This results in more variance in AIDA’s observed data transfer times. Compared
to AIDA, DB-API has relatively longer data transfer sessions, making them consistently vulnerable
to intermittent network congestion, though that shows up (perceived) as more stable transfer times
in the form of smaller coefficients of variation values.

5.4.2 Transfer Costs and Data Characteristics

Compression performance metrics are quite complex and can also depend on the data type and
distribution of the data values. Therefore, in this section, we look at the transfer time for individual
columns with different data types and distributions. We use a representative set of columns across
a variety of data types from the LINEITEM table (listed in Table 5.1) and measure the performance
of transferring them individually.

Table 5.1: Columns and data types used in data transfer testing.

Column comment returnflag orderkey shipdate discount
DB Type vchar(44) char(1) int date dec(15,2)

The resulting query that is executed in the database is of the form.

SELECT <col> FROM lineitem

The response time includes the query execution times, as was in the preceding test scenario
when we queried the entire table. Once again, the associated overhead from query execution itself
is identical for all the systems involved and is not significant.

Figure 5.5 shows the performance of these systems for the switch. We can see that for VHAR(44)
column, AIDA is 10 times faster with compression enabled, is 13 times faster than DB-API, and
5.8 times faster than DB-API(Opt). Interestingly, AIDA without compression is slightly slower
than DB-API(Opt). This is because as AIDA’s internal data structures are Python based, data types
such as VCHAR are stored using Python string objects, which are quite complex, and by default,
serializing them also includes a lot of the object metadata as part of each string. As standard data
transfer protocols such as DB-API are more purpose-driven, they just transmit the underlying string
data (such as a character array), without the overheads imposed by object-oriented languages such
as Python. However, as AIDA uses compression, libraries such as LZ4, which performs dictionary

encoding, can automatically and efficiently remove the heavy footprint of object metadata as these
are repetitive in nature.

When we look at the columns CHAR(1), and INT, both of which have relatively small data
values, we find something interesting. Although AIDA performs the data transfers under a second
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Figure 5.5: Transfer time for different columns across a Switch.

for both; without compression, it is efficient only for INT whereas, for CHAR(1), it takes 45 times
more without using compression. This is because, as in the case of VARCHAR(44) column that we
just discussed, as AIDA’s internal data structures are in Python, CHAR(1) is processed as Python
string object, which has object metadata overhead. However, since it has only 3 distinct values
(being the RETURNFLAG column), this makes it highly compressible, thus reducing the actual data
transfer overhead when using compression.

Basic data types such as INT are transferred very efficiently by AIDA, even without compres-
sion. This is because there is no object overhead for such data types in Python, and as such, even
when uncompressed, they have comparable sizes in the network with database protocol implemen-
tations. DB-API implementations on the other hand, because of their row-based approach of data
transfer (even though there is only one column), still transmit data in chunks and rebuild them at
the client side into a vector format. Further, the general trends for DATE column, which is a com-
plex object with very few distinct values follows the behavioural characteristic of CHAR(1) column.
Similarly, DEC(15,2), being a numeric column, also follows the observations for INT column.

The performance observations for LAN (Figure 5.6) follow the same relative trend as the ones
for Switch. The only exception is that for VCHAR(44) column, AIDA is faster than DB-API(Opt)
even without compression. This is because, being higher latency environments than Switch, the
approach of transferring data as multiple chunks becomes less efficient in LAN and Internet, as
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Figure 5.6: Transfer time for different columns across a LAN.

the “handshake” control messages now encounter more turnaround time, resulting in suboptimal
utilization of the network. As the relative performance of data transfers across the Internet are very
similar to that of the LAN test case, we have not included it for the sake of brevity.

In summary, we can see that the most common approach of extracting data from the database
using conventional approaches such as DB-API fares poorly for data science applications. Even
when some optimizations are applied to it by manually tuning the data transmission buffers, AIDA
is still faster than such conventional data transfer approaches as it maintains data in a vector format
that is suitable for statistical client systems. Also, by utilizing compression techniques internally,
AIDA is able to further optimize the overall transfer time by reducing the network footprint of the
data that is transmitted. We hope that the performance benefits demonstrated by AIDA opens the
case for new, dedicated, vector-based data transfer protocols for statistical systems.

5.5 End-to-End Learning Problem – Linear Regression

Finally, to understand the performance and usability of AIDA on a real learning problem, we have
developed solutions for a more complex test case. The data set is based on the city of Mon-
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tréal’s public bicycle sharing system, Bixi2. The learning objective is to predict the duration of a
trip, given the distance between the start and endpoints of the trip. This lends itself well to the
application of a linear regression algorithm. We do not use any built-in libraries such as Scikit-
learn [PVG+11] or Spark MLlib [MBY+16] to avoid any bias from the implementation differences
of these libraries. Instead, the linear regression algorithm is written using relational and linear al-
gebra operations on the computational structures (DataFrames for Spark and pandas, matrices for
DB-UDF, TabularData for AIDA), as would be the case when a user develops their own algorithm
from scratch.

Workflows We have built two workflows depicting how a data scientist could explore the prob-
lem. The implementations of these workflows for each of the systems (DB-UDF, AIDA, pandas,
Spark) are available on github3. For AIDA and pandas they are depicted in Jupyter Notebooks.
For Spark and DB-UDF, we formatted the source code of their implementations using github’s
markdown file format which allows for reading the source code along with the output results. For
the sake of brevity and completeness, we have included a high-level outline of the workflows in
Figure 5.7 and an indication of the progression of analysis by the data scientist through time. In
the workflow diagram, relational operations are depicted in a grey background, whereas statistical
and other HLL usage is shown in a green background. Further, when a particular approach cannot
support a specific functionality, it is marked out as XXX in a yellow background.

A first short workflow shown in Figure 5.7a does not perform any data exploration but assumes
the data scientist knows exactly the data set and features required and the best model for train-
ing. An important aspect is that the client-based solutions (pandas, Spark) can retrieve from the
database at the beginning of the workflow exactly the data that is needed using a join between
the trip and map data which contains road distances between Global Positioning System (GPS)
coordinates. As can be seen in Figure 5.7a, there is a clear “separation of responsibilities” where
all the relational operations are performed first in the database. This offers a best-case scenario for
these systems. Any further operations in the workflow are primarily linear algebra, and this can be
efficiently performed by the client-side statistical framework.

The second example workflow shown in Figure 5.7b depicts a more complex path where a data
scientist explores the data sets. When using client-based statistical systems, this usually involves
first exporting the data set out of the database for exploration. As a result, any further relational
operations on the data sets (such as joins) have to be performed inside the statistical system. They
then build and analyze different models before choosing a promising approach. The data scientist

2https://www.kaggle.com/aubertsigouin/biximtl
3See https://github.com/joedsilva/vldb2018
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Figure 5.7: Bixi workflows.

first decides to build a distance feature from the GPS coordinates available in the bicycle stations
data using a geodesics-based formula [Vin75] as part of feature engineering and uses it to build
a model for the trip data. They then explore the idea of using a map data set that has actual road
distances to enrich the trip data. For pandas and Spark, this involves joining the map data in the
database to the trip data which is already at the client side. For that, the additional, smaller (map)
data set is retrieved from the database and the join performed inside the statistical framework.
With DB-UDF and AIDA, everything is executed at the server side (RDBMS). The data scientist
then compares the error rate of both approaches and decides to settle for the later. It must be
highlighted that with DB-UDF, there is very little exploratory functionality available to the data
scientists compared to the other approaches. As can be seen in Figure 5.7b, because we go back
and forth multiple times between relational and linear algebra/HLL operations while performing
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this analysis, there is no point in the analysis timeline, where we can effectively separate out the
tasks that can be optimally executed by the RDBMS vs that belonging to statistical systems/HLL.
As such, for pragmatic reasons, we are forced to leverage the suboptimal relational functionality
provided by these statistical systems.

Additionally, we look at two performance metrics. First, we want to understand how easy they
are to implement in the different systems. Second, we analyze the execution times.

Complexity Usability is very subjective, and it is difficult to measure the relative complexity of
different programming paradigms in quantitative terms. As such, we employ two different metrics
to assess this aspect. (i) First, as a simple approximation, we measure source code complexity as
the amount of source code for each implementation, using non-white space/no-comments character
count as the metric. We do not use the typical lines of code (LOC) metric as it may not be able
to accurately portray the nature of different programming languages/paradigms4. To be fair, we
chose similar variable and function names for all systems. With the exception of DB-UDF, all
workflows are written using a single programming language (Python or Scala). In contrast, the
DB-UDF implementations contain a mix of Python UDFs and fairly complex SQL statements.
This metric is depicted in the left blue bar in Figure 5.8. (ii) As an additional metric, for pure-
Python implementations (AIDA and pandas), we use the Python tokenize module5 which is a
lexical scanner for Python source code, to count the number of non-comment tokens in those
workflows. As DB-UDF workflows also contain non-Python code (SQL) and Spark workflows
are written in Scala, we cannot use this metric on them. The token counts thus reported by the
tokenize module are shown in the right red bar in Figure 5.8. As the optimized versions of the
pandas workflows have almost identical code complexity as the normal ones, we only show code
complexity for the normal, unoptimized workflows for pandas.

For the short workflow, source code complexity as captured by the character count is similar
for nearly all systems. This is because exploration and the linear regression algorithm itself are
straightforward. Spark’s use of Scala and a slightly more “wordy” API result in a relatively larger
source code complexity. Looking at the token analysis, we can see that both AIDA and pandas
have comparable numbers.

The long workflow has around 2x the source code complexity than the short workflow for all
systems except for DB-UDF where it is 3.5x that of the short workflow if we look at the character
count metric. Most of this can be attributed to the fact that UDFs cannot interact directly with each
other and that the scope of the host language objects built inside the UDF cannot outlive the UDF’s

4In particular, a SQL statement can be written in one line or spread over several lines.
5https://docs.python.org/3/library/tokenize.html
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Figure 5.8: Source code analysis.

execution itself. Due to this, UDFs have reduced the reusability of HLL components created inside
them, requiring the users to often duplicate some aspects of the source code across multiple UDFs.
Recall also that, unlike interactive systems like AIDA, there is no mechanism in a UDF to keep
reporting the changes in error rate as the training progresses. Further, although our workflows do
not deliberately demonstrate this aspect, errors in an interactive system only require the user to ad-
dress and resubmit the erroneous statement (This is especially convenient with a Jupyter Notebook
like environment). Errors in UDFs, on the other hand, are hard to debug [HRK17], and an error in
the last statement in a UDF can waste the computation performed in it up to that step and would
require the user to re-write the UDF, increasing the user effort and programming complexity. Ad-
ditionally, even for the long, exploratory type of workflows, AIDA is able to maintain the number
of language tokens involved on par with popular interactive implementations like pandas.

Performance Figure 5.9 shows the computation time for each system not including any think
or development time (non-logarithmic in seconds). As before, DB-UDF always performs best.
Note that DB-UDF does not compute and report intermediate error rates during training, and thus,
performs slightly less computation. AIDA-RWS has roughly 1.5x the execution time of DB-UDF,
and AIDA has 3-4x the execution time, the bulk due to model training. Reducing RMI overhead
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Figure 5.9: Linear regression on Bixi data set.

by pushing iterations to the server is benefiting AIDA-RWS. For both DB-UDF and AIDA, there
is no large performance difference between short and long workflows because the main extra part
for the long workflow is feature engineering which takes little execution time at the server side.

AIDA and AIDA-RWS always perform better than pandas and even the optimized pandas, and
this by a very large margin for the long workflow. This is mainly due to the data load for pandas
that AIDA avoids but also due to the feature engineering as pandas relational operators are not as
efficient as MonetDB’s. Spark is again the slowest by far. Although a pushdown of joins into the
database has been proposed for Spark, they are still not available in the current release. As such,
Spark has to perform its own relational joins, which, as we saw in Section 5.3.2 have a significant
cost.

In short, we can see that while database UDF based approaches are computationally efficient,
they are not very flexible to work with for exploratory analysis. On the other hand, while client-
based systems are very user-friendly, they are interruptive with data transfer delays and are not on
par with RDBMS optimizers when it comes to relational capabilities. AIDA, on the other hand, is
providing a good alternative by being close to database UDFs in computational efficiency, while
being on par with contemporary client-based systems in usability.
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5.6 Evaluation Summary

AIDA, by imitating the agile programming style of interactive statistical frameworks, maintains
their degree of usability. Data scientists, who have experience with pandas and NumPy should be
able to learn AIDA fairly quickly. At the same time, AIDA can provide significant performance
benefits compared to client-side packages as it performs computations near data and translates
data in a way that is optimized for the vector-based data structures used by statistical libraries.

Compared to the alternative, database-centric, UDF-based solution, AIDA is generally slower;
this holds mainly for smaller data sets where AIDA’s framework and meta-data overhead has more
impact. But in such cases, overall execution times are very small and the differences are not likely
to be noticeable for the user. In contrast, we believe that UDF-based solutions are considerably
more difficult to implement for data scientists, as the required SQL statements and the development
steps can be complex, as shown in our example workflows. Furthermore, exploratory steps are
badly supported in such implementations, hindering the usability aspect of such solutions.

107



6
Optimizing Queries over HLL Objects with

Virtual Tables

Even though UDFs and stored procedures are not ideal for exploratory work due to their lack of
agility, being computationally efficient compared to the alternative of extracting data into database-
external systems makes them interesting for non-exploratory works. Further, our in-database
framework AIDA that addresses the usability aspect of UDFs and stored procedures, internally
makes use of UDFs to expose HLL data to the SQL execution engine.

As AIDA allows users to switch back and forth between linear algebra and relational opera-
tions, it internally has to pass data between HLL modules and the RDBMS. While optimized data
transfers like zero-copy make passing data from the RDBMS to HLL easy and efficient, AIDA has
to rely on building table UDFs to pass data in the other direction. However, contemporary im-
plementations of UDF constructs follow generally a black-box setup, providing very little details
about the data to be passed to the RDBMS optimizer, restricting its ability to produce an optimal
query execution plan.

To address this, in this chapter, we propose and implement the concept of virtual tables that
can be used to expose data set objects maintained by the embedded HLL interpreter to the query
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engine for executing relational operations. The virtual table concept can be used by AIDA, as well
as standalone UDFs, stored procedures, and other in-database analytics frameworks.

6.1 Introduction

Since UDFs facilitate efficient near-data computation, they are a popular choice with RDBMS
implementers to provide some HLL based library support for algorithms and primitives required
for in-database execution of data science and machine learning applications [KBY17, KLG+19,
BS17, BS16, HRS+12]. For instance, [BS17] provides a predefined UDF that can be used by SQL
queries and workflows to analyze the semantic similarity between the items purchased by different
customers. Additionally, as we have demonstrated with our implementation of AIDA, it is possible
to build in-database frameworks with exploratory support that address the usability aspect of UDFs
by internally and automatically managing their creation and maintenance on an as-needed basis.

Table UDFs, such as the ones that AIDA internally uses to expose HLL data sets generated by
its statistical library to the RDBMS in order to execute SQL queries over them, are very handy to
build complex workflows.

Example 6.1. Listing 6.1 shows a simple Python table UDF that reads a CSV file containing
user reviews for businesses (consisting of attributes uid, bid, and review) and exposes it to the
RDBMS SQL engine.

Listing 6.1: A table UDF example.
1 CREATE FUNCTION ubreviews(filename STRING)
2 RETURNS TABLE (uid INTEGER, bid INTEGER, review STRING)
3 LANGUAGE PYTHON
4 {
5 import pandas as pd
6 df = pd.read_csv(filename, header=0)
7 return df
8 };

As table UDFs produce a table-like structure in their output (in this example it is a pandas
DataFrame), they can be easily integrated into SQL statements. For instance, in the SQL below,
we are performing an aggregation to compute the number of reviews received by each business.

SELECT bid, COUNT(∗)
FROM ubreviews('/data/reviews.csv')
GROUP BY bid;
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Figure 6.1: An example UDF concept.

However, the rise of such UDF-based approaches has also raised some new performance ques-
tions to be addressed. As was pointed out in Section 2.1.3, one of the keystones behind the success
of RDBMS implementations is an optimizer that is capable of generating and analyzing the costs
of different possible execution plans for a user request to choose an optimal approach for query
execution. The introduction of UDFs into the system has disrupted this plan optimization process.

Figure 6.1 depicts the high-level concept of an HLL UDF/stored procedure and associated
components, which we will explore in detail as we progress. While the code within the UDF can
be optimized by the corresponding embedded HLL interpreter, the UDF itself is a black-box to
the RDBMS optimizer, having very little insight into the behavioural characteristics of the UDF
[RM16]. However, modern RDBMS optimizers rely on some kind of heuristics about the data
(see Figure 6.1, metadata) to estimate the costs associated with execution plans [MCS88, JK84].
For example, most optimizers consider the cardinality of the tables involved in the SQL query
to generate an optimal plan. For complex SQL queries, e.g., those involving several joins, such
meta-information can be vital for the optimizer. The cardinality of the tables can be used by the
optimizer to choose a sequence of processing steps that reduces the amount of data processed
early in the query execution in order to minimize the overall execution time of the query and any
associated resource requirements.

Non-availability of such meta-information can be an issue when using table UDFs. When a
table UDFs is used in a SQL query, the optimizer has no insight into the characteristics of the
data generated by the table UDF, and thus, might generate a suboptimal plan resulting in poor
performance. We will be revisiting performance aspect of table UDFs in detail in Section 6.2.
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Another issue is programmability. UDFs and stored procedures can usually execute SQL
queries internally (see Figure 6.1, loopback queries), at any point in their execution to fetch addi-
tional data sets. However, data transfer in the other direction (i.e., back to the RDBMS) is more
cumbersome. If an HLL computation produces data that should become the input of a SQL query,
the only way so far to do so is to write a table UDF where that data is the return value of the
UDF. Data transfer to a SQL query in the middle of an HLL computation is not possible (see data

access paths in Figure 6.1). As we will see later in our examples, many complex workflows can
benefit from programming flexibility if the HLL code is allowed to pass data sets back-and-forth
with the RDBMS as required. We will also see that in the absence of this capability, users are often
forced to program workarounds, causing the business logic to be broken across multiple source
code artifacts, an inconvenience for source code maintenance, and often not very efficient.

Finally, as discussed in Section 2.4.5, UDF implementations such as [RM16, ML13] use a
concept called zero-copy to optimize data transfer from the RDBMS to the HLL code, allowing the
HLL in certain conditions to directly access the result of SQL queries in the RDBMS buffer without
having to make a copy into HLL space. This is also beneficial for an in-database framework,
such as AIDA that resides in the embedded HLL interpreter of the RDBMS, for it to access data
from database tables as well as the result sets from SQL query execution, with minimal overhead.
However, as we will see in Section 6.2, when the data returned by the table UDFs become the input
of a SQL query, data conversions are so far handled in a much less elegant way.

In light of these drawbacks of contemporary UDF implementations, we propose a seamless and
elegant approach to register table-like HLL objects (such as AIDA’s TabularData object or a pandas
DataFrame) to the RDBMS in the form of virtual tables to facilitate running SQL queries involving
them. Therefore, the virtual table concept can be used by UDFs and stored procedures as well as
RDBMS-embedded statistical frameworks such as AIDA. A virtual table exposes any necessary
metadata, such as cardinality heuristics, to the optimizer, enabling the optimizer to generate better
execution plans. It also allows UDFs and stored procedures to produce input for SQL queries
during their runtime and not only as a return value.

Virtual tables also facilitate zero-copy data access from the embedded HLL code to the RDBMS
whenever possible. When data conversions are required between the HLL and database data types,
virtual tables perform this lazily, whenever the column is actually accessed by a query. This is
more efficient than table UDF implementations, where an HLL attribute is converted to database
format and materialized at the end of the UDF execution, even if it is not used further. Such capa-
bilities can be crucial for the performance of workflows (such as the exploratory workflows of data
scientists using AIDA) that move data back-and-forth between the HLL code and the RDBMS.
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Furthermore, given that with this approach a data set can be easily accessed by both the embed-
ded HLL interpreter as well as the RDBMS query engine, the user has the flexibility to choose the
system most suitable for a specific computation. For instance, certain transformations associated
with data science applications (such as label encoding) can be performed by using an HLL library
but also through SQL queries. Depending on the scenario, one implementation might be faster
than the other. The virtual table concept allows the user to choose the option that works best.

As our work on AIDA is already implemented and tested on MonetDB, and the fact that Mon-
etDB already has support for zero-copy optimizations from RDBMS to embedded HLL code, we
extend MonetDB for our implementation.

In summary, in this chapter, we will:

(i) Highlight some performance impacts and programming restrictions of current UDF-based
approaches in integrating HLL code as part of RDBMS query processing.

(ii) Propose a virtual table based solution to use HLL data sets in SQL queries.

(iii) Develop a virtual table implementation for the MonetDB columnar-RDBMS that can per-
form lazy conversion of data sets and provide additional metadata such as heuristics to the
optimizer for plan generation.

(iv) Extend AIDA’s MonetDB database adapter to leverage virtual tables.

(v) Demonstrate the benefits of retrofitting conventional stored procedures and UDFs to use
virtual tables to reduce programming complexity.

(vi) Demonstrate with an example, how virtual tables facilitate an efficient SQL implementation
of data science functionality (label encoding), something that is conventionally supported by
HLL statistical libraries.

(vii) Provide a detailed evaluation of the benefits of using virtual tables and comparisons with
alternative approaches.

6.2 Database UDF Internals

As we had briefly introduced in Section 2.4.4, UDFs provide an elegant mechanism to integrate
some HLL processing capabilities into an RDBMS with minimal extensions to the SQL syntax,
allowing them to be easily integrated into typical SQL-based data processing workflows. This has
made them quite popular with RDBMS implementers for extending traditional RDBMS function-
ality with minimal engineering work. Below we will continue to discuss some additional UDF
concepts that are relevant to our work with virtual tables.
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6.2.1 Integrating a Host Language to an RDBMS

The high-level details of providing HLL based UDF support in an RDBMS implementation can be
broken down as follows:

Language Interpreter: Originally, host language based UDFs were written in compiled lan-
guages such as PASCAL, C, etc. [LKD+88], which required the RDBMS to compile the user code
and load them as a library into the RDBMS address space. However, as this posed a consider-
able risk for crashing an RDBMS due to bugs in UDFs [Raa15, GMSvE98], the initial reception
for the UDF ideology was not quite warm. Attempts to have a dedicated, standalone process,
in conjunction to the RDBMS server to handle UDF processing to address the security issue was
found to be inefficient due to the data communication overhead between the two separate processes
[GMSvE98].

More recently, support for interpreted languages popular with data scientists such as Python,
R, etc., coupled with a widespread application demand for such functionality is changing this
trend [Mil16, WDG+16, ML13, RM16, The17]. These interpreted languages alleviate the safety
concern associated with crashing the RDBMS server due to a faulty UDF. They also provide
language interpreters as libraries than can be embedded inside a host application [Pyt18, R C99].
The RDBMS execution engine can thus invoke the HLL interpreter libraries to execute the UDF
source code. This approach results in a shared address space between the RDBMS and the HLL
interpreter. As we will discuss next, this provides some interesting optimization opportunities in
passing data sets between the two systems, a technique that will also play a crucial role in our
virtual table implementation.

Data Exchange: In general, the data types supported by the RDBMS and the host language
need not be identical. Some of these could be fundamental differences such as the number of
bits used to support a basic data type (e.g. integer). On the other extreme, there may not be a
straight-forward corresponding mapping for a particular data type, such as the interval data types
in SQL, requiring it to be represented with more generic data types such as strings. Therefore, any
interaction between the two systems should also take into account the need for data conversions.

It is important to highlight that these data conversion needs are not unique to UDF implementa-
tions. As discussed in Section 2.2, applications written in HLLs are a common mode of accessing
and interacting with data stored in an RDBMS. Such interactions, therefore, often necessitate sim-
ilar data conversions. Most of these data conversions are defined as part of the ODBC, JDBC, etc.,
standards and are implemented in the corresponding driver libraries used by these applications to
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interact with the database. In these conventional database application architectures, the application
layer is either at the source or target end of the database processing steps, depending on whether
they are sending data to the RDBMS or retrieving data (result set) after a query execution, respec-
tively. As such, the conversion techniques and conversion costs are in general independent of the
query execution plan of the RDBMS.

UDFs, on the other hand, can place HLL code right in between a set of RDBMS execution steps
associated with an SQL query. Therefore, any data conversion that happen during the execution
of a UDF will add up to the overall execution time of the SQL query that is using that UDF.
These data conversions between the embedded HLL constructs such as UDFs and the RDBMS are
usually handled by a database API layer (see Figure 6.1) that interfaces between the embedded
HLL interpreter and the database memory buffers.

As discussed in Section 2.4.5, MonetDB applies a concept called zero-copy in which refer-
ences to query result sets are handed over to embedded HLL modules, without making a copy or
performing any conversion if the data types being transferred are compatible [LM14]. The same
holds when the result of a table-UDF is used as input for an SQL query; the reference is handed
over to the query engine, avoiding copy and conversion when possible. This is possible because
many basic data types of the database are compatible with the HLL data types. However, whenever
conversions are necessary because of incompatibility, they are done in an eager fashion, immedi-
ately upon the execution of a table-UDF. This can incur some unnecessary cost if some of these
attributes are not used further in the processing of the SQL query in which the UDF is used. Fur-
ther, as the HLL data objects inside the UDF do not exist beyond the execution of the particular
SQL statement using it, optimizations like zero-copy cannot be employed across multiple SQL
statements in a session, even though they are part of the same data processing workflow.

Additionally, as frameworks like AIDA often internally generate complex SQLs that consist of
several table UDFs, scenarios like self-join where a data set is joined with itself [ME92], or SQL
statements where a table UDF is referenced more than once, are a common occurrence. Although
the data set produced by a given table UDF in AIDA is static, this is not a piece of information
that the optimizer is privy to, given the UDF architecture. Hence, under such circumstances, the
database might perform multiple data set conversions on the data set returned by the table UDF
instead of leveraging a single instance.

Integration to SQL: Although newer versions of the SQL standard have caught up by providing
SQL language extension guidelines on the integration of “external functions” such as HLL based
UDFs and stored procedures [Eis96], as many of the contemporary implementations pre-date the
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standard, minor variations exist between RDBMS vendors with respect to their approaches. How-
ever, most of these variations are pertaining to the Data Definition Language (DDL) aspect of SQL,
as in the syntactic nuances involved in creating UDFs in the database. Given the limited scope of
possibilities in which a UDF can interact in a SQL query statement, the Data Manipulation Lan-
guage (DML) aspect of using UDFs in SQL queries have barely any variations between RDBMS
implementations, most of them being merely cosmetic.

Example 6.1 already introduced the definition of a simple table UDF and its usage in a SQL
query. We will be encountering several more instances of the definition and usage of table UDFs
in the remainder of this chapter.

6.2.2 Table-UDFs

As we have seen in Section 2.4.4, a table UDF is a UDF that returns a table-like host language
data structure. I.e., this data structure has columns and possibly multiple records. As columnar
databases like MonetDB store and process their data sets using array-like structures to represent a
column’s data, host language data structures that have a dictionary-like interface where the column
names are keys and their data is represented in some array/list format, make ideal candidates to
be used as return types of table UDFs. Concrete examples of such data structures include the
dictionary-columnar internal representation of TabularData objects in AIDA that we discussed in
Section 3.3, as well as pandas’ DataFrame objects.

Example 6.2. Listing 6.2 shows a table UDF, ureviews, which is a slightly augmented version
of the table UDF in Example 6.1.

Listing 6.2: A table UDF to process user reviews
1 CREATE FUNCTION ureviews(filename STRING)
2 RETURNS TABLE (uid INTEGER, bid INTEGER, review STRING, lang STRING)
3 LANGUAGE PYTHON
4 {
5 from langdetect import detect
6 import pandas as pd
7 df = pd.read_csv(filename, header=0)
8 df['lang'] = df['review'].apply(detect)
9 return df

10 };

Similar to the original example, this table UDF reads a CSV file that contains user reviews for
businesses. The CSV filename is passed to the UDF as an argument and it uses the pandas library
to read the data from the CSV file (line 7). However, this modified version of table UDF then
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proceeds to “enrich” the review data that it has read from the CSV file. It uses the review text to
determine the language in which the review is written. For this purpose, it uses a Python-based
language detection library, langdetect, to detect the language of the review text (line 8), storing
it as a new attribute of the pandas DataFrame. The UDF then returns this pandas DataFrame,
which now contains the original data from the CSV file, as well as the generated attribute,
language (lang) of the review text, to the database.

The following SQL shows a usage of this table UDF.

Listing 6.3: Invoking a table UDF using SQL
SELECT ∗ FROM ureviews('/data/reviews.csv')
WHERE lang = 'en';

The output produced is shown below.

| uid | bid | review | lang |
+========+======+==============================+======+
| 893412 | 8712 | This is such a great place! | en |
| 612351 | 1562 | The service is fast. | en |

Notice how a table UDF can be used in a manner similar to a regular database table with the
exception of integrating a standard programming language function call. The column names of
the data generated by the table UDF can be referred to in the SQL similar to regular table column
names (in the above example a WHERE clause is applied to select reviews written in English). Re-
ferring back to Figure 6.1, the steps for this SQL execution consist of first executing the UDF using
the embedded HLL interpreter, then converting the result data set of the UDF into the database data
format and storing it in the database memory buffers, and finally performing the actual SQL query
on this data set, that is, the conventional relational selection operation. As demonstrated by the
above example, a table UDF can be used in complex SQLs akin to regular database tables. They
can even be joined with other table UDFs or regular database tables. However, unlike regular
database tables, the optimizer may not be able to generate an optimal query execution plan for
such SQL statements, as it has no prior information on the characteristics of the data set produced
by the UDF during the plan generation.

6.2.3 Executing SQL from an HLL - Loopback Queries

UDFs/stored procedures can typically execute SQL statements on the database through a database
API (see Figure 6.1). Termed loopback queries [Raa15], this allows for the development of com-
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plex HLL code that can read multiple data sets from the database.

Example 6.3. Python UDFs in MonetDB can execute SQL queries from within as shown below.

res = _conn.execute('SELECT ∗ FROM users;')

Here res is a Python object returned by the database API after executing the SQL query passed
to it as the argument.

As previously mentioned, MonetDB has optimized the movement of such data into the HLL
using the zero-copy concept. However, the scope of loopback queries is limited to regular SQL
statements, being able to run queries only over regular database objects such as tables, views, etc.
For example, if we go back to the code in Listing 6.2, one cannot run a loopback SQL query over
the df object in the Python UDF, even though it has a table-like data structure. The only way to
execute a SQL over it is to return it to the RDBMS engine at the end of the UDF execution so that
we can write a regular SQL statement over the UDF itself, as demonstrated in the original example
using Listing 6.2. Of course, this will result in terminating the HLL code flow of the UDF at the
return statement, not allowing the programmer to include any additional HLL processing logic
in the UDF. As we will see in the next section, this limits the programmability of such solutions,
resulting in unnecessarily convoluted code fragments.

6.2.4 Complex UDF-based Workflows

Implementing complex workflows with UDFs/stored procedures still faces several programming
challenges.

Example 6.4. Let us say if we want to do some data cleaning and discard reviews by user ids
that are not present in our database users table. We could do that as follows.

SELECT ∗ FROM ureviews('/data/reviews.csv')
WHERE uid IN (SELECT uid FROM users);

The RDBMS first executes the ureviews UDF, followed by the selection operation which uses
the subquery to retrieve valid user ids from users table to discard any irrelevant user review records
returned by the UDF. But this means that we will perform language detection on many review texts
though they are potentially discarded later, as they do not belong to a known user. Ideally, we would
like to discard the reviews from unrecognized user ids before performing language detection, as
the later is an expensive operation. However, this requires to perform the selection SQL on df,
which is a pandas (Python) object. In order to do so with current UDF frameworks, one needs two
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UDFs and a SQL with additional processing logic to glue them together as demonstrated by our
next example.

Example 6.5. The first table UDF, loadrvs, loads the data from the CSV file into a pandas
DataFrame, which is then passed on to the RDBMS. The RDBMS then filters this data set to
select only the reviews by valid user ids, passing them on as the input to the next table UDF,
detectlang, that performs the language detection and adds the additional language column.

Listing 6.4: Processing only valid user reviews
CREATE FUNCTION loadrvs(filename STRING)
RETURNS TABLE ...
{

...
df = pd.read_csv(filename, header=0)
return df

};

CREATE FUNCTION detectlang(..., review STRING)
RETURNS TABLE ...
{

from langdetect import detect
return {..., 'lang':[detect(r) for r in review]}

};

SELECT ∗ FROM detectlang
(SELECT ∗ FROM loadrvs('/data/reviews.csv')
WHERE uid IN (SELECT uid FROM users));

As we can see from the above example, this results in code fragmentation, and now requires
three source code artifacts, which is quite cumbersome.

6.2.5 UDFs and RDBMS Optimizer Query Execution Plans

Cost models of query optimizers take various statistical characteristics of the input data into ac-
count to find the best execution plan for a given query, such as the cardinality of the data sets
[MCS88, JK84]. This is, for instance, the main characteristic taken into account by MonetDB.
High-end commercial RDBMSes, on the other hand, can often leverage additional characteristics,
such as histograms of distributions of individual columns, outliers(skew), etc., [GMP02, Ioa96,
Lyn88]. Such statistical metadata is especially important for the optimizer if the query is complex
and there are many possible execution plans to consider.
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Use of UDFs, especially table UDFs, disrupts such cost-based optimizations. Taking List-
ing 6.4 as an example, the optimizer has no insight into the cardinality or other characteristics of
the data set returned by the table UDF loadrvs which can result in a suboptimal execution plan
being chosen. The more complex an RDBMS optimizer’s cost profile model is, the bigger the
difference could be between the chosen and optimal execution plans.

To understand this issue better, let us consider a simple scenario where there is an index on
the uid column of the users table. Indexes are very useful if we are only interested in a small
subset of records in the table [SKS11]. This is because, indexes provide an “alternate path” to find
the records of interest in a table, without having to search through the entire table in the disk, as
that could be very expensive for large tables. Since our objective is to ascertain that a user who
has written a review also exists in our users table, this can be accomplished through a SQL join

between the uid in the reviews data set with the uid of the users table.
Internally, the RDBMS optimizer has a variety of options to execute the join operation. As

there is an index on the uid column of the users table, an index-join is a possible alternative to
the conventional block-nested loop join [ME92, Zho18]. However, deciding between these two
alternatives requires the optimizer to know the cardinality of the reviews data set, among other
things. This is because it has been shown that an index-join is cheaper than a block-nested loop join
only if the number of lookups is small. Thus, if we have only a few reviews and thus few users to
find, an index-join is the best solution. On the other hand, if there are many reviews, then probably
the block-nested loop join will be the better option.

Therefore, we can see how such data heuristics are crucial for the optimizer to generate an effi-
cient execution plan, and how the black-box nature of the UDFs interferes with it. As a workaround
for this issue, one can conceive of breaking down a SQL statement involving table UDFs into mul-
tiple statements. We could execute a table UDF, dump its data into a temporary table, and use this
temporary table in place of the table UDF in the original SQL query. As mentioned before, since
table UDFs produce table-like data sets in its output, swapping them in SQL statements with a real
database table can be easily accomplished in code.

Example 6.6. In Listing 6.5, we employ this modified approach of using temporary tables.
Compared to the original approach in Example 6.5, where we did all the data processing

in a single SQL statement, in this example, we are doing the data processing in two steps.
The first SQL statement involves executing the loadrvs table UDF and storing its output as
newureviews temporary table. The second SQL statement is tasked with selecting the relevant
user reviews from newureviews and executing the language detection UDF, detectlang, over
them.
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Listing 6.5: Processing only valid user reviews using temporary tables.
CREATE TEMPORARY TABLE newureviews
AS SELECT ∗ FROM loadrvrs('/data/reviews.csv');

SELECT ∗ FROM detectlang
(SELECT ∗ FROM newureviews
WHERE uid IN (SELECT uid FROM users));

Although with such an approach the database optimizer can now derive the data characteristics
from the temporary table to generate an optimal plan, the benefits of zero-copy optimization are
lost. Within a SQL statement, zero-copy optimization will allow a UDF to handover data sets to the
next processing step directly when the HLL data types match with that of the database. However,
once we break this into multiple SQL statements, even if the output of the UDF is materialized
into a database table, zero-copy cannot be used anymore. This is because the HLL objects created
by the UDF do not exist anymore after the execution of the SQL statement that invoked them.
Keeping this data around for the next SQL statements as a database table requires a copy to be
made into the RDBMS buffers at the end of the execution of the first SQL statement.

Yet another alternative to the above approach is to iterate over the HLL object from a UDF or
stored procedure and insert them record by record using loopback queries into a database table,
on which the SQL query can then be executed. While this allows us to write the complete data
processing logic in a single UDF/stored procedure, such iterative approaches are not efficient. This
is because they are not capable of moving data in bulk, nor do they support optimizations such as
zero-copy which functions only when the entire underlying data structure is accessible by the other
system.

Example 6.7. Listing 6.6 shows this approach being applied to our original problem of selecting
valid user reviews and applying language detection over them.

Here, once we load the pandas DataFrame from the CSV file, we iterate over each row in
it and insert them into the temporary table, newureviewsa (line 8). Now that the reviews are
loaded into a database table, we can execute a loopback query to select only the valid reviews
(line 12), and apply the language detection on just those selected reviews (line 15). This allows
the optimizer to make an efficient query plan for the selection of valid user reviews. This is
because newureviews is a database table, and for SQL queries executed through loopback API,
the execution plan for that SQL query is generated only when the loopback API is invoked and
not at the beginning of the UDF’s execution. However, such an iterative approach of moving
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data into the database now introduces a new performance overhead, as it cannot perform bulk
data transfers or leverage optimizations such as zero-copy.

Listing 6.6: Processing only valid user reviews using a single UDF
1 CREATE FUNCTION ureviewslang(filename STRING)
2 RETURNS ...
3 {
4 from langdetect import detect
5 import pandas as pd
6

7 df = pd.read_csv(filename, header=0)
8 for index, row in df.iterrows():
9 _conn.execute("INSERT INTO newureviews

10 VALUES({uid}, {bid}, '{review}');".format(∗∗row))
11

12 df = pd.DataFrame(_conn.execute(
13 "SELECT ∗ FROM newureviews
14 WHERE uid IN (SELECT uid FROM users);"))
15 df['lang'] = df['review'].apply(detect)
16

17 ...
18 };

aFor simplicity, we have not shown the table creation steps here.

In the performance evaluations that we will discuss in Section 6.4.3, we will be comparing the
cost overhead of these alternative approaches that we discussed above.

6.3 The Virtual Table Approach

When developing our solution aiming in addressing the drawbacks of UDFs, we had the following
design objectives.

(i) Minimizing the amount of change that needs to be made to the RDBMS engine is a key
aspect when adapting legacy RDBMSes to novel ideas. Therefore, our approach is to present
the host language data as a table-like “view” to the RDBMS components and take care of
any data conversion necessary. Thus, the RDBMS does not need to be concerned with the
data representation format. We refer to this as a virtual table.

(ii) No new syntax will be added to the SQL language to make use of virtual tables. Virtual tables
will be accessible in SQL statements in a manner similar to regular database tables.
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(iii) Users should be able to use an HLL API (Python-based) to register HLL language objects
that have a table-like data structure. This can be performed at any point in the HLL code,
unlike UDF implementations where the bulk data transfers could be only performed at the
end of its execution, in the form of its result.

(iv) HLL objects already have a lot of metadata associated with them (e.g., data types, the size of
the data set, etc.). Therefore, we will leverage this information and expose it to the optimizer,
when possible, in order to facilitate an efficient execution plan.

(v) The virtual table implementation needs to facilitate lazy data conversion. That is, if a column
requires data conversion because of incompatible data types, this conversion takes place only
if an SQL query actually accesses the column.

(vi) The data set associated with a virtual table is cached for the scope of the entire UDF/stored
procedure execution (or a client session, if the user chooses this option).

(vii) The purpose of the virtual table implementation is not to replace the UDF/stored procedure
concept as a whole, but to address their specific drawbacks. Therefore, where applicable,
they need to co-exist beneficially. I.e., a UDF or a stored procedure should be able to make
use of a virtual table to write easier and/or efficient code.

Figure 6.2 shows a high-level architecture of the virtual table concept. The database compo-
nents that need to be extended to facilitate virtual tables are highlighted in blue. At the heart of
this implementation is the virtual table library (vt-lib), that is loaded when the database starts up.
vt-lib consists of two components, (i) a Python API that users and frameworks can invoke from
their stored procedures and UDFs, (ii) and an RDBMS module that facilitates the other RDBMS
components to interact with virtual table objects.

Although our implementation is built by extending MonetDB, we believe a similar architec-
ture can be employed for other RDBMS implementations. In particular, for any column-based
RDBMS that provides some support for zero-copy, we expect an easy integration that provides
high efficiency in workflow executions.

6.3.1 Virtual tables API
In Listing 6.6 we have seen a table UDF that is able to “send” data to the RDBMS without compro-
mising the optimizer’s access to data heuristics, and maintains the code in a single artifact. But it
is inefficient due to the iterative nature of data transfer to the RDBMS which also compromises the
zero-copy optimization. We will see how the virtual table based approach addresses these specific
drawbacks, without sacrificing any of the original benefits. Stored procedures or UDFs that wish
to utilize the facility of the virtual tables can make use of the Python API of the library.
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Figure 6.2: Virtual tables implementation.

The virtual table API allows users to register Python objects that provide some concept of a
“key” (for column names) and “values” (an array or list type structure that represents the values
for a given column). Some examples would be the DataFrame object of the pandas library, or the
dictionary-columnar internal data representation of the TabularData objects in AIDA.

Example 6.8. Listing 6.7 shows a modified version of the user review processing table UDF
from Listing 6.6, which makes use of vt-lib.

Here, the UDF first creates a virtual table manager, which is responsible for keeping track
of the Python objects that a UDF is using as virtual tables (line 6). Once the UDF has loaded
the user reviews from the CSV file to a pandas DataFrame, it can now register the pandas
DataFrame as a virtual table (line 9), giving it a name, rdata, which can be referred to in
SQL statements. This replaces the iterative statement that is in Listing 6.6 which is inefficient.
Virtual-tables enable bulk data transfer back to RDBMS from HLL code and as we will see in
the next section, facilitate zero-copy optimizations in doing so. Using this virtual table, rdata,
now we can execute an SQL query to filter out the invalid user ids (line 11) and run the language
detection library only on the filtered data. As virtual tables appear like regular database tables
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to the optimizer, with access to its data heuristics, this will also enable the optimizer to produce
efficient query execution plans.

Listing 6.7: VT-lib usage example
1 CREATE FUNCTION ureviewslang(filename STRING)
2 RETURNS ...
3 {
4 ...
5 from vtlib import VTManager
6 vtm = VTManager()
7

8 df = pd.read_csv(filename, header=0)
9 vtm.regTable(df, 'rdata')

10

11 df = pd.DataFrame(vtm.executeQry(
12 'SELECT uid, bid, review FROM rdata
13 WHERE uid IN (SELECT uid FROM users);'))
14 df['lang'] = df['review'].apply(detect)
15

16 ...
17 }

Programmability: As we can see, virtual tables make it easier to write data processing work-
flows as there is no more the need to write multiple table UDFs and SQL statements to glue all the
bits together (such as the one that we saw in Listing 6.4). Instead, users can easily expose a Python
object to the database via a call to the Python API of the vt-lib. Therefore, while we needed three
different source code artifacts in Listing 6.4, only one is needed with the virtual table approach in
Listing 6.7.

Scope: By default, when a UDF/stored procedure’s execution is completed, the virtual table
manager will automatically remove any virtual tables that were registered. However, the user
can pass optional arguments to the API to indicate that the virtual table is maintained beyond the
execution scope of the UDF or stored procedure that created it. Under such circumstances, the
onus of when to remove a virtual table is on the user and must be done explicitly. As virtual tables
are basically a table-like “view” for the RDBMS into a host language object, they are practically
memory resident and do not survive any restarts by default. Users can pass additional options to the
API to indicate that a particular virtual table must be persisted, in which case the data is copied into
database buffers and the virtual table becomes a regular table. This transformation into a regular
table is useful if the users want to store some of the transformed data sets of their workflow for
future use.
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6.3.2 Interfacing RDBMS with Virtual tables

When the HLL code registers a Python object, the vt-lib module updates the metadata maintained
by the RDBMS to indicate that there is a new table. In Listing 6.7, for instance, Python object
df will be registered as table rdata . For this purpose, we have augmented the RDBMS metadata
fields to capture some additional information. One of these is an indicator to denote whether this
metadata entry actually refers to a Python object or a regular database table. Heuristics contained
in the Python object, in our case cardinality, are also recorded in the system metadata. The vt-lib
module also updates the column metadata with the attribute information associated with the Python
object, indicating the names and data types of the columns contained in it. Once a virtual table
is registered, if required, the user can collect additional heuristics explicitly by using the database
specific commands (e.g. ANALYZE in MonetDB) similar to regular database tables. Of course,
running ANALYZE and alike can be a costly operation itself, and the overhead might only be worth
if a virtual table is used in many queries. When a query that uses this virtual table (e.g. line 11 in
Listing 6.7) is submitted to the RDBMS, the latter now has access to this metadata and heuristics
to produce an optimal execution plan. This works because, as mentioned before, the plans of such
a loopback query are generated at the time the query is called and not at the beginning of the
enclosing UDF/stored procedure’s execution.

Sharing Data: How the actual data itself is represented is based on the data type of the column.
As [Raa15] points out, for many basic data types such as integers, MonetDB uses a C-style array
to store data. This is fundamentally identical to the underlying storage structure used by Python
objects such as those in NumPy, pandas, AIDA, etc., for such data types. In fact, [Raa15] leverages
this to their advantage while reading data from the database into a UDF, performing the zero-copy
optimization that we discussed before. Therefore, we rely on the same principles and instead
of making a copy of this data, it is retained as-is. Although not essential, this is simplified by
the fact that MonetDB uses memory-mapped I/O1, a concept that allows programs to access data
from files as though they were memory resident. Essentially, when the database buffer manager
(see Figure 6.2) sees a request for a particular column, it maps that column’s file into a memory
location. The rest of the RDBMS modules basically work with the column’s data as though it is
a memory resident array. In the case of virtual tables, as the buffer manager sees that the data is
already in the memory (as HLL objects are memory resident), it will just pass that location to the
RDBMS for further processing.

1https://en.wikipedia.org/wiki/Memory-mapped_I/O
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Lazy Conversions: However, there are other data types that require conversion into correspond-
ing database types. For example, string in MonetDB is stored differently compared to Python.
This requires conversion from the Python data type to the corresponding RDBMS data type. Vt-lib
delays this conversion process until the column’s data is really needed for the first time. If a column
is never used in any further SQL statement, the overhead of conversion never occurs. This is par-
ticularly useful for exploratory frameworks like AIDA that do not know in advance which columns
from a data set will be requested in a SQL statement in the future. Therefore, the virtual table
concept allows such frameworks to expose the entire data set to the RDBMS without worrying
that it might have columns that are never used afterward. These columns will not pose a conver-
sion overhead with virtual tables. In contrast, in the case of table UDFs, MonetDB immediately
converts all the columns of the return value that need conversion. While lazy conversion could in
principle also be possible, it might be challenging to determine the columns that are actually used
when the execution logic is complex.

Lazy conversion is implemented in vt-lib as follows. When a column that needs conversion is
registered, vt-lib attaches a “conversion” function to the column’s metadata. vt-lib has a repository
of conversion functions to convert from most of the commonly used Python basic data types into a
corresponding database type. When the column is actually used in a query and the buffer manager
looks up the column metadata, it will notice the conversion function and activate it. The conversion
function produces a memory-resident data structure compatible with the corresponding database
data type. This process happens only once, namely when the column is first accessed. The buffer
manager will use this converted data structure for any future reference to the column.

Handling modifications: Lazy conversions can pose issues when data is modifiable. Once vt-
lib performs the conversion of a column, there are essentially two copies of data for this column.
One maintained by vt-lib in the database format, and another in the original HLL object, if that is
still used in the HLL code. This is not an issue in the case of AIDA. Its TabularData objects are
immutable, as transformations always create new TabularData objects. Thus the two versions of
the column (one part of the HLL object, the other in database format), will always be identical.

Problems can arise with libraries such as pandas that allow in-place modification of data sets.
If a user makes a change to a column in the HLL object that was already converted, that change
will not reflect on the copy maintained by vt-lib. To prevent such accidents, vt-lib allows users to
request for strict enforcement of data consistency. With this option, any data set that is registered as
a virtual table is marked as read-only. This will ensure that any attempts to modify the data set in
the HLL code will result in an error notification. Others have applied similar techniques [Raa15],
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and users can always create a modified copy of the data set to work with that does not change the
original data set.

A more elegant approach is possible if libraries that allow in-place modifications provide an
event-listener type interface to alert data modifications. The vt-lib module can be easily extended
to create such event-listeners upon the registration of an HLL object as a virtual table, and auto-
matically discard the converted column data if the original host language data for the column has
been changed, restarting the lazy-conversion cycle.

Data Characteristics for the Optimizer: In order to provide the RDBMS optimizer with infor-
mation on the data set’s characteristics, the virtual table implementation provides a profile-function

that the optimizer can invoke for this purpose. This profile-function is capable of accessing the
HLL object’s metadata and passing this information back to the optimizer. As many HLL objects
already maintain metadata such as the size of the data set, the data types, etc., this information can
often be obtained with negligible cost.

Virtual tables and AIDA: We implemented an alternative version of AIDA’s database adapter
for MonetDB, to take advantage of virtual tables. In this version, the database adapter, instead of
creating table UDFs for any materialized TabularData objects over which it needs to execute a SQL
query, simply registers the TabularData object’s internal dictionary-columnar data representation
as a virtual table. In fact, the alternative adapter is much simpler in its structure, as virtual tables are
much less clumsy than the code in the original adapter that automatically generated the table UDFs.
As the changes to the framework are modular and confined to the database adapter implementation,
this does not impact any of the remaining AIDA modules, most importantly, the client APIs of
AIDA. We will see later that by leveraging virtual tables instead of conventional table UDFs,
AIDA is able to provide improved performance for many of the relational operations occurring in
data science workflows.

Virtual tables and other HLLs: While our implementation is in Python, in principle, the con-
cept can be easily extended to any other HLL embedded in the RDBMS. However, zero-copy opti-
mizations may be limited to HLLs with data structures that are similar to the underlying RDBMS,
such as the case with the R language and MonetDB [LM14].

Virtual tables and Row-stores: Even though column-store architectures have become common-
place for large scale analytics, there is still a significant number of row-store based implementa-
tions in existence. The primary concern in applying the virtual table concept to row-stores is that
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row-stores have record formats that are often complex and do not align with the vector-computing
data models of statistical packages. Thus, there is less opportunity for zero-copy optimization.
Nevertheless, a virtual table implementation can still expose structure and heuristics to the op-
timizer for efficient plan generation. Furthermore, lazy conversions can still be possible if the
database can pushdown projections into the virtual table layer.

6.3.3 Opportunities for New Solutions

As discussed in Section 2.3.2, the evolution and popularity of data science libraries and frameworks
external to RDBMS have led to the duplication of several functionalities that have traditionally
been the stronghold of RDBMS. UDF based implementations and frameworks like AIDA address
the issue to some extent by pushing back the responsibility of executing conventional relational
operations into the RDBMS [RM16].

Still, data science computations apply an increasingly larger set of standardized data transfor-
mations for data preparation and data analysis that seem to be more naturally expressed through
HLL concepts. Therefore, statistical packages offer these transformations conveniently through
libraries, such as scikit-learn [PVG+11]. An example transformation is label encoding which is
commonly used to replace a set of string values with a numeric encoding that leverages a dictionary.
Interestingly, some of these transformations, including label encoding, can also be executed by the
RDBMS, although the corresponding SQL statement might be quite verbose and somewhat com-
plex. Nevertheless, it might be very attractive to go via the SQL path if the RDBMS can perform
such transformations faster than the HLL interpreter. This is where the concept of virtual tables
can play an important role. By using virtual tables, HLL data sets become easily accessible to
the RDBMS engine with very low transfer overhead and great potential for optimization. Thus, it
facilitates implementations of data transformations that are executed by the SQL engine instead of
the HLL interpreter.

To facilitate execution through SQL equivalents, an HLL wrapper library can abstract away
the tediousness involved in generating a complex SQL, by automating several aspects of it, as has
been demonstrated [FEB18] previously. Stored procedures, UDFs or frameworks such as AIDA
can then use these libraries in combination with the virtual table concept to expose data sets to
the RDBMS, and execute automatically generated SQLs to produce the required transformations
without increasing programming complexity. We will cover such an example in our evaluations.
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6.3.4 Virtual Tables vs. Table UDFs – Summary of Comparison

To summarize, we can see that the virtual table concept has several advantages over an approach
that is purely based on conventional table UDFs.

(i) Easier to program: Unlike table UDFs that can return data sets to the database only at the
end of its execution, virtual tables can be used at any point in an HLL code to expose HLL
data sets to the RDBMS. This allows users to write compact code when they need to use
both HLL and SQL functionality in tandem.

(ii) More flexibility in where to execute tasks: As we discussed in the previous section, virtual ta-
bles enable the data sets to be easily passed back-and-forth between the HLL and RDBMS
systems, opening up new programming possibilities. In particular, depending on the task
and data at hand, certain computations can either be done by the HLL interpreter or by the
RDBMS query engine.

(iii) Optimization Opportunity: Compared to the black-box approach of table UDFs, virtual ta-
bles expose the data characteristics to the optimizer, offering more potential to come up with
efficient plans for complex queries.

(iv) Smart Data Conversion: As virtual tables follow a lazy conversion approach, attributes are
converted only when they are first accessed, reducing the cost of queries when a SQL state-
ment does not access all the attributes from the virtual table.

(v) Use cases - Virtual tables vs. UDFs: As we mentioned in the objectives, virtual tables are
not a comprehensive replacement for UDFs. Instead, it is what we believe a more elegant
programming model for use within UDFs, stored procedures or server-based frameworks like
AIDA, to provide a better interface with the database system. Virtual tables do not perform
any computation of their own, but a given virtual table is associated with a particular host
language object at a given point and allows for a seamless and more efficient integration
with the RDBMS. A virtual table offers an effective way of exposing the actual data to the
RDBMS for an optimal query processing strategy, providing performance and programming
advantages over a plain table UDF based approach. That is, virtual tables replace table UDFs
when they are awkward or inconvenient to use or when they hinder performance.
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6.4 Evaluation

6.4.1 Test Setup

Our test node’s hardware configuration is Intel® Xeon® CPU E3-1220 v5 @ 3.00GHz and 32 GB
DDR4 RDIMM main memory, running on Ubuntu 16.04. For software, we use MonetDB v11.29.3,
pymonetdb 1.1.0, Python 3.5.2, NumPy 1.13.3 and pandas 0.21.0. Unless explicitly specified,
default settings are used for all software. In all our experiments we only start measuring once a
warm-up phase has been completed for the database to eliminate any I/O overheads.

As our objective is to measure a variety of use cases that include performance, programmability,
etc., we have leveraged a variety of data sets, including some that have been used in other works, for
the purpose of evaluating our implementation. Thus, our test data sets consist of TPC-H [Tra17],
that we already discussed in previous chapters, North Carolina voters data set used in [RHMM18]
for conventional UDF based data science solutions, and the Bixi bicycle trip data set that we
originally used in Section 5.5 to demonstrate the capabilities of AIDA on a real-world end-to-end
data science analysis. Additionally, for some test cases, we also use some synthetic data that we
will describe in the corresponding test section.

In our experiments, we did not run any ANALYZE function on virtual tables to collect advanced
heuristics, but only provide the cardinality information contained in the host language object to the
RDBMS. This is because performing ANALYZE itself is a costly process, and is not always useful.
Therefore, the criteria for choosing the tables and columns that should be analyzed by the RDBMS
are often determined by the database administrators by studying the database workloads [MCS88].
While in some cases it could be beneficial, the transient and dynamic nature of virtual tables
makes them probably less favourable candidates to do this. Further, not incorporating an explicit
ANALYZE function to collect additional, resource intensive heuristics will put virtual tables on a fair
comparison platform with table UDFs, as the latter does not have any such facility.

6.4.2 A Study Using TPC-H Queries

To understand the performance implications of using virtual tables instead of table UDFs, we first
decided to test using the TPC-H Benchmark. As TPC-H queries are fairly complex, this will
help us better analyze the influence of data characteristics that the optimizer uses to generate the
execution plan. For this purpose, we translate the SQL queries in TPC-H using AIDA’s API. This
is convenient for testing as AIDA supports the execution of relational operations on both database
tables and host language objects. The database adapter of AIDA can automatically build table-
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UDFs or virtual tables on such objects in order to execute SQL queries over such objects. Our
test suite consists of all the TPC-H queries, except queries 20 and 21 which we could not translate
using the current API of AIDA. We also test the queries across various scale factors (SF) of TPC-H,
viz., SF 1, 2, 3 and 4.

We setup AIDA to test the following scenarios:

(i) Data set is in regular database tables (db-tbl). This is our base case, expected to give the
best performance as there are no data conversions involved and the database optimizer has
access to the data heuristics of the table to generate efficient execution plans.

(ii) Data set is stored in python objects and AIDA uses table UDFs to expose the data to the
RDBMS (tbl-udf). Most of these queries will incur data conversion costs as well as end up
with suboptimal execution plans.

(iii) Data set is stored in python objects and AIDA uses virtual tables to expose this data to
the RDBMS, but we force them to materialize eagerly, similar to table UDFs (v-tbl). While
having the data heuristics exposed to the optimizer should provide these queries with efficient
execution plans, they still incur overhead for any data types that require conversions.

(iv) Data set is stored in python objects and AIDA uses virtual tables to expose this data to
the RDBMS and conversion is performed lazily v-tbl(lazy). This is the ideal scenario
for executing queries over HLL objects. The data heuristics exposed to the optimizer will
be beneficial for query plan generation. Furthermore, while virtual tables will still need to
perform some data conversions, such conversions will be restricted to only those attributes
that are being actually used in the SQL query and will be performed when they are first used.

Each query is executed twice by the client, and we record the execution cost for each instance
separately with suffixes -1 and -2 respectively. We expect the second execution to be faster for the
virtual table implementation as it performs any data conversions only once for a given attribute.
The execution times do not include the time for setting up data sets or any data transfer to the
client. We would also like to note that the coefficients of variation for both of the test cases are
under 10%, showing low dispersion of the observed data points. Thus, we do not discuss them
further.

All Data Sets as Python Objects

In a first test case, for all scenarios except db-tbl, we first load all the TPC-H data sets into Python
objects. That is, for tbl-udf and the two v-tbl versions, all the data for the queries reside in HLL
objects. In AIDA, this is implemented as a TabularData object, which, as discussed in Section 3.3,
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Figure 6.3: TPC-H Queries (all data sets as Python objects).

internally contains a dictionary-columnar structure where a key is a column name and the value
corresponds to an array that has the data for that column.

Figure 6.3 shows the sum of all execution time in seconds for all the queries for each of the
different scale factors. Individual queries show a similar trend. Unsurprisingly, queries are efficient
when run directly on database tables (db-tbl). The second runs (db-tbl-2) are slightly more
efficient compared to the first runs (db-tbl-1), predominantly due to minor changes like instruction
cache warm-up, but not significantly.

Table UDFs, on the other hand, are the most expensive, costing around 240 times more than
running queries against database tables. On the second run, they are still around 210 times more
expensive. This is also exacerbated by the fact that even for the second execution, the database
performs the data conversions again on the output of the table UDFs, although it is the same data.

When we analyze the performance of the virtual tables with eager conversion, we can see
that during the first run, although it costs roughly 80 times compared to database tables, this is
still about 3 times faster than table UDFs. Looking at the absolute numbers for SF 4, queries
using table UDFs took 3318 seconds compared to 1114 seconds for virtual tables. Given that
both table UDFs and virtual tables are doing conversions eagerly on all the output attributes, the
difference in their execution cost can be attributed to the difference in execution plans. With
table UDFs, the optimizer has no data characteristics to work with and ends up with much worse
execution plans than with virtual tables. Looking at the second run of the queries, we can see
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that as virtual tables have already performed the conversions during the first run, their costs drop
significantly, taking only 18 seconds against 2700 seconds of table UDFs, 150 times faster.

Further, enabling lazy conversion on virtual tables reduces the cost of the first run to 836
seconds, which is about 4 times faster than table UDFs. This also implies a savings of 278 seconds
(the difference with eager conversion in virtual tables) from not converting attributes that are not
used in the query.

Only One Data Set as a Python Object

To analyze the performance impact for less complex scenarios, we re-run the previous test setup
with only one of the data sets as a Python Object while the others are all standard database tables2.
To also account for the impact of the size of the data sets on performance, we select the data set for
either nation (a very small table) or lineitem (a very large table) to be represented as a Python
object. We confine ourselves to TPC-H queries 5, 7, 8, 9, and 10, which have these two tables in
common.

First, we re-run the test case by keeping only nation, which has 25 records, as a Python object.
Figure 6.4 shows the execution costs in milliseconds of individual queries for SF 4. Other scale
factors show similar trends. Other than query 7, there is barely any noticeable difference in per-
formances between the various test candidates. For query 7, the cost of execution using table UDF
is 2.3 times (627 ms) compared to all others (under 270 ms). Although nation is a small data set,
incurring very little conversion cost, it seems that the lack of access to data characteristics can still
cause the optimizer to generate bad execution plans.

The results for keeping the lineitem data set, which has SF × 6 million records as a Python
Object, are shown in Figure 6.5. In general, we can see that queries are faster against the database
tables, followed by the virtual table implementations, and table UDF being the worst performer.
Their overall trend is very similar to what we previously observed. Unsurprisingly, with larger data
sets, there is more conversion cost involved. Additionally, for table UDFs, the impact on the cost
of query execution due to the optimizer selecting an inefficient plan is higher for all the queries.
Virtual tables with eager conversion at 133 milliseconds are 4.8 times faster than table UDFs that
took 648 milliseconds, indicating that the choice of a sub-optimal plan with table UDFs leads to a
penalty of over 500 milliseconds.

Taking this one step further, with lazy evaluation, it takes only 19 milliseconds for virtual tables
(35 times faster), indicating that it saved 114 milliseconds by avoiding unnecessary data conver-
sions. We can also observe that for queries 5, 8 and 9, the cost of virtual table’s lazy evaluation

2Again, for db-tbl all data is in database tables.
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Figure 6.4: TPC-H, SF4 (nation as a Python object).
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implementation is already on par with that of querying database tables directly. This is because all
the lineitem columns referenced in these queries have data types that are compatible between the
HLL and the database, eliminating any need for conversions. Further, since the rest of the columns
are not converted in the lazy evaluation implementation, overall there is no conversion cost for
running these queries, highlighting the importance of this approach.

To summarize, we can see that for large data sets table UDFs are severely impacted due to data
conversions and sub-optimal execution plans. Even though conversion costs are low for smaller
data sets, there are still cases where a poor execution plan increases the cost of query execution
severalfold. In comparison, virtual tables, with its lazy evaluation and optimizer-friendly interface
can facilitate much faster query execution on HLL objects.

6.4.3 Virtual table Creation

As we saw in the previous test case, table UDFs incur a lot of cost due to bad execution plans. As
discussed in Section 6.2.5, a workaround is to create a temporary table in the database with the
relevant data and then use this temporary table in the SQL instead of the table UDF. Full access to
the temporary database table allows the optimizer to produce an efficient execution plan.

One way to accomplish this is to first execute the table UDF and then materialize its output into
a temporary table, such as the example we discussed in Listing 6.5. This represents a bulk transfer
of the data to the RDBMS. An alternative approach that appears to be more elegant to code as it
can be implemented within a single stored procedure is to traverse the HLL object and insert its
data into a temporary table in the database using the loopback query API, record by record, such as
the example in Listing 6.6. We implement both the approaches and compare their costs against the
cost of registering a virtual table. For a fair comparison with UDFs, we disable the lazy evaluation
for virtual tables so that they are also eagerly materialized.

First, we analyze the performance when the data types require conversion. For this, we use
seven synthetic data sets ranging from 1 to 1 million records, each with a hundred attributes that
are of 10 character length. Strings are data types that require conversions to be performed between
MonetDB and the embedded HLL interpreter (Python). We then execute scripts to:

(i) Materialize a temporary database table using the output of a table UDF: tmp-tbl-udf.

(ii) From a stored procedure, iterate over the HLL object and insert it into a temporary table,
record by record using the loopback query API: sp-loopback.

(iii) From a stored procedure, register an HLL object as a virtual table that is eagerly materialized:
sp-v-tbl.
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Figure 6.6: Temporary table creation, character columns.

Looking at the performance results in Figure 6.6, where we have the cost of constructing a
temporary table structure in milliseconds along the y-axis in logarithmic scale and the number
of records in the data set along the x-axis, we can clearly see that, from the cost perspective,
virtual tables have no advantage over using a conventional table UDF to create temporary tables
when data conversion is involved, and that their performance is on par. On the other hand, the naive
approach of inserting data into a temporary table using loopback queries has a huge performance
penalty unless we are populating just a single record. But then, all the systems cost just a few
milliseconds for this to be of any consequence. At 10 records, the cost of using loopback queries
is 12 milliseconds, compared to 6.5 milliseconds for the virtual table. The disparity increases with
the number of records, with loopback queries taking 30 minutes to load 1 million records compared
to 10 seconds for the virtual table, giving the latter a 180 times faster response.

Next, we change all data types to float so that virtual tables do not need to perform any data
conversion. The performance for this test is shown in Figure 6.7. The creation and registration of
the virtual tables take 6.5 milliseconds independently of the number of records showing the power
of virtual tables when no conversion is required. Inserting records one-by-one has similar costs as
with strings (see Figure 6.6) as not the conversion but the individual insert operations are the main
cost contributing factor. As table UDFs need to copy data into RDBMS buffers, its cost increases
in proportion to the number of records, reaching 590 milliseconds for 1 million records.

Therefore, we can see that while table UDFs are able to match the “data transfer” cost asso-
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Figure 6.7: Temporary table creation, float columns.

ciated with virtual tables when data conversions are involved, in the absence of such conversions,
the zero-copy approach of virtual tables is significantly advantageous. Moreover, the iterative
approach of building temporary database tables from within an HLL code, while resulting in a
compact code, is prohibitively expensive for any reasonable sizes of data sets and not practical.

While the coefficients of variation for the observed data points start off high (around 100%)
for smaller number of rows, they taper off after 1000 rows to below 10%. The only exception to
this is the virtual tables for floating point data which has a cv of up to 66% even with a larger
number of rows. Considering the execution costs, we can see that for smaller number of records it
is often possible to finish the task without being impacted by any transient system activity, while
other times it might be influenced by them, resulting in higher cv values. As the number of rows
(and therefore, the cost) involved increases, all measurements are evenly impacted by transient
system activity resulting in consistent numbers. As virtual tables have a constant, low execution
cost for floating point data that is independent of the number of rows, their cv remains high. These
variations however, do not influence the relative performance conclusions drawn in the test cases.

6.4.4 Data Science Workflows Using AIDA

To understand the performance implications of virtual tables on the end-to-end exploratory data
science workflow that we tested in Section 5.5 using the Bixi bicycle trip data set, we execute
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it with the modified version of MonetDB’s database adapter that uses virtual tables instead of
table UDFs.

In general, an AIDA workflow’s computational cost is spread across the execution of linear
algebra, HLL code, relational operations, etc. The relational operations themselves can be clas-
sified as SQL queries that contain only regular database tables and queries that also contain HLL
objects. Of the various cost components, we are specifically interested only in the cost of these
SQL queries containing HLL objects, as these are the only queries that will be impacted by using
virtual tables vs table UDFs.

Using table UDFs, the cost for these queries comes to a total of 3475 milliseconds, whereas
using virtual tables, the cost comes down to 2747 milliseconds, a 21% reduction. When we analyze
the actual SQL queries involved in this, we notice that there are only three which have a join, with
a maximum of three tables being joined. Therefore these queries are not as complex as the TPC-H
queries where we saw a large magnitude of difference in the performance between table UDFs
and virtual tables. Further, we do not observe any significant savings from lazy-conversion. This
is because most of the attributes in the HLL objects do become part of some SQL queries in the
lifetime of the workflow, resulting in eventually all of them undergoing data type conversion.

6.4.5 Label Encoding

Virtual tables are an elegant way to expose table-like Python objects to the RDBMS in order
to perform database operations on it. This opens up many programming possibilities that were
hitherto difficult to implement. In this section, we explore a possible SQL implementation of label-

encoding, a transformation process common in data science and machine learning approaches to
replace data attributes that are string literals with artificially generated numeric values. Such data
transformations are required in many cases when the model to be trained can work only with
numeric data. We implement a Python library for labeling transformation with an API modeled
after the scikit-learn [PVG+11] Python library, which is the most popular Python package for
labeling.

Our library accepts either a Python object such as the dictionary-columnar representation of a
TabularData object, a pandas DataFrame or a database table. The library can return the transfor-
mation as a Python object or store it in the database itself as a table. Thus, this approach provides
the capability for the user to store encodings and the transformations for a later use as a database
table, something which is not trivial to accomplish with scikit-learn.

The internal implementation consists of creating and executing a set of SQL statements that
are based on the input data schema. Should the input data be a database table, the SQL queries are
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executed directly on the tables. Python input objects are exposed as virtual tables to the RDBMS
for executing the SQL queries.

To test the performance of this approach, we used the North Carolina voter classification data
set from [RHMM18] and tested the library for varying sets of records in the data set considering
the following scenarios.

(i) For a base comparison, we perform the label encoding using scikit-learn (sklearn) on data
that is stored in a Python object, and the result returned is also a Python object.

(ii) Data is stored in a database table and is to be encoded and returned to the calling stored
procedure as a Python object (dbtbl2py).

(iii) Data is stored as a Python object and is to be encoded and returned to the calling stored
procedure as a Python object (py2py).

Looking at the performance comparisons in Figure 6.8, we can see that our SQL-based imple-
mentation outperforms scikit-learn across all the data set sizes. The SQL-based implementation
is fastest when it works directly on a database table. This is because when it needs to work on a
Python object, it needs to first expose it to the RDBMS as a virtual table, and as character columns
undergo conversion, there is an extra cost. Their performance trends are similar across all the data
sizes. If we take a close look at costs for 4 million records, we can see that scikit-learn took 28 sec-
onds, compared to the SQL implementation which took 1.55 seconds when working on a database
table (18 times faster) and 3.47 seconds when working on a Python object (8 times faster).

That is, our database implementation of label encoding is an order of magnitude faster than
the scikit implementation, showing the promise of even pushing advanced data science transfor-
mations, that seem to be more naturally implemented in HLL, into the database. The flexibility of
doing so is provided through the virtual table concept.

6.4.6 Programmability: Virtual tables in UDFs

Finally, one of the benefits of using virtual tables is that it makes it possible to write compact code.
Unlike the conventional approach which requires multiple table UDFs along with an additional
driver script or a stored procedure, a single stored procedure can be employed to perform the entire
task without loss of performance. Although the loopback query API can be used to transfer data
into the RDBMS to write the logic as a single stored procedure, as we demonstrated earlier, the
cost for this is extremely high.

To analyze this facet of virtual tables, we translated the voter classification workflow from
[RHMM18] to make use of virtual tables. At a high-level, this workflow analyzes the voter in-
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Figure 6.8: Label encoding via virtual tables.

formation and their localities to determine which party they would vote for. Along with relational
processing, the workflow also uses scikit-learn to solve the classification (party voted for) problem.

The first box in Figure 6.9 shows the number of source code artifacts required to write the
workflow. The table UDF based solution requires 4 table UDFs and a driver script with SQL
statements to glue their logic together. In contrast, all other approaches can be written using a single
stored procedure. The further boxes in the figure show the performance for the various number of
rows. We can see that the performance of table UDFs and virtual tables are on par, whereas stored
procedures using loopback queries, sp-loopback, are about 100 times costlier. As this workflow
is already hand-optimized to output only the required attributes from the table UDFs and most
attributes are strings, virtual tables have no advantage in terms of performance. Additionally, we
also put to test the label encoding library that we developed and whose test results were covered in
section 6.4.5. This library is used to replace the label encoding process performed in scikit-learn,
in the original solution. We can see that this approach, sp-v-tbl+enc is roughly 3 times faster
compared to the table UDF based approach and is 300 times better than the sp-loopback based
approach.
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Figure 6.9: Voter classification UDF workflows.

6.4.7 Evaluation Summary

We performed an extensive evaluation of our implementation across various data sets and use cases.
Our virtual table implementation is able to speed up complex queries such as TPC-H, by as much as
4 times. These savings are attributed to both better plans generated by the optimizer using the data
characteristics provided by the virtual table, as well as the cost savings from not having to convert
unused attributes because of lazy evaluation. When integrated into AIDA, we observed a 21% cost
reduction for operations involving virtual tables compared to using table UDFs for our exploratory
data science workflow. As virtual tables make the movement of large data sets to RDBMS easy,
we implemented a SQL version of the label encoding process used in data science and found it
to perform 8 times faster than scikit-learn, a popular Python library that is usually used for this
purpose. Further, as a bonus feature, complex hand-optimized table UDF based workflows can be
written in a compact manner using a single UDF/stored procedure and virtual tables, reducing the
number of source code artifacts.
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6.5 Related Work

While the IR based approaches that we discussed in Section 2.4.5, such as Weld [PTS+17],
TUPLEWARE [CGD+15], Froid [RPE+17], and HorseIR [CDC+18], tries to address the issue
of UDFs by providing a unified execution platform for both database and HLL functionality, they
require a major overhaul of RDBMS internals and is therefore not easily adaptable for traditional
RDBMS implementations [Var18]. Besides, as such approaches require the entire workflow to be
defined to generate an optimized IR for execution, they cannot be easily employed for exploratory
frameworks like AIDA where the complete program path is not known in advance. As such, we
believe that our proposed approach of virtual tables is an attractive alternative to such a major re-
design and at the same time offers many of the advantages of a tight integration that these IR based
systems promise.

Frameworks such as LINQ that integrate query capabilities into programming languages are
client-centric, i.e., data often gets moved to the client side from the database [MEW08]. Virtual
tables, on the other hand, provide improvements to database-centric programming frameworks
such as AIDA, as well as conventional UDFs and stored procedures that retain the data in the
database, without sacrificing programmability.

Apache Arrow uses a shared memory concept to facilitate different applications that conform
to its API to access the shared data [Din16]. This, however, limits any operations on such data sets
to what is supported by the module, besides the fact that applications and libraries will have to be
re-written to interface with it. The virtual table concept is more flexible as it only deals with smart
data interfacing between the systems and does not impose any restrictions on the computational
possibilities on the data.

PostgreSQL has a foreign data adapter concept which allows users to expose external data sets
(such as a CSV file or a table from another database) to the RDBMS as foreign tables [OH17].
Unlike table UDFs, foreign-tables expose a more versatile API to the user. However, the imple-
mentation requires the user to write numerous data processing APIs if they desire to optimize the
query, including support for cost estimation and plan generation. The implementation copies over
data from the external system to the database space, necessitating a way to reduce the data move-
ment. Such implementations are cumbersome to develop and maintain, as any future optimizations
in the RDBMS could likely require changes to be made to the APIs. Since we are concerned with
the processing of data sets already in the RDBMS address space, but stored in an HLL object,
our virtual table approach is able to efficiently piggy-back the RDBMS query processing system,
which treats these data sets in a way similar to real database tables, reducing maintenance effort
significantly.
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Finally, those familiar with Spark SQL [AXL+15] might notice a syntactic similarity with how
virtual tables APIs are used. However, behind the scenes, they serve two fundamentally different
purposes. Spark SQL functions as syntactic sugar for users to express relational operations on
Spark data sets instead of using the conventional Spark API. I.e., they both work on the same
underlying data structures. The ideology behind virtual tables, on the other hand, is to bridge
data sets from one system (embedded HLL) to another (RDBMS). Further, systems like Spark
work external to the database, whereas the embedded HLL and the RDBMS that are linked by the
virtual table concept reside within the same runtime environment and memory space.
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7
Final Conclusions & Future Work

In this chapter, we will briefly recap the reasons that motivated the research presented in this thesis,
present our conclusions, and lay out the road map for future work.

7.1 Final Conclusions

In this thesis, we reviewed the evolution of data science frameworks. We saw how the lack of
support in conventional RDBMS implementations for the data processing primitives and paradigms
required by data science projects has led to the data science community developing database-
external frameworks that are architecturally suboptimal. We also discussed how RDBMS vendors
prioritize functional support for traditional database applications, and as such, are hesitant to make
any hasty changes involving major redesign of their internal architecture to efficiently incorporate
the new computational primitives required by data scientists.

We then discussed the most common, “minimal engineering” approach employed by contem-
porary RDBMS vendors to incorporate some support for the computational primitives required by
data science applications. We described how this approach, implemented by embedding an HLL
interpreter in the RDBMS, can be used to extend RDBMS functionality. We discussed that this
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approach, mainly supported through UDFs is not a convenient paradigm for the exploratory work
involved in data science projects. Further, we also highlighted the disruptive nature of UDF con-
structs when it comes to query optimizations, owing to their back-box nature, affecting the query
performance adversely.

As such, we make two important contributions in this thesis to address both (i) the lack of
user-friendliness of the programming paradigms provided for in-database data science analysis,
(ii) and the performance implications introduced by incorporating HLL constructs such as UDFs
into database query processing.

Our first contribution, AIDA, provides a unified data abstraction that supports both relational
and linear algebra operations using the familiar syntax and semantics of popular end-user based
Python ORM and linear algebra implementations. AIDA’s programming API is client-based, al-
lowing data scientists to use their familiar programming environments such as Jupyter Notebook
to perform their analysis. However, AIDA’s client API transparently moves the execution into
the database system, eliminating the data transfer costs associated with using an external data sci-
ence system. AIDA’s server component resides in the embedded HLL interpreter of the RDBMS,
facilitating near-data execution of computations. This also allows AIDA to leverage the underly-
ing SQL engine of the RDBMS for executing relational operations on data sets. AIDA internally
leverages an existing HLL statistical library, NumPy to perform numeric computations. Data “han-
dover” between the RDBMS and the statistical library is done automatically by AIDA, without any
user involvement. Further, it can often accomplish this efficiently, without having to perform any
data copying or reformatting between the RDBMS and the statistical library.

AIDA allows users to write custom code to be executed inside the framework, but without
the programming limitations of contemporary HLL database constructs such as UDFs. Also, un-
like such database constructs, AIDA provides data visualization capabilities, a critical tool for
exploratory analysis. Finally, AIDA also defines an in-database data science framework architec-
ture that allows other RDBMS implementations to port AIDA by minimally implementing AIDA’s
database adapter interface.

Our performance evaluations show that AIDA has a significant performance advantage com-
pared to approaches that transfer data out of the RDBMS. We are also able to demonstrate through
qualitative analysis that AIDA provides better programmability to the user compared to contem-
porary UDF based approaches, without incurring any significant framework overhead in perfor-
mance. Further, the qualitative analysis shows that AIDA’s programmability is on par with the
popular database-external systems presently popular with the data science community. Therefore,
AIDA addresses the usability aspect of in-database data science approaches while maintaining the
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performance aspect of near-data solutions. We believe that AIDA is a step in the right direction to
facilitate user-friendly computational interfaces for data scientists to interact with an RDBMS.

Our second contribution, virtual tables, addresses the performance aspect of incorporating em-
bedded HLL constructs such as UDFs, in database query processing. The virtual table concept
augments the current UDF constructs and can be used by any embedded HLL program to ex-
pose HLL table-like data sets to the RDBMS for relational operations. Virtual tables facilitate
the database optimizer to have insight into the characteristics of the HLL objects, allowing the
generation of efficient execution plans. They also provide a more efficient data handover between
the HLL and the RDBMS, delaying data conversions of any associated HLL attributes till the mo-
ment it is required by the RDBMS, thus saving overhead from unnecessary data conversions. The
programming flexibility and performance improvement introduced by virtual tables allow users to
develop more compact code, as well as explore new and efficient solutions to some conventional
data science problems. Our evaluation of the virtual table implementation over a variety of data sets
and use cases demonstrate that they have a significant performance advantage over the alternative
of using conventional UDF constructs, while also providing better programmability.

7.2 Future Work

7.2.1 Re-visiting Workload Management in RDBMS

Modern RDBMS implementations already have to handle a variety of traditional database applica-
tions, each with their own query characteristics and organizational priorities. As such, the ability
to manage a variety of query workloads and to be able to provide differential treatment to their re-
source requirements are described as very desirable traits for high-end RDBMS implementations
[ZMPC18]. This workload management landscape will be significantly impacted when in-database
advanced analytics is widely adopted.

Traditional database application analytics queries are predominantly I/O bound, as a signifi-
cant amount of query processing is spent on accessing data sets from the disk. In comparison,
their CPU usage, while not insignificant, is generally less prominent, and is spent on computa-
tions performed in memory (such as joins, aggregations, etc.). While a conventional data science
workflow will exhibit similar characteristics during its initial, feature engineering phase, where the
transformations are predominantly of relational nature, once it starts performing model training,
it can become extremely CPU bound. Thus a given data science task usually starts out being I/O
bound and eventually switches over to being heavily CPU bound. At this stage, it might compete
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and interfere with other workloads requiring CPU. Hence, to ensure a reasonable balance in an
RDBMS implementation that supports data science applications along with traditional database
workloads, the database workload manager may have to prioritize the CPU for traditional database
workloads.

This also poses a novel challenge of defining, analyzing and comparing the behavioural char-
acteristics of such workload management approaches. While conventional RDBMS implementa-
tions have relied on the benchmarks developed by the Transaction Processing Performance Coun-
cil (TPC) for performance analysis, and NoSQL1 systems similarly rely on the Yahoo! Cloud
Serving Benchmark (YCSB) [CST+10], they do not incorporate the workload characteristics of
CPU intensive machine learning tasks. On the other hand, though there have been some inde-
pendent initiatives for benchmarks targeting machine learning primitives [WMC+13, RDVP16],
they do not address the much wider spectrum of traditional database workloads. As such, there is
a need for more detailed research in this field, and possibly the development of mixed workload
benchmarks that address a much broader suite of database applications.

Even though this is still an open problem, organizations can still leverage some of the ap-
proaches that they have traditionally employed to protect their mission-critical database workloads
from runaway exploratory queries. Many organizations maintain a passive replica of their primary
production database to support high-availability in the event of a failure of the primary database.
As these replicas are usually idle and do not part-take in active production tasks, organizations al-
low exploratory users to utilize them as sandbox environments to run custom analysis queries. This
allows for efficient utilization of existing hardware infrastructure, while also protecting mission-
critical production tasks. Therefore, such infrastructure could be utilized for the kind of data
science work that AIDA is intended for, without having grave concerns about its impact on other,
mission-critical database workloads.

7.2.2 Memory Management for TabularData Objects

Presently, any materialized TabularData objects in AIDA maintain their internal data representa-
tion in the form of Python data structures (specifically NumPy arrays). As these data structures
are memory-resident, this limits the number of materialized TabularData objects that can be main-
tained by AIDA at any given instance. Since AIDA already facilitates explicitly persisting Tabular-
Data objects as regular database tables, which themselves are easily read into TabularData objects,
one way to tackle this issue is to have a memory manager component in AIDA that can temporar-

1In the modern context, the term NoSQL is used to refer to non-relational database implementations that were
developed to address the needs of Big data applications [HHLD11].
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ily and transparently persist TabularData objects to relieve the pressure on memory usage, loading
them back when required.

One approach would be to employ a least recently used (LRU) algorithm to decide which Tab-
ularData objects must be persisted. A threshold setting could be added to AIDA that dictates the
total amount of memory that materialized TabularData objects can occupy. The memory manager
can actively monitor the memory usage by materialized TabularData objects, persisting those ones
selected by the algorithm. Such a persisted TabularData object can be treated similar to a Tabular-
Data object that is pointing a regular database table, loading the data back when requested by an
operation that requires it to be materialized. The only difference that they have with TabularData
objects that points to regular database tables is that, such temporarily persisted database tables
must be automatically removed when their corresponding TabularData objects are removed.

While in principle this approach should be sufficient for many scenarios, we would also want
to take into account the fact that some TabularData objects may have both the dictionary-columnar
and matrix data formats materialized. In such cases, it might make sense for the memory manager
to just discard the dictionary-columnar data representation of such TabularData objects, as the
dictionary-columnar data representation can always be provided as a “logical view” of the matrix
format.

Further, we will also have to consider the special scenarios where the underlying data structures
of TabularData’s internal data representation are shared between multiple TabularData objects. In
such cases persisting just one of the TabularData objects will not release any memory, as the un-
derlying data structure is still being actively referenced by another TabularData object. Therefore,
a sophisticated algorithm will have to take into account this aspect as well in deciding which Tab-
ularData objects must be persisted. As such, we will have to move all of the relevant TabularData
objects into a “persisted status” together, tied to a single underlying database table.

7.2.3 GPU Support in AIDA

Although AIDA is primarily designed for the interactive exploration phase of data analysis, it con-
tains mechanisms such as the remote execution operator to ship the execution of entire functions to
the database server. Thus, computationally intensive code, such as the iterations to be performed
during the model training of certain learning algorithms, can be fully executed at the server, with-
out any continuous interaction with the client. Interestingly, several of these computationally in-
tensive tasks pertaining to machine learning often perform far better on GPUs compared to CPUs.
However, traditional RDBMS implementations are optimized for CPUs [BHS+14]. In general,
the performance advantage of using GPUs for a particular operation must be weighed in against
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the overhead associated with data transfer to GPU RAM, which is presently bottlenecked by the
PCIe Bus bandwidth that dictates the data transfer speeds between main memory and GPU RAM
[BHS+14].

Nevertheless, we would like to explore extending AIDA to provide a new operator akin to the
remote execution operator, that can automatically ship code and associated data sets to GPUs to
perform such computationally intensive tasks associated with machine learning primitives. Also,
such support for GPUs can ameliorate the impact of data science workloads on traditional database
application queries by moving the compute-intensive aspect of data science workflows into GPUs.
The decision of whether a function should be executed within the CPU or the GPU can be left
to the user or done by the system. It will have to consider the trade-off between an increase in
execution speed with the potential impact of data copying into GPU memory.

7.2.4 Extending AIDA to Support Trained Models as First-class Citizens

Although AIDA’s extensions such as the remote execution operator can be used with existing
Python libraries such as Scikit-learn to build various models used in machine learning, AIDA
presently has no explicit mechanism to persist them to be used at a later point, or to be used by
sessions other than the one that constructed it.

We believe that an explicit framework feature to persist trained models and to access them at
a later point is an important and useful addition to AIDA, as often the uses of a trained model
are intended to outlive the scope of the workflow that built it. Although works such as Mod-
elDB [VSL+16] is capable of capturing and storing the transformations used to construct a data
science workflow and the associated models built by it, they exist external to the RDBMS that is
the source of the data. On the other hand, rudimentary approaches followed by UDF based im-
plementations such as [RHMM18] result in the UDFs having to load the model from the database
every time it needs to be used, incurring an unnecessary overhead.

AIDA can be extended to treat these trained models as first-class citizens. The concept of a
DMRO can be extended to include such trained models, treating them akin to other DMROs in
AIDA, that exist independent of any user sessions. This will allow data scientists to “publish”
a trained model, that is then accessible across other AIDA user sessions. Further, rudimentary
persistence techniques such as those employed in [RHMM18] can be internally used by AIDA to
store a new model into the database and to retrieve it later. However, unlike the limitations of the
UDF based approach described in [RHMM18], as AIDA keeps the model available in the database
memory in the form of a DMRO, they need to be loaded from the database only once and will
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be immediately accessible for any further requests without any additional overhead, facilitating
real-time scoring2 of new data.

7.2.5 A Statistical Library Adapter for AIDA

Our current implementation of AIDA uses NumPy as its statistical library. This design decision
was in part due to the fact that we can leverage optimizations such as zero-copy of MonetDB
that works with NumPy libraries. As NumPy data structures also form the internal data represen-
tation of AIDA’s TabularData objects, currently AIDA’s data transformation modules are tightly
integrated with NumPy. Therefore, unlike how database adapters can be swapped out to use AIDA
with another RDBMS implementation, the same is not feasible when it comes to statistical libraries
in AIDA’s current architecture. Therefore, we will have to spawn a new architectural component in
AIDA, a statistical library adapter, akin to the database adapter, to make the rest of the components
of AIDA agnostic to the statistical library that is being used.

Further, there have emerged a variety of other Pythonic implementations for statistical and
data science libraries, such as TensorFlow [ABC+16], PyTorch [Ket17], and dask [Roc15], most
of them with their own underlying data structures and API syntax that are not compatible with
NumPy. While both TensorFlow and PyTorch have support for GPUs based computations, they
have different programming models. TensorFlow requires data-flow graphs [Wol12] to be built
in order to execute any transformations3. As AIDA’s programming API follows the more user-
friendly, imperative programming approach4 used by popular Python libraries such as NumPy and
pandas, the statistical library adapter might have to internally build miniature data-flow graphs to
execute individual statistical transformations in order to maintain AIDA’s current programming
APIs. We will have to analyze how significant the performance overhead of this approach would
be. On the other hand, PyTorch follows an imperative programming model similar to that of AIDA.
Although this results in slightly less performance compared to approaches such as TensorFlow,
they are much more user-friendly to work with [PGM+19]. Therefore, implementing a statistical
library adapter for PyTorch should be a lot more easier, with possibly much smaller performance
overhead. While dask also employs a data-flow graph based programming model, their program-
ming APIs bear a lot more syntactic similarity compared to NumPy array APIs, making them also
potentially an easier candidate to port.

2Scoring is a machine learning term used to denote the application of a model to new data, to perform predictions
over them.

3Data-flow graphs in a nut-shell are a sequence of transformations (nodes) connected in the form of a directed-
graph that allow data sets to “flow” through them, applying transformations in doing so.

4This is basically the statement-at-a-time approach that was discussed in Section 2.3.1
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Finally, AIDA’s current architecture puts the onus of formatting the relational data queried from
the RDBMS into the statistical library format (NumPy) on the database adapter implementations.
In a platform that supports several RDBMS implementations and several statistical libraries, this
is not a modular approach that can be maintained easily. Therefore, the data format conversions
might have to be moved to a new architectural component in AIDA, that is specifically tasked with
it, such that the database adapters and statistical library adapters can function agnostic to the data
formatting needs of their counterparts.

7.2.6 AIDA For Row-based RDBMS

As discussed in Section 3.4.3, the database adapter separates the database architecture dependent
implementation of AIDA from the rest of its components. It is also responsible for building data
representations that are compatible with the statistical package that AIDA uses. While MonetDB’s
zero-copy optimization facilitates some advantages in this aspect, implementing a database adapter
efficiently in the context of a row-based RDBMS architecture [AMH08], such as PostgreSQL, can
pose some performance challenges.

Our initial attempt to build a functional prototype of a database adapter for PostgreSQL has
shown promise. However, since this prototype is a pure Python implementation, the overhead
of converting the row-based result set returned by PostgreSQL into the vector format required
by the statistical library that AIDA uses, inside the database adapter is not negligible. This is
because interpreted languages such as Python are inefficient for computationally intensive tasks.
As MonetDB produces data sets that are compatible with AIDA’s statistical library, NumPy, this
is not an issue with MonetDB’s database adapter. Conventionally, such performance concerns
are addressed by building libraries using computationally efficient languages such as C, which
can be then invoked through Python wrappers. In fact, many statistical packages such as NumPy
rely on this approach to provide performance. Our current idea is to employ a similar approach to
implement a data format converter as an efficient C library, which can transform the row-based data
sets produced by PostgreSQL into a vector format. However, as data conversions are a costly affair,
we believe there is scope for implementing this in a “lazy fashion”, similar to the approach we used
for data conversion in virtual tables. Such an approach would defer the data transformations until
the particular column(s) are requested in a transformation from the statistical package.
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7.2.7 Virtual Tables and Row-based Systems

We would like to explore the possibility of implementing our virtual table concept for a row-based
RDBMS, such as PostgreSQL. As discussed in Section 6.5, PostgreSQL has a foreign data wrapper

concept that allows the RDBMS to execute SQL queries over non-database objects [OH17]. We
believe that extending this functionality of PostgreSQL would allow us to develop a less intrusive
implementation for virtual tables for PostgreSQL. Further, unlike columnar-RDBMS like Mon-
etDB that expect each column’s data to be provided as an independent vector, row-based systems
like PostgreSQL require the data to be provided in a record format, thus requiring conversions. It
needs to be analyzed as to how this can be done efficiently, given that each query may request a
different set of columns from a data set. In this aspect, we will have to analyze the cost benefits of
performing all the conversion in one-shot and letting the database doing the required column pro-
jection versus having the foreign data adapter module produce different record formats depending
on the columns required by the query. Concepts like caching previously constructed results will
have to be investigated to optimize this kind of approach.

7.2.8 Virtual Tables - Further Optimizations

A fundamental characteristic of virtual tables is that they perform any necessary data conversions
on HLL data sets to the database format, for the RDBMS to execute queries over them. While
the lazy conversion approach provides some optimization by delaying the data conversions of HLL
attributes till (and only if) they are actually used, this can be improved upon. There are various sce-
narios where the database does not have to know the actual values of some of these HLL columns.
For example, consider a simple query that performs selection based on a certain set of columns on
an HLL data set. From the database’s perspective, it needs to check the values of those columns
involved in the selection predicate (i.e., the WHERE clause), and as such, would need to convert
these columns into the database format for it to perform the predicate evaluation. The rest of the
columns can be returned as-is if the result set is being sent back to the embedded HLL code. How-
ever, such implementations will require more intrusive changes to the database query execution
engine than we have presently performed for our current implementation of virtual tables.
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Contributions & List of Publications

Published

[DDMK18] AIDA-Abstraction for Advanced In-database Analytics.
Joseph Vinish D’Silva, Florestan De Moor, and Bettina Kemme.
PVLDB, 2018.

In this paper, we investigate the database-external development environments that are popular
with the data scientists and the lack of usability in the alternative database-centric approaches.
We propose a novel approach, AIDA, that provides a programming API that is as programmer-
friendly as the popular data science systems. While AIDA’s Python API allows data scientists to
use familiar development environments like Jupyter Notebook that is installed in their local work-
stations, instead of pulling the data into the client workstations, it follows a client-server model
that seamlessly pushes the computations to AIDA’s server that resides inside the embedded Python
interpreter of the Relational Database Management System (RDBMS). AIDA’s programming API
is very versatile, supporting both relational operations and linear algebra. Internally, AIDA uti-
lizes the host RDBMS to execute relational operations and a statistical library (NumPy) to perform
linear algebra, seamlessly performing any data handover between these systems. We performed ex-
tensive performance and usability comparisons with other approaches. This work was done by me
under the guidance of my advisor. Florestan performed the test case executions involving Spark.
The contributions made by this paper are covered in Chapters 3, 4 & 5.

[DDMK19b] Making an RDBMS Data Scientist Friendly: Advanced In-database Interactive
Analytics with Visualization Support.
Joseph Vinish D’Silva, Florestan De Moor, and Bettina Kemme.
PVLDB (Demo), 2019.

In this demonstration, we augment the system proposed in [DDMK18] to integrate the ca-
pability to perform both static and interactive data visualizations at the client workstation, even
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though the data resides in the server. Advanced data scientists can use matplotlib or plotly Python
packages to visualize their data sets. By means of a real-life data science workflow, we demon-
strate how data scientists can use this visualization capability to monitor the progression of error
rate in real-time as a model is being trained at the server side. This work was done by me under
the guidance of my advisor. Florestan performed the test case executions involving Spark. The
contributions made by this paper are covered in Chapter 4.

[DDMK19a] Keep Your Host Language Object and Also Query It: A Case for SQL Query
Support in RDBMS for Host Language Objects.
Joseph Vinish D’Silva, Florestan De Moor, and Bettina Kemme.
Int. Conference on Scientific and Statistical Database Management, 2019.

In this paper, we propose a virtual table concept that facilitates running SQL queries over high-
level language (HLL) objects from embedded HLL code. The virtual table proposal addresses the
limitations of user defined functions (UDFs) that are traditionally used for this purpose. The black-
box nature of the UDFs results in the RDBMS optimizer generating inefficient execution plans. On
the other hand, the optimizer can analyze the data characteristics of virtual tables similar to how
it does the same for regular database tables, facilitating efficient plan generation. The idea and
design of the virtual table concept was done by myself under the guidance of my advisor. Florestan
performed the changes to MonetDB RDBMS modules to integrate the virtual table libraries into it
under my guidance. The contributions made by this paper are covered in Chapter 6.
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Acronyms

AQL Array Query Language

B2C Business to Customer

BI Business Intelligence

CLI Common Language Interface

CSV comma-separated values

DBMS Database Management System

DDL Data Definition Language

DML Data Manipulation Language

DMRO Database Memory Resident Object

DOC Distributed Object Communication

DSL Domain-specific Language

ETL Extract Transform and Load

GPS Global Positioning System

GUI Graphical User Interface

HLL high-level language

IDE Integrated Development Environment

IR Intermediate Representation
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LRU least recently used

MLDB Machine Learning Database

ODBC Object Database Connectivity

OLTP Online Transaction Processing

ORM Object-Relational Mapping
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TCP Transmission Control Protocol
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RDBMS Relational Database Management System
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VPN Virtual Private Network
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A
AIDA Programming API Reference

The purpose of this appendix is to cover the client-side programming API of AIDA in detail for
those who are interested in exploring the practical aspects of the system. We assume a rudimen-
tary knowledge of Python and familiarity of data processing concepts associated with data science
workflows such as relational operations and linear algebra. Although some topics related to the
programming API were covered in the previous Chapters, for the sake of continuity and complete-
ness, we will reiterate some of their characteristics, while providing fresh examples. Further, as
AIDA provides data visualization support by leveraging existing systems, users who want to make
use of data visualization capabilities in AIDA are expected to be familiar with these systems. For
convenience, we have included references to some sources with detailed coverage on the APIs of
these systems in the relevant sections.

A.1 Relational Operations

AIDA’s TabularData objects provide support for a variety of relational operations through an ORM-
style API. As pointed out in Section 3.1, many of its syntactic conventions are derived from
Django’s ORM model [Dal07]. In this section, we will further explore the relational capabilities
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A.1 Relational Operations

Table A.1: Basic binary comparison operators for Q objects

Operator Description and Example
EQ Checks if the two operands have the same value (equal).

customer.filter(Q('c_mktsegment', C('BUILDING'), CMP.EQ))

This is the default comparison and hence could be omitted and written as.
customer.filter(Q('c_mktsegment', C('BUILDING')))

NE Checks if the two operands have different values (not equal).
customer.filter(Q('c_mktsegment', C('BUILDING'), CMP.NE))

GT Checks if the first operand is greater than the second one.
lineitem.filter(Q('l_shipdate', DATE('1994−01−01'), CMP.GT))

GTE Checks if the first operand is greater or equal to the second one.
lineitem.filter(Q('l_shipdate', DATE('1994−01−01'), CMP.GTE))

LT
These are the less-than operator counterparts to the greater-than operators.

LTE

supported by TabularData objects and their syntactic nuances with additional examples. Tabular-
Data objects provide support for the relational operations selection, projection, aggregation, and
join as discussed below.

A.1.1 Selection

TabularData objects support the relational selection operation (equivalent of the SQL statement’s
WHERE clause) through the filter API call.

tabularDataObject.filter(cond1, cond2, cond3, ...)

Where cond1 , etc., are predicate conditions represented using Q objects which are then com-
bined through a logical AND operation. In its most fundamental form, a Q object takes two columns
and a comparison operator as its argument.

Q(col1, col2, oper)

The columns used in the conditional expressions of Q objects can be a column of the source
TabularData object or a constant literal. If a constant literal is to be used in the conditional expres-
sion, then it must be wrapped using a C object for string and numeric literals and using a DATE

object for date literals. The comparison operators are accessed through the CMP object. The basic
binary comparison operators are listed in Table A.1.
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A.1 Relational Operations

The logical AND (&) and OR (|) operators allow complex conditions to be built by combining
multiple Q objects to arbitrary depths, by constructing complex Q objects.

Q(col1, col2, oper1) & Q(col3, col4, oper2)
Q(col1, col2, oper1) | Q(col3, col4, oper2)

Example A.1. In the following example based on TPC-H, we select only those records from the
LINEITEM table such that either their shipment date or commit date is on or after 1994−01−01
and the specified shipment mode is by AIR.

lineitem.filter((Q('l_shipdate', DATE('1994−01−01'), CMP.GTE) |
Q('l_commitdate', DATE('1994−01−01'), CMP.GTE)

) & Q('l_shipmode', C('AIR')))

Q objects also provides complex list comparison operators that allow a column’s value to be
compared simultaneously with multiple elements in a list.

Q(col, list, oper)

The list itself could be a regular Python list/tuple object or a TabularData object with a single
source column. These operators are shown in Table A.2 along with example usage.

Q objects also supports unary operators (see Table A.3). The NOT operator is used to negate
a conditional expression represented by a (possibly complex) Q object. NL and NNL are used to
check if a certain column is NULL or NOT NULL, respectively, offering the same functionality as their
familiar SQL counterparts.

Q(col, oper)

Finally, Q objects also support the string pattern comparisons that are traditionally provided in
SQL through its LIKE operators [Lim08].

Q(col, pattern, oper)

Here pattern is a string literal representing a pattern that conforms to the SQL standard. Be-
ing a string literal, it must be encapsulated using a C object. The API usage is shown in Table A.4.
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Table A.2: List comparison operators for Q objects

Operator Description and Example
IN Used to check if a column’s value is in the list.

customer.filter(Q('c_mktsegment', ('BUILDING','FURNITURE'), CMP.IN))

NOTIN Negation of the IN operator.
GTALL Check if the column’s value is greater-than all of the elements in the list.

lineitem.filter(Q('l_shipdate'
,(DATE('1994−01−01'),DATE('1994−07−01'))
,CMP.GTALL))

GTANY Check if the column’s value is greater-than at the least one of the elements in the
list.
lineitem.filter(Q('l_shipdate'

,(DATE('1994−01−01'),DATE('1994−07−01'))
,CMP.GTANY))

GTEALL These are the greater-than or equal to counterparts to the two greater-than operators
described above.GTEANY

LTANY

These are the less-than counterparts to the greater-than operators described above.LTALL
LTEANY
LTEALL

Table A.3: Unary operators for Q objects

Operator Description and Example
NOT Can be used to produce the negation of a (possibly complex) Q object.

customer.filter(Q(Q('c_mktsegment', C('BUILDING')), CMP.NOT))

NL Used to check if the source column is NULL.
customer.filter(Q('c_mktsegment', CMP.NL))

NNL Used to ensure that the source column is NOT NULL.
customer.filter(Q('c_mktsegment', CMP.NNL))

Table A.4: List comparison operators for Q objects

Operator Description and Example
LIKE Verifies if the column’s value matches the specified string pattern.

customer.filter(Q('c_mktsegment', C('BUILD%'), CMP.LIKE))

NOTLIKE Ensures that the column’s value does not match the specified string pattern.
customer.filter(Q('c_mktsegment', C('BUILD%'), CMP.NOTLIKE))

181



A.1 Relational Operations

A.1.2 Projection

The relational projection operation (equivalent of the SQL SELECT clause) is supported by Tabu-
larData objects through the project API call. This API expects a list of source columns as its
argument.

tabularDataObject.project((col1, col2, col3, ...))

Additionally, the projection transformation allows building mathematical expressions over the
selected source columns as well as renaming source columns. This is accomplished by passing a
key-value pair as an argument for each such column/expression, where the key is the expression
and value is the column name to be given to the output of the said expression. Expressions can
refer to the values of source columns by wrapping the corresponding column name using the F

objects. The mathematical operations of addition, subtraction, multiplication, and division can be
applied on F objects that represents numeric columns. These operations will result in complex
F objects being created, which themselves could be used in similar mathematical expressions,
allowing for arbitrary complexities. Additionally, the EXTRACT function can be used to derive the
YEAR/MONTH/DAY component of a date column.

Example A.2. In the following excerpt, we are projecting the L_SUPPKEY, and L_ORDERKEY

columns of the LINEITEM table. However, we rename the L_ORDERKEY column to
L_ORDERNUM . Further, we are also computing two new columns. The first one is VOLUME,
that represents the gross discounted revenue of the item, computed by using the values from its
L_EXTENDEDPRICE and L_DISCOUNT columns through the F objects. The expression is given the
column name VOLUME by pairing the expression and the intended column name as a key-value
pair. The second derived column is the shipping year of the item, L_YEAR , which we use the
EXTRACT function to compute from the L_SHIPDATE column.

lineitem.project(('l_suppkey'
,{'l_orderkey':'l_ordernum'}
,{F('l_extendedprice')∗(1−F('l_discount')):'volume'}
,{EXTRACT('l_shipdate',EXTRACT.OP.YEAR):'l_year'}

))

Projection also facilitates the standard SUBSTRING operation over character columns.

SUBSTRING(col, start, length)

Where col is the character column for which the SUBSTRING operation is to be performed, start
is the starting position and length is an optional argument to indicate the length of the strength to
be included.
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Example A.3. In the following excerpt, we project the C_CUSTKEY and C_ACCTBAL columns from
the CUSTOMER table and additionally use the SUBSTRING operation on the C_PHONE column to
derive the country code (first two digits) of the telephone number associated with each customer,
naming this derived column CNTRYCODE.

customer.project(('c_custkey', 'c_acctbal'
,{SUBSTRING('c_phone', 1, 2):'cntrycode'}
))

Finally, in projection, one can also write complex conditional expressions that utilizes the CASE

statement to generate a column’s output. Its functionality is similar to the SQL construct with the
same name and other standard programming language constructs like the switch , that have a
similar purpose. The CASE expression is passed a list of “pairs” where the first item in the pair is
a Q object that represents a predicate and the second item is the value to be used if the predicate
check is passed. If a constant literal is to be used as the value, it can be specified as-is. On the
other hand, if a column’s value needs to be used as the value, then it must be wrapped using an F

object. The CASE expression can also be provided with a default value to be assigned in a scenario
where none of the condition checks succeeds. In the absence of a default value, a NULL value is
assigned. The Q objects are constructed following the same syntactic and semantic notations that
we discussed in Section A.1.1. The output of the CASE statement is wrapped as a key-value pair,
where the key is the CASE expression and the value is the name of the output column produced by
the CASE statement.

{CASE( ((Q1, val1), (Q2, val2), ...), default): 'outputcolname'}

Example A.4. In the following excerpt we use the CASE expression to generate an indicator
column, HO, for each record in the ORDERS table to tag high priority orders.

orders.project(('o_orderkey', 'o_orderdate', 'o_totalprice'
,{CASE(((Q('o_orderpriority',('1−URGENT','2−HIGH'),CMP.IN),1) ,), C(0)):'ho'}

))

The HO column is set to 1 if the O_ORDERPRIORITY column’s value is either 1-URGENT or
2-HIGH, otherwise it is assigned the default value of 0.
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A.1.3 Aggregation

Aggregation operations (equivalent of the SQL GROUP BY syntax) is performed by using the agg

API call. The agg API takes two lists as its arguments. The first list contains the columns that are
to be included in the output of the aggregation and the second list contains the columns that are
to be used for grouping/categorizing. If the aggregation is to be performed over the entire data set
without any grouping/categorizing, then the second list can be omitted.

tabularDataObject.agg((col1, col2, ...), (colg1, colg2, ...))

Here col1 , etc., can be the regular columns of the source TabularData object or an aggrega-
tion over a source column. colg1 , etc., that is used for grouping, must be the names of the source
columns. Aggregations must be specified as key-value pairs, where the key is an aggregation func-
tion and the value is the column name to be assigned to the ouput of the aggregation function. The
aggregation functions accept the name of a source column as its input. The agg API presently
supports MAX, MIN, SUM, AVG, and COUNT aggregation functions. A special case for COUNT ag-
gregation function is that, one can pass an asterisk, '∗' as its argument to compute the number of
records in a particular group.

Example A.5. In the following excerpt, we aggregate the LINEITEM table based on the return flag
and the line status associated with each item. The grouping is performed over the L_RETURNFLAG

and L_LINESTATUS columns, which are also included in the output.

lineitem.agg(('l_returnflag', 'l_linestatus'
,{SUM('l_quantity'): 'sum_qty'}
,{COUNT('∗'): 'order_count'})

,('l_returnflag', 'l_linestatus'))

The SUM aggregation function is used to compute the total quantity of items (naming it
SUM_QTY) and the COUNT aggregation function is used to count the number of records in each
grouping (named as ORDER_COUNT).

Example A.6. In the following excerpt, we are computing the total price across all the items
in the LINEITEM table by using the SUM aggregation function to add up its L_EXTENDEDPRICE

column. Since the aggregation is performed over the entire data set without any grouping, we
have omitted the list of grouping columns to the agg API.

lineitem.agg(({SUM('l_extendedprice'):'tot_price'},))
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The COUNT aggregation function also accepts an optional argument to indicate if it should
count the distinct values ignoring duplicates. By default, the distinct operation is not applied.

tabularDataObject.agg(({COUNT(col1, distinct=False):'opcol1name'}, ))

Example A.7. In the following excerpt, for each market segment, we count the number of
countries to which the customers belong.

customer.agg(('c_mktsegment', {COUNT('n_nationkey', distinct=True): 'n_count'})
,('c_mktsegment',))

In order to compute this, we first group the customer records over the C_MKTSEGMENT column
of the CUSTOMER table and then use the COUNT aggregation function to count only the distinct
values associated with the N_NATIONKEY column, giving the output column the name N_COUNT .

Data Set Summary Through Describe

As a convenient way to take a high-level look at the distribution of values in the various attributes
in a data set, TabularData objects support the describe API call that performs automatic aggre-
gations and provides a statistical summary of each attribute in the data set.

tabularDataObject.describe()

Example A.8. In the following excerpt, we use the describe API to take a high-level look at
the distribution of values in the CUSTOMER table.

customer.describe()

The output produced at the client side has the following metrics in its summary (some columns
of the source data set are truncated for brevity).

c_custkey c_mktsegment c_acctbal
count [ 150000.00] [ 150000.00] [ 150000.00]
unique [ 150000.00] [ 5.00] [ 140187.00]
nulls [ 0.00] [ 0.00] [ 0.00]
max [ 150000.00] [ MACHINERY] [ 9999.99]
min [ 1.00] [ AUTOMOBILE] [ −999.99]
avg [ 75000.50] [ ] [ 4495.51]
median [ 75000.00] [ ] [ 4477.17]
25% [ 37501.00] [ ] [ 1757.63]
50% [ 75000.00] [ ] [ 4477.17]
75% [ 112500.00] [ ] [ 7246.31]
stddev [ 43301.27] [ ] [ 3174.31]

As can be seen, non-numeric data types, such as character columns like C_MKTSEGMENT, do
not contribute to some of the metrics such as avg, etc., which are relevant only for numeric data.
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A.1.4 Join

TabularData objects provide support for the relational join operation through the join API. The
join API call takes as its arguments the other TabularData object to be joined with, the type of
the join, the columns to be used in the join, and the list of columns to be included from either of
the tables in the resulting TabularData object.

tabularDataObject1.join(tabularDataObject2, joinCols1, joinCols2
,tbl1Cols, tbl2Cols, joinType)

Where joinCols1 and joinCols2 are the list of columns to be used from the respective
TabularData objects to build the join condition. tbl1Cols is the list of columns from the first
TabularData object that should be included in the output, whereas tbl2Cols is the list of columns
from the second TabularData object. The list of columns can also be replaced by two special
literals, NONE or ALL, to indicate if none of the (or all of the, resp.) columns from the corresponding
TabularData object must be included in the output of the join. The joinType can be either of
INNER , OUTER , LEFT , RIGHT , or CROSS join types, with the same semantic meaning as the SQL
counter parts. The default join type is INNER if the join type argument is omitted. [DF13] provides
an in-depth coverage on the various types of joins that are available in SQL with detailed examples.

Example A.9. In the excerpt below, we perform an INNER join between the CUSTOMER table
and the ORDERS table over their customer key columns. The columns of the resulting Tabular-
Data object includes only the customer name from the CUSTOMER table, but has all the columns
from the ORDERS table. As this is an inner join, we have omitted the join type.

customer.join(orders, ('c_custkey',),('o_custkey',) ,('c_name',), COL.ALL)

Below, in a slightly modified version of the above code, we perform a left outer join between
the CUSTOMER and ORDERS tables. As it is a left outer join, all the customer records will make
it to the output, irrespective of whether they have any matching orders or not.

customer.join(orders, ('c_custkey',),('o_custkey',) ,COL.ALL, COL.ALL, JOIN.LEFT)

A.1.5 Duplicates Elimination and Ordering of Data Sets

In addition to the standard relational operators, TabularData objects also provides some additional
functionality to match some of the convenient features that are provided by SQL implementations.
The first of this is the distinct API call which creates a new TabularData object in which all the
rows are unique and is useful for eliminating duplicate rows from the source TabularData object.
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tabularDataObject.distinct()

Finally, one can also perform ordering of data sets, by making use of the order API call. The
order API accepts a list of source columns as its argument.

tabularDataObject.order(orderlist)

The default ordering is ascending. However, the ordering imposed on a column can be changed
explicitly to descending by suffixing the column names with a '#desc' tag.

tabularDataObject.order(('col1', 'col2#desc', ...))

Example A.10. In the following source code listing, we first project the L_ORDERKEY,
L_SHIPDATE, and L_SHIPMODE columns from the LINEITEM table, and then select only the dis-
tinct rows, ordering them first by L_ORDERKEY ascending, and then by L_SHIPDATE descending.

lineitem.project(('l_orderkey','l_shipdate', 'l_shipmode'))
.distinct()
.order(('l_orderkey','l_shipdate#desc'));

The final, resulting TabularData object will therefore have three columns – L_ORDERKEY,
L_SHIPDATE, and L_SHIPMODE. Further, when that TabularData object is materialized, its internal
data representation will be ordered as described above.

A.2 Data Slicing and Stacking

As TabularData objects represent two-dimensional data sets, they support positional access to in-
dividual data elements and transformations that are conventionally expected out of a matrix data
structure. Therefore, we can slice specific rows and columns out of a TabularData object to create
a new TabularData object with a subset of columns and rows from the source TabularData object
(such as when one would need to separate out the test and training data sets while constructing
a typical machine learning model). On the other hand, we can also stack multiple TabularData
objects either horizontally or vertically, to add more columns or rows, respectively.

The slicing syntax followed by TabularData objects is based on those of NumPy arrays and has
the following general syntax.

tabularDataObject[rowslice, colslice]
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Here rowslice decides which rows will make it to the result and colslice indicates the
columns that must be included in the resulting TabularData object.

The slices have the following format.

start:end:skip

Where start is the starting index for the operator (e.g., row 5), and end is the ending index
for the operator (e.g., row 15). skip is used to denote the number of positions to skip between
every selected index (e.g., skip 2 rows). The starting index is inclusive, whereas the ending index is
excluded. While the columns to be sliced can be indicated using their numeric positions or column
names, rows of interest must be always expressed through numeric positions. Table A.5 shows
some examples of how to perform slicing on TabularData objects.

Further, we can find the dimensions (number of rows and columns) of a TabularData object by
accessing its shape property.

tabularDataObject.shape

The shape property provides a Python tuple of the form:

(numRows, numColumns)

TabularData objects also allow themselves to be stacked horizontally (increasing the number of
columns) or vertically (increasing the number of rows). In order for two TabularData objects to be
stacked horizontally, they should have the same number of rows. Similarly, to stack two Tabular-
Data objects vertically, they should have the same number of columns and must be of compatible
data types. The horizontal stacking and vertical stacking are supported through the hstack and
vstack , respectively API calls of the TabularData object that accepts a list of TabularData objects
as its argument.

tabularDataObject.hstack((tabularDataObject1, tabularDataObject2, ...), colprfxes)
tabularDataObject.vstack((tabularDataObject1, tabularDataObject2, ...))

hstack optionally takes a colprfxes argument, which is a list of string literals. The prefixes
are used by the transformation to rename a source’s TabularData object’s column name by prefixing
it with the corresponding string literal. This approach can be used to address issues where a given
column name appears in more than one TabularData object that is being stacked.
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Table A.5: Slicing TabularData objects

Syntax Description

customer[0]

Creates a new TabularData object with only the first row
in the in the source TabularData object. All the source
columns are included in the new TabularData object.

customer[5:]

Creates a new TabularData object that contains every row,
starting from the sixth row in the source TabularData object.
All the source columns are included in the new TabularData
object.

customer[5:9]

Creates a new TabularData object that contains rows six
through nine in the source TabularData object. All the
source columns are included in the new TabularData object.

customer[::2]

Creates a new TabularData object that contains every sec-
ond row, starting from the first in the source TabularData
object. All the source columns are included in the new Tab-
ularData object.

customer[5::2]

Creates a new TabularData object that contains every sec-
ond row, starting from row six in the source TabularData
object. All the source columns are included in the new Tab-
ularData object.

customer[:,0]

Creates a new TabularData object with only the first column
from the source TabularData object. All the rows from the
source is included in the new TabularData object.

customer[:, ['n_nationkey']]

Creates a new TabularData object with only the
N_NATIONKEY column from the source TabularData ob-
ject. All the rows from the source is included in the new
TabularData object.

customer[:, 1:5]

Creates a new TabularData object with only the second
through fifth columns from the source TabularData object.
All the rows from the source is included in the new Tabu-
larData object.

customer[:, 1:5:2]

Creates a new TabularData object that contains every sec-
ond column, starting with the second column until the fifth,
from the source TabularData object. All the rows from the
source is included in the new TabularData object.

customer[0:10, 0:3]

Creates a new TabularData object that contains the first
three columns of the first ten records in the source Tabu-
larData object.
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Example A.11. In the source code listing below, we first create two TabularData objects, c1

and c2 by using the slicing operations on the CUSTOMER table. The TabularData object c1 con-
tains only the columns C_CUSTKEY and C_NATIONKEY, whereas c2 contains only the C_ACCTBAL

column. Next, we create a new TabularData object, c3, using hstack on c1 and c2. We also
pass the column prefixes 'c1_' and 'c2_' as arguments to hstack .

c1 = customer[:, ['c_custkey', 'c_nationkey']]
c2 = customer[:, ['c_acctbal']]
c3 = c1.hstack((c2,), ('c1', 'c2'))

The resulting TabularData object referenced by t3 will have three columns from
the corresponding source TabularData objects, but will be renamed to C1C_CUSTKEY ,
C1C_NATIONKEY , and C2C_ACCTBAL respectively.

A.3 Numerical Computations and Linear Algebra

All the columns in a TabularData object must be of a numeric type in order to perform any nu-
merical computations over them. TabularData objects support the basic arithmetic operations –
addition, subtraction, multiplication, division. In general they have the following form.

operand1 oper operand2

As these are binary operators, one of the operands can be a scalar instead of being a TabularData
object. If one of the operands is a scalar, then the numeric operation is performed between each
element in the TabularData object and the scalar operand. On the other hand, if both the operands
are TabularData objects then they must have the same dimensions (number of rows and columns)
and the arithmetic operation is applied between their corresponding elements in the same position
(row and column). These operators are shown in Table A.6.

TabularData objects also support the matrix transformations of matrix multiplication and ma-

trix transpose. For matrix multiplication, both the operands must be TabularData objects. Further,
similar to standard matrix multiplication, the number of columns in the first TabularData object
must be the same as the number of rows in the second TabularData object. The resulting Tabu-
larData object will have the same number of rows as the first TabularData object and the same
number of columns as the second TabularData object. When a matrix-transpose is performed on a
TabularData object, a new TabularData object is created where the rows of the source TabularData
object becomes its columns and the source rows becomes its columns.
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Table A.6: Arithmetic operators for TabularData objects

Operator Description and Example
+ Numeric addition.

tabularDataObject + operand
operand + tabularDataObject

- Numeric subtraction.
tabularDataObject − operand
operand − tabularDataObject

* Numeric multiplication.
tabularDataObject ∗ operand
operand ∗ tabularDataObject

/ Numeric division.
tabularDataObject / operand
operand / tabularDataObject

Table A.7: Matrix for TabularData objects

Operator Description and Example
@ Perfroms a matrix multiplication.

tabularDataObject1 @ tabularDataObject2

If tabularDataObject1 has m rows and n columns and
tabularDataObject2 has n rows and p columns, the resulting Tabular-
Data object will have m rows and p columns.

T Matrix transpose.
tabularDataObject.T

If tabularDataObject has m rows and n columns then the the resulting Tabu-
larData object will have n rows and m columns.
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A.4 APIs for Custom Extensions

A.4.1 Custom Transformations

A custom transform, as was discussed in Section 4.1.1, allows data scientists to perform transfor-
mations on TabularData objects that are not possible with the built-in APIs. It also allows them to
integrate third party packages into AIDA’s framework. As we had discussed the API and usage of
custom transformations in detail in Section 4.1.1, we will only discuss it briefly in this section for
the sake of completeness.

A custom transformation function is basically a Python function that accepts a TabularData
object as its first argument. It may accept any additional arguments other than this, including other
TabularData objects. The custom transformation function can access the internal data representa-
tion of the TabularData object passed as its argument and do any data processing over it, employing
other Python packages if required.

def ctransformFunc(tabularDataObject, arg1, arg2, ...):
# Import any Python packages required .
import ...
# Access the internal data representation of tabularDataObject .
... = tabularDataObject.cdata
# Do any necessary processing to produce a new data set .
...
# Return an internal data representation for the new TabularData object .
return ...

The transformation function itself is executed using the _U operator that is associated with
the TabularData object. The transformation function and necessary arguments are automatically
shipped to the server by AIDA’s client API and is executed there. AIDA’s server uses the inter-
nal data representation provided by the transformation function to instantiate a new TabularData
object, returning its reference to the client API.

tabularDataObject._U(ctransformFunc, arg1, arg2, ...)

Several detailed examples on custom transformations are available in Section 4.1.1.

A.4.2 Loading External Data

As we saw in Section 4.1.2, external data sets can be integrated into AIDA’s workflow by writing
Python functions that read these data sets into one of the internal data formats of TabularData. They
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can also leverage other Python packages that are useful to execute any data processing or compu-
tational tasks that they need to perform. These functions can accept any arbitrary arguments, and
as such they are syntactically similar to the functions that are used with custom transformations.
Their general logical structure is as shown below.

def dataLoadFunc(arg1, arg2, ...):
# Import any Python packages required .
import ...
# Load the external data set into Python space .
...
# Do any necessary processing to convert it into TabularData ' s format .
...
# Return an internal data representation for the new TabularData object .
return ...

They are executed using the _L operator associated with the database workspace object.

db._L(dataLoadFunc, arg1, arg2, ...)

As the load function (and any arguments passed to it) is shipped to and executed at the server
side, there is no overhead associated with the external data being transferred through the client
(unless the external data set resides in the client). The data set returned by the load function is used
to instantiate a new TabularData object, whose reference is then returned to the client API.

Example A.12. In the following source code listing, we use Wikipedia to extract informa-
tion about the world population at country level by scraping the relevant Wikipedia web page
[Mit18].

def CountryPopulation():
import wikipedia, bs4
page = wikipedia.page('countries population').html() # Lookup the relevant web page.
soup = bs4.BeautifulSoup(page,'html5lib')
country=[]; pop=[];
for items in soup.find('table', class_='wikitable') \ # Find the HTML table.

.find_all('tr')[1::1]:
data = items.find_all(['th','td']) # Parse the HTML table for data items.
country.append(data[1].a.text)
pop.append(int(data[2].contents[0].replace(',','')))

return {'country':country, 'population':pop} # Return dictionary−columnar data.

cntryInfo = db._L(CountryPopulation)

We make use of existing specialized Python packages BeautifulSoup [Nai14], and wikipedia,
to do the weightlifting such as parsing the web page for the relevant data. We write a load
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function that basically “wraps” the functionality provided by these packages and produces a
data structure that conforms to TabularData’s internal representation.

After we execute the load function, cntryInfo references a TabularData object that con-
tains two columns; COUNTRY, which is used to store the names of the countries, and POPULATION

which is used to store their populations.

A.4.3 The Remote Execution Operator API

As discussed in Section 4.1.3, the remote execution operator is a very useful mechanism to execute
arbitrary Python logic at the server side. However, their main objective is to shift iterative compu-
tations over TabularData objects to the server side in order to reduce the RMI overhead. Further,
unlike the custom transformations and data load functions, they are not required to produce any
data set at the end of their execution and therefore, the execution of remote execution operator
does not necessarily result in a new TabularData object (unless the user-written function internally
creates new TabularData objects as part of its execution logic).

Users can write their processing logic as a regular Python function. The function must accept
a database workspace object as its first argument, but can have any other additional arguments.
These arguments can be regular Python data structures, TabularData objects, or even other Python
functions. Although these functions are not required to return anything at the end of their execution,
if required, they may do so, and the return values are automatically sent back to the client at the end
of their execution. These return values can be regular Python objects or even TabularData objects.
If a TabularData object is returned, then only the remote reference is sent to the client, which will
then construct a stub to interact with the server-resident TabularData object, as is the case with any
other built-in TabularData transformations in AIDA.

def remoteFunc(db, arg1, arg2, ...):
# Import any Python packages required .
import ...
# Execute the processing logic .
...
# Optionally return something ( will be sent back to the client ) .
return ...

A function meant for remote execution can be invoked through the _X operator associated with
the database workspace object. The function is then shipped along with any necessary arguments
and executed at the server side. If the function has a return value, it will be sent back to the client.
Otherwise, a default return value of None is assigned.
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# res will be None, if remoteFunc does not return any value .
res = db._X(remoteFunc, arg1, arg2, ...)

Example A.13. In this example, we will see how we can make use of the remote execution
operator to build a linear regression model by performing gradient descent algorithm iteratively.
For those not familiar with the approach, [JWHT17] and [PG17] provides a detailed discussion
on the fundamentals with some examples. First, we define two Python functions, gradDesc

that implements the standard gradient descent algorithm, and squaredErr that computes the
mean squared error. We store these two functions in the database workspace.

def gradDesc(actual, predicted, trainDataSet, numSamples):
return (predicted−actual).T @ trainDataSet / numSamples

def squaredErr(actual, predicted, numSamples):
return ((predicted−actual)∗∗2).sum()/(2∗numSamples)

db.squaredErr = squaredErr; db.gradDesc = gradDesc;

Next, we define a Python function, trainModel , to perform the model training for linear
regression. The function accepts the following parameters – a training data set, the actual values
of the dependent variable for the training data set samples, an initial set of model parameters, all
of which are TabularData objects. It also takes as arguments the number of samples in the train-
ing data set, the number of training iterations to perform, and the learning rate hyperparameter,
alpha .

def trainModel(db, trainDataSet, trainDataSetActual, params
,numSamples, numiters, alpha):

for i in range(0, numiters):
pred = trainDataSet @ params.T
params = params − alpha∗db.gradDesc(trainDataSetActual, pred

,trainDataSet, numSamples)
return (db.squaredErr(trainDataSetActual, pred, numSamples), params)

The training function executes the gradient descent function (accessed through the database
workspace) for the specified number of iterations, updating the model parameters with each
iteration. At the end of the specified number of iterations, it returns a tuple containing both
the squared error and the current set of model parameters. Since the function, and there by all
the iterations, are executed at the server space without the client involvement, there is no RMI
involved, thus eliminating its overhead.

The training function is executed by passing the necessary arguments to it, using the _X
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operator. In the following excerpt, we execute the training function to perform 100 iterations.

(err, params) = db._X(trainModel, trainDataSet, trainDataSetActual
,initialParams, numSamples, 100, 0.1)

At the end of its execution, we can analyze the squared error value returned by the train-
ing function. If we are not satisfied with the training, we can continue executing the training
function, this time starting from the previously returned set of model parameters.

(err, params) = db._X(trainModel, trainDataSet, trainDataSetActual
,params, numSamples, 100, 0.1)

A.5 Data Visualization

A.5.1 Using matplotlib for Data Visualization

As discussed in Section 4.2, data scientists can use matplotlib to perform static data visualization.
As matplotlib is a very complex and sophisticated package, our discussion here is only meant
to demonstrate how to execute matplotlib code using AIDA’s API. For those not familiar with
matplotlib, there are several sources such as a [YCY18], and [Kel18] that provides an in-depth
coverage on the topic.

As data is resident at the server, AIDA creates the image object at the server and then ships it
to the client side to visualize it. To accomplish this, the data scientist have to write the matplotlib
code as a Python function. The function should accept the database workspace object as the first
argument, in addition to any other arguments that it needs. It must return a matplotlib figure object,
that contains the plotting logic incorporated.

def matPlot(db, arg1, arg2, ...):
# Access and process any data sets as required .
# Create a matplotlib figure object .
fig = plt.figure()
# Include the plotting logic into the figure object .
...
# Return the figure object .
return fig

The plotting function can be then executed using the _Plot API associated with the database
workspace object. Similar to the user extensions that we covered in the previous section, the
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plotting function and the arguments are shipped to and executed at the server space. The _Plot

operator returns an image to the client side that represents the visualization logic incorporated by
the figure object returned by the plotting function.

img = db._X(matPlot, arg1, arg2, ...)

The image can be displayed/saved into a file at the client side. With Jupyter Notbook envi-
ronments, AIDA’s client API provides a wrapper (show) to display it using Jupyter Notebooks
visualization APIs.

show(img)

Example A.14. In this example that is based on the TPC-H PART table, we develop a function to
generate a matplotlib bar chart that shows the minimum retail price of a particular type of part,
offered by various manufacturers. Our plotting function accepts the part type as an argument,
allowing us to use this function to plot charts for any part type. Within the function, we first
access the PART table through the database workspace object and perform relational operations
using TabularData object’s relational API. This creates a TabularData object that captures the
minimum retail price offered by each manufacturer for the particular part. We then use the
dictionary-columnar internal data representation of this TabularData object and use it construct
a bar chart figure in matplotlib, returning the figure at the end of the function execution.

def partsPriceBar(db, partType):
from aida.aida import Q,C,MIN; import numpy as np;
# Find minimum retail prices .
pinfo = db.part.filter(Q('p_type', C(partType)),Q('p_size', C(1)))\

.agg(('p_mfgr',{MIN('p_retailprice'):'min_rprice'}),\
('p_mfgr',))

pdata = pinfo.cdata # Access the dictonary−columnar internal data structure
# Plot the data into a matplotlib figure object .
fig = plt.figure()
ax = fig.add_subplot(111)
ydata = pdata['min_rprice']; xdata = pdata['p_mfgr'];
xticks = np.arange(0, len(ydata))+0.10
ax.bar(xticks, ydata, color='b')
ax.set(title='Min. Retail Pricing for ' + partType)
ax.set_xticklabels(xdata); plt.xticks(rotation=15)
plt.ylabel('price ($)')
return fig; # Return the figure object .

We can now plot this chart by executing it using the _Plot operator, passing the part type
we are interested in as the argument.
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img=db._Plot(partsPriceBar, 'LARGE BRUSHED BRASS')
show(img)

Figure A.1 shows the chart produced by the function, as displayed in a Jupyter Notebook.

Figure A.1: AIDA bar chart using matplotlib.

A.5.2 Using plotly for Interactive Data Visualization

plotly is an advanced data visualization environment that allows data scientists who are expert
programmers to build sophisticated data science workflows. The details of writing visualization
applications using plotly can be found in its online documentation1. Data scientists can utilize
plotly to create interactive visual interfaces in AIDA by constructing the interface inside a Python
function. AIDA expects the Python function to accept the database workspace object as the first
argument and a plotly app object as the second argument followed by any additional arguments

1https://dash.plot.ly
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that the function requires. The plotting function is expected to return a layout object that contains
all the visualization elements including any charts.

def plotlyPlot(db, app, arg1, arg2, ...):
# Access and process any data sets as required .
# Create a plotly visual interface layout object .
layout = ...
# Include the visual elements into the layout object .
...
# Return the layout object .
return layout

The plotting function is executed using the _Page operator of the database workspace object.

page = db._Page(plotlyPlot, arg1, arg2, ...)

As the operator returns a URL of the web page that hosts the visualization, it can be accessed
using a regular web browser, or in the Jupyter Notebook as follows.

show(page)
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Example A.15. In this example, we re-implement the matplotib based plotting function from
Example A.14 using plotly. Here, we create an interface that allows us to choose the part type
that we are interested in through a drop-down menu, and the chart will automatically fetch the
relevant data from the database and update itself.

1 def partsPriceExplorer(db, app):
2 from aida.aida import MIN, Q, C
3 import dash_core_components as dcc, dash_html_components as html
4 from dash.dependencies import Input, Output
5

6 #Find all available part types to create a drop down.
7 pTypes = db.part.project(('p_type',)).distinct().cdata['p_type']
8 layout = html.Div([
9 html.Div(id=db.genDivId('pInfo')) # The price bar graph.

10 ,dcc.Dropdown(id=db.genDivId('pTypes') # Part types dropdown.
11 ,options=[{'label':p, 'value':p} for p in pTypes]
12 ,value=pTypes[0])])
13

14 # Callback event to update the bar graph.
15 @app.callback(Output(db.getDivId('pInfo'), 'children')
16 ,[Input(db.getDivId('pTypes'), 'value')])
17 def updateGraph(selPType):
18 # Fetch the data corresponding to the selected part type .
19 db.pinfo = db.part.filter(Q('p_type', C(selPType)),Q('p_size', 1))\
20 .agg(('p_mfgr', {MIN('p_retailprice'):'min_rprice'})
21 ,('p_mfgr',))
22 pdata = db.pinfo.cdata
23 # Update the bar graph with a new plot figure .
24 fig = {'data' : [{'x':pdata['p_mfgr'],'y':pdata['min_rprice'],'type':'bar'}]
25 ,'layout' : {'title':'Min. Retail Pricing for ' + selPType} })
26 return dcc.Graph(figure=fig)
27

28 return layout

The interface is then activated using the _Page operator.

pltp = db._Page(partsPriceExplorer)
show(pltp)

Figure A.2 shows the visual interface created by this plotting function as displayed in a
Jupyter Notebook. Inside the plotting function, we create a drop-down menu and populate
with all the available part types, by retrieving them from the PART table (line 7). When a part
type is selected using the drop-down, the callback function gets triggered (line 17). The callback
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function then retrieves the minimum retail price of the part that is currently selected, and updates
the bar chart It also saves the TabularData object corresponding to this data set in the database
workspace as pinfo (line 19). This makes the data set accessible to any other transformation
function or the client API for any further analysis.

print(db.pinfo.cdata);
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Drop-down

Figure A.2: AIDA interactive data visualization using plotly in Jupyter Notebook.
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