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Abstract

Optical music recognition is the field of research that investigates how to computationally

read musical documents. It offers powerful mechanisms for digitizing physical musical scores into

machine-readable forms, enabling researchers to search, analyze, and interact with vast swathes

of musical data in novel ways. However, a significant challenge encountered in leveraging this

technology is the non-trivial errors it introduces into scores, especially on poor-quality scans or

degraded historical musical documents. Manual correction of these errors, essential for analysis

and archival, is a time-consuming task. I note that most of the errors these processes induce are

“non-musical” in that they represent musical phenomena that a human composer would not have

written. I propose that the laborious task of manual correction could be sped up by marking

all symbols on a score that are musically unlikely, allowing the corrector to focus their attention

only on regions of the score that contain errors, saving time in the process overall.

This dissertation covers the design, construction, and evaluation of a machine learning-

based error detector for symbolic music with the objective of expediting the process of manual

correction of optical music recognition outputs. This system is built around the Transformer

network, chosen for its proven proficiency in capturing long-term dependencies. Given the high

degree of repetition inherent to musical compositions, where themes and motifs may recur over

long temporal distances, Transformer networks offer a robust way to detect anomalies or errors

by learning from these repetitive characteristics.

As acquiring large quantities of annotated error data from musical scores is challenging, I

devise several unique data augmentation methods to bolster the model’s training dataset. These

methods address the problem of data scarcity, improving the potential applicability of these

methods in low-resource situations, where digitization via Optical Music Recognition stands

to be especially helpful. I also develop a general and extensible definition of errors in symbolic

music, based on sequence alignment algorithms, suitable for use in machine-learning applications.

This research aims to help bridge the gap between the promises of optical music recogni-

tion and its current limitations. Through intelligent error detection, it seeks to propel these

technologies to their full potential as tools for musicological research and musical preservation.
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Résumé

La reconnaissance optique de partitions musicales est un domaine de recherche qui se concen-

tre sur la lecture automatique de documents musicaux. Elle propose des technologies pour

transformer les images des partitions musicales en formats permettant des nouvelles manières

d’analyse et d’interaction avec des grands volumes de données musicales. Cependant, ces tech-

nologies introduisent souvent des erreurs dans les partitions musicales pendant le processus de

reconnaissance, surtout lors du traitement d’images de qualité médiocre. La correction manuelle

de ces erreurs est une tâche longue et onéreuse, et constitue un obstacle à l’adoption de ces tech-

nologies. On remarque que la plupart de ces erreurs produisent des phénomènes musicaux qu’un

compositeur humain n’aurait pas écrit. En conséquence, je propose que le processus laborieux

de correction manuelle des erreurs pourrait être rendu plus efficace en marquant sur la partition

musicale tous les symboles qui sont musicalement improbables. Cela permettrait aux relecteurs

humains de se concentrer sur les secteurs de la partition qui contiennent des erreurs.

Cette thèse traite de la conception, de la construction et de l’évaluation d’un détecteur

d’erreurs musicales, basé sur l’apprentissage automatique, dans le but d’accélérer la correction

manuelle des résultats de processus de reconnaissance optique musicale. Le transformeur, un

modèle d’apprentissage profond, est utilisé dans ce système pour capturer les schémas qui se

répètent sur de longues périodes. Comme les compositions musicales présentent souvent un degré

élevé de répétition, les thèmes et les motifs sont réitérés au cours d’une pièce, et les transformeurs

seront capables de détecter des anomalies et des erreurs au cours d’un apprentissage automatique

de ces caractéristiques répétitives.

Comme il est difficile de rassembler de grandes quantités de données d’erreurs annotées à

partir de partitions musicales, je propose plusieurs nouvelles techniques d’augmentation et de

renforcement de l’ensemble des données. Ces techniques améliorent l’applicabilité du détecteur

d’erreurs dans des situations où la disponibilité des données de formation est limitée. Dans ces

situations, la numérisation de partitions musicales sera la plus utile. Je propose également une

définition générale et extensible des erreurs entre partitions musicales, basée sur l’alignement des

séquences, et qui convient aux applications d’apprentissage automatique. Cette thèse est une

exploration des limites actuelles de la reconnaissance optique musicale. Elle vise à augmenter

le potentiel de ces technologies comme outils de recherche musicologique et de préservation

musicale.



iii

Acknowledgments

I would first like to thank my supervisor, Ichiro Fujinaga, who through weekly meetings and

dozens of presentation run-throughs shared insights, refined my research ideas, and provided

constant guidance to point me in the right direction. I am incredibly fortunate to have had such

an attentive and supportive mentor over the seven years since I first came to Montreal.1

I thank my compatriots at the Distributed Digital Music Archives and Libraries Lab (DDMAL)

who have worked alongside me over the last six years, including Gabriel Vigliensoni, Emily Hop-

kins, Alex Daigle, Junhao Wang, Finn Upham, Dylan Hillerbrand, Sevag Hanssian, Sylvain

Margot, Yinan Zhou, Juliette Regimbal, Wanyi Lin, Jacob deGroot-Maggetti, Anna de Bakker,

and Geneviève Gates-Panneton. The lab environment they created was friendly and warm, and

always a pleasure to return to in the dead of the long Quebec winter. Special mention to Yaolong

Ju, Martha Thomae, and Néstor Nápoles López, the other three doctoral students in DDMAL

during my time there, for their collaboration, camaraderie, and commisseration. When I tell

people I am a student of Music Technology and they inevitably ask “What does that mean,

exactly?” I am always excited to describe the research we have done over the last five years.

I also thank the other members of the Computational Tonal Studies group2 for working

together with me on creating the Mendelssohn String Quartet Dataset. This experience, and

the insights it gave me into how Optical Music Recognition fits into the larger digitization

process, motivated the hypotheses that form the basis of this very dissertation.

I would also like to acknowlege members of the global Music Information Research com-

munity with whom I have collaborated on code, research, music, or ideas, including Antonio

“Paco” Castellanos, Antonio Ríos-Vila, Elona Shatri, Laurent Feisthauer, Xaris Papaioannou,

and Jonathan Orland. I doubt that any other research community is as welcoming, diverse,

and full of people eager to synthesize knowledge together with people of other academic back-

grounds.3

1. When I was presenting my first-ever conference paper at the International Society for Music Information
Retrieval (ISMIR) conference in 2019, a man from a Korean telecommunications company walked up to my poster
and started reading it, hands folded behind his back, without saying a word in greeting. Eventually his gaze
drifted to the top of the poster, he saw the name of my supervisor as the co-author, and his eyes went wide. He
said to me: “Ah, Fujinaga! You are a very fortunate guy.” He then nodded once and walked off with a smile
before I could respond. I think about this anecdote all the time.

2. Jacob deGroot-Maggetti, Laurent Feisthauer, Sam Howes, Yaolong Ju, Néstor Nápoles López, Suzuka
Kokubu, Sylvain Margot, and Finn Upham.

3. I must acknowledge the international Stringology community, who I had the good fortune to meet at the
Sequences in London workshop in 2023, and who also know how to have a good time.



iv

Thanks to the McGill professors whose courses I took while a student, especially Phillipe

Depalle, whose seminars on signal processing and time-frequency representations completely

reformulated my understanding of how digital audio functions.

Thanks to the Centre for Interdisciplinary Research in Music Media and Technology (CIR-

MMT) for providing travel awards, research funding, and a forum for me to meet researchers

with different backgrounds than my own. The research presented in this dissertation was further

supported by the Fonds de recherche du Québec — Société et culture (FRQSC), who awarded

me a doctoral scholarship from 2021–2023 (Dossier # 288312).

Finally, I thank my incredible partner, Grant Ongo, for his infinite patience and level-headed

advice, and my parents, Shobhana Chelliah and Willem de Reuse,4 for their eternal confidence

and loud support. I’m excited to announce that you all never again have to ask me how my

dissertation is going.

4. My father, Willem, also proofread the French translation of the abstract for this dissertation.



v

Contribution to Original Knowledge

• Chapter 2: This chapter offers a comprehensive survey of error detection and correction

methods in real-valued sequences and Natural Language Processing (NLP), emphasizing

their potential applications in symbolic music. As this is a relatively unexplored research

area, the survey represents an original contribution to the field.

• Chapter 3: The chapter provides a detailed review of the field of Optical Music Recog-

nition (OMR). Notably, it introduces novel methods for categorizing errors and presents

an innovative approach (in Section 3.4) for estimating the potential time-saving benefits

of an error detector.

• Chapter 4: This chapter surveys binary classification and machine learning, with a focus

on the Transformer architecture. Section 4.4 discusses the challenges of learning long-term

dependencies in music, constituting an original contribution.

• Chapter 5: The chapter describes a novel methodology for creating a machine learning-

based error detector for symbolic music. It introduces an innovative agnostic encoding

scheme for representing polyphonic, multi-staff music as sequences of one-dimensional

categorical tokens. It presents a publicly accessible dataset of string quartets for training

the error detector and the development of a novel difference operation on musical sequences,

leveraging the Affine Needleman-Wunsch (ANW) algorithm. This chapter also outlines a

machine learning pipeline for training, testing, and inference, tailored for the developed

methodology.

• Chapter 6: This chapter details the experimental evaluation of the error detector. It

includes comprehensive trials that assess the impacts of various architectural choices, se-

quence length variations, data augmentation methods, and fine-tuning strategies on the

model’s performance.



vi

Contribution of Authors

• Chapter 1: All contributions in this chapter are mine.

• Chapter 2: All contributions in this chapter are mine.

• Chapter 3: The discussion of OMR errors presented in this chapter takes inspiration from

the conference paper covering the creation of the Mendelssohn String Quartet Dataset

(MSQD), which describes the process of correction OMR outputs in detail (deGroot-

Maggetti et al. 2020).

• Chapter 4: All contributions in this chapter are mine.

• Chapter 5: The methodology presented here is adapted from a previous conference paper

detailing an earlier version of this error detector (de Reuse and Fujinaga 2022).

• Chapter 6: All contributions in this chapter are mine.

• Chapter 7: All contributions in this chapter are mine.

The large language model-based chatbot ChatGPT (Chat Generative Pre-trained Trans-

former), versions 3.5 and 4, was used throughout this dissertation to proofread my written prose

and rephrase certain sections for clarity. It was also used to generate LATEXmarkup code for

some figures and tables.



vii

Abbreviations

ABC Annotated Beethoven Corpus

AMT Automatic Music Transcription

ANW Affine Needleman-Wunsch

AP Average Precision

API Application Programming Interface

CWMN Common Western Music Notation

FNN Feed-forward Neural Network

GEC Grammar Error Correction

GED Grammar Error Detection

GPU Graphics Processing Unit

GUI Graphical User Interface

HRIR High-Recall Information Retrieval

IMSLP International Music Score Library Project

KLM Keystroke-Level Model

KNN K-Nearest Neighbors

LSTM Long Short-Term Memory

LSTUT Long Short-Term Universal Transformer

MCC Matthews Correlation Coefficient

MEI Music Encoding Initiative

MIR Music Information Retrieval

MIDI Musical Instrument Digital Interface

MSQD Mendelssohn String Quartet Dataset

NLP Natural Language Processing

NW Needleman-Wunsch

OCR Optical Character Recognition

OMR Optical Music Recognition

OSSQ OpenScore String Quartets

PDF Portable Document Format

QKV Query-Key-Value

RNN Recurrent Neural Network

SGD Stochiastic Gradient Descent

UT Universal Transformer

XML Extensible Markup Language



viii List of Figures

List of Figures

1.1 An visual analogy illustrating why it is nontrivial to define the notion of an “error”

on a musical score. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9

3.1 Examples of the categories of score complexity for the purposes of categorizing OMR

systems. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38

3.2 A brief snippet of music showing how symbols can be confused for one another based

on their proximity to other symbols. . . . . . . . . . . . . . . . . . . . . . . . . . 39

3.3 Napoleon Costé’s Adagio et Divertissement pour la Guitare, op. 50, Mvt. 2, mm.

23–29, featuring a now-obsolete typesetting of the quarter rest that resembles a

mirrored version of the modern eighth rest. . . . . . . . . . . . . . . . . . . . . . 41

3.4 Two variants of the alto clef in use until the twentieth century. . . . . . . . . . . . . 41

3.5 An example of a possible agnostic and semantic encoding of a musical excerpt. Re-

produced from Figure 1 of (Thomae et al. 2020). . . . . . . . . . . . . . . . . . . 46

3.6 An image of PhotoScore’s staff-finding interface, failing on a scan of the first page of

Joseph Haydn’s String Quartet in B Minor, Hob. 68, Op. 64 No. 2. . . . . . . . . 60

3.7 String Quartet No. 1 by Leoš Janáček, “Kreutzer Sonata”, mm. 14–21, Viola part,

at various points through PhotoScore’s OMR process. . . . . . . . . . . . . . . . 61

3.8 An image of the Graphical User Interface (GUI) of PhotoScore 8, running on Windows

10. Four main components of its user interface are labeled: (a) the list of pages

yet to be run thorugh PhotoScore’s OMR engine, (b) the list of pages already

recognized, (c) a view on the binarized version of the currently selected recognized

page and (d) the results of the OMR process on the currently selected page. . . . 62

3.9 PhotoScore’s bad timing navigator tool on Claude Debussy’s String Quartet no. 1,

Op 10, mm 14-16. Note that the time signature of this snippet of music is 4
4
. . . 63

3.10 Fanny Hensel’s String Quartet in E-flat Major, Mvt. 1, mm. 24–29. . . . . . . . . . 64

3.11 Robert Schumann’s String Quartet Op.41 No.1, Mvt. 1, mm. 8–14. . . . . . . . . . . 66

3.12 Mendelssohn’s String Quartet in A-flat Major, Op.44-iii, Mvt. 4, mm. 101–106. . . . 67



List of Figures ix

3.13 Two graphs of Equation 3.6, which estimates d, how much an error detector could

reduce OMR correction times. Each shows the effect of varying e, the proportion

of the score marked as erroneous by the error detector, for three different of c,

the proportion of the score that requires correction. The two graphs each use

different values of p. The graphs cut off to ensure that e is always greater than c

in the formula. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 76

4.1 A schematic of the matrix operations involved in a three-layer Feed-forward Neural

Network (FNN). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 85

4.2 A schematic of the matrix operations involved in an Recurrent Neural Network (RNN)

operating on a sequence of length 3. . . . . . . . . . . . . . . . . . . . . . . . . . 92

4.3 A schematic of the matrix operations involved in a single Long Short-Term Memory

(LSTM) memory cell. Note that each of the four gates are trained with a unique

set of weights and biases. The ⊙ symbol represents Hadamard multiplication

(elementwise multiplication of vector elements). . . . . . . . . . . . . . . . . . . . 94

4.4 A schematic of the matrix operations involved in the general attention mechanism. . 98

4.5 A schematic of the matrix operations involved in additive attention. Each element of

the attention weights matrix A is derived by passing two elements from the input

sequences xi and sj through a feed-forward layer. The ‖ symbol denotes vector

concatenation. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 99

4.6 A schematic of the matrix operations involved in Query-Key-Value (QKV) attention. 100

4.7 A schematic of the matrix operations involved in QKV self-attention, as used in

transformers. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 101

4.8 A schematic showing the components of the vanilla Transformer. . . . . . . . . . . . 102

4.9 A schematic of the Long Short-Term Universal Transformer (LSTUT) network that I

use for the error detection task. Modifiable parameters of the network architecture

are listed on the right, connected to the parts of the network that they modify.

Activation functions (present after every fully connected layer, LSTM layer, and

self-attention layer) are omitted from this diagram for the sake of concision. . . . 109

5.1 An example of how the caret ∧ token is used in the agnostic encoding scheme. Note

how in chords the ∧ token is used between tokens in the same horizontal position. 124



x List of Figures

5.2 (a) An engraved two-measure snippet of music. (b): The agnostic encoding of the

above snippet, using the scheme defined in Table 5.1. Highlighted regions of

the agnostic encoding correspond to highlighted regions of the same color in the

musical snippet, with annotations corresponding to some of the highlighted regions.128

5.3 Mendelssohn’s Quartet No. 1 in E♭ Major Op. 12, Mvt. 2, measure 10, 2nd violin

part. Two measures are shown, one with OMR errors, along with the result of

their ANW alignment. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 131

5.4 Mendelssohn’s String Quartet no. 3 in D Major, Op. 44 No. 1., mm. 2, second violin

part. This figure shows a scan of the measure, the results of an OMR process on

that scan, and the positions where errors lie according to the scheme defined in

this section. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 132

5.5 A diagram illustrating the heuristic method of generating errors in agnostic musical

sequences that “clump” together into contiguous runs. . . . . . . . . . . . . . . . 140

5.6 A figure displaying the process of training the error detector on synthetic errors. This

entire process is executed once per training batch, so that every new batch sees

newly generated artificial errors. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 148

5.7 A figure displaying the process of validating the error detector during training, or

testing its performance on real OMR data. . . . . . . . . . . . . . . . . . . . . . . 149

5.8 A figure displaying the process of inference on unseen semantically encoded musical

scores containing OMR output. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 151

6.1 The learning rate per epoch for a few of the trials on varying input sequence lengths.

Only three trials are shown for visual clarity, as the graphs of the others overlap

these three heavily. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 157

6.2 The Precision-Recall curves of selected trials. Each of these lines is parametrized by

the threshold used to binarize the data into predictions; each point on a specific

trial’s curve represents a pair of possible Recall and Precision scores. This smaller

subset of trials was chosen for readability; most of the curves lie very close to the

curve for the “Base” trial. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 161

6.3 Training metrics on the “Architectures” category of trials, each compared against the

“Base” trial, which uses the LSTUT model. . . . . . . . . . . . . . . . . . . . . . 167



List of Figures xi

6.4 Training metrics on the “Data Augmentation” category of trials, each compared

against the “Base” model, which uses full probability-based data augmentation

with heuristics. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 169

6.5 Training metrics on the “Sequence Length” category of trials, each compared against

the “Base” model, which uses a Sequence Length of 512. . . . . . . . . . . . . . . 171

6.6 Training metrics on the “No Fine-Tuning” category of trials, each compared against

the “Base” model, which does not use any pre-training step. The “Base” model

metrics shown are those calculated during the fine-tuning step, after pre-training

has completed. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 172

6.7 A scatter plot showing the relationship between the proportion of the score containing

errors and the estimation of the percentage of time the error detector would save

on each piece in the test set. The error bars correspond to the upper and lower

bounds for p, representing an optimistic and pessimistic estimation for how much

time the error detector could save. The line of best fit is shown in as a dotted

orange line (R2 = 0.38). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 179

6.8 Teresa Carreño’s String Quartet No. 1, Mvt. 1, mm. 11–13, 2nd violin and viola

parts. Figure (a) shows how the excerpt was transcribed by the OpenScore String

Quartets (OSSQ), while (b) shows how it was originally notated. . . . . . . . . . 179

6.9 Two scores that, when compared with the ANW algorithm, result in the alignment

shown in (c). Under the scheme used to mark errors in OMR output, when a token

must be inserted in order to correct the score, the token immediately before the

point of insertion is marked as an error. The tokens that would be considered

errors under this alignment are colored red both in the notated example (b) and

in its corresponding agnostic encoding in (c). . . . . . . . . . . . . . . . . . . . . 181

6.10 Two scores that, when compared with the ANW algorithm, result in the alignment

shown in (c). Note that the first error in this example lies on a ∧ token, which is

not a symbol that can be colored. . . . . . . . . . . . . . . . . . . . . . . . . . . . 183

6.11 Fanny Hensel Mendelssohn’s String Quartet in E-Flat major, Mvt. 2, mm. 95–115.

The OMR output from PhotoScore and the hand-corrected score are displayed

side-by-side. Yellow symbols are correct detections, red symbols are false posi-

tives, and blue symbols are false negatives. . . . . . . . . . . . . . . . . . . . . . . 186



xii List of Figures

6.12 Franz Schubert’s String Quartet No.12, D. 703, mm. 289–314. The OMR output

from PhotoScore and the hand-corrected score are displayed side-by-side. Yellow

symbols are correct detections, red symbols are false positives, and blue symbols

are false negatives. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 191

6.13 Edvard Grieg’s String Quartet no 1, Op. 27, Mvt. 2, mm. 34–50. The OMR output

from PhotoScore and the hand-corrected score are displayed side-by-side. Yellow

symbols are correct detections, red symbols are false positives, and blue symbols

are false negatives. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 195

6.14 Johann Sebastian Bach, Chorale BWV 328, mm. 24–35, as run through the error

detection model. This is a score without errors; there is no corresponding ground

truth with OMR errors. The red-colored notes are where the error detection

model has predicted “errors” might lie. . . . . . . . . . . . . . . . . . . . . . . . . 197

6.15 Felix Mendelssohn’s String Quartet No. 5 Op. 44-iii, Mvt. 3, mm. 60–69. This is

a score without errors; there is no corresponding ground truth with OMR errors.

The red-colored notes are where the error detection model has predicted “errors”

might lie. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 198



List of Tables xiii

List of Tables

2.1 The resulting score matrix for the Needleman-Wunsch algorithm when aligning the

strings CADEAEAC and CDEDEAAC. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27

2.2 Traceback matrix for the Needleman-Wunsch algorithm. Each cell contains an arrow

pointing to the minimal value of its upper, left, and upper-left neighbors. The

shaded path is the one identified by the Needleman-Wunsch (NW) algorithm as

corresponding to a minimal set of operations. The symbol ǫ denotes an empty

prefix: the first zero characters of each string. . . . . . . . . . . . . . . . . . . . . 29

2.3 Two sequences and their alignment under different affine gap penalty cost schemes.

Copen Is the cost of opening a gap, Cgap is the cost of extending a gap that is

already open, and Csub is the cost of replacing one token with another. . . . . . . 30

3.1 Possible failure modes for each step in the traditional OMR pipeline, and examples

of possible effects that each failure can have on the output of the system. . . . . . 47

5.1 A table showing all possible glyph types in the agnostic encoding scheme, and how

they are translated into tokens from their semantic representations. . . . . . . . . 125

5.3 A table showing the composition of the dataset assembled for training the error

detector. Here Annotated Beethoven Corpus (ABC) stands for the Annotated

Beethoven Corpus and OSSQ is the OpenScore String Quartets corpus. . . . . . . 136

5.4 An example probability distribution analyzed from the OMR data, indicating the

types of operations that the OMR process most commonly performs on quarter

rests (left) and quarter notes on the 10th position of the staff, sitting just above

the top line with stem pointing down (right). The right column (P) of each

table notes the probability of each operation. Only the first few most common

operations are shown for each. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 139

5.5 A set of architectural parameters that define the Modified LSTUT, the values for

each of them that are searched through in the randomized parameter search, and

the value for each that was found to be optimal. . . . . . . . . . . . . . . . . . . . 143



xiv List of Tables

6.1 A table defining all of the trials, separating them into four categories. The “Base”

model is taken as a default set of hyperparameters, and other trials use variations

on this set. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 154

6.2 Hyperparameter values common to all trials defined in Table 6.1. . . . . . . . . . . . 156

6.3 A table containing summary metrics describing the performance of each trial run.

Groups of rows correspond to the categories of trials defined in 6.1. Bolded

entries in each column correspond to the trial with the best performance in that

metric. The performance metrics used here are defined in Section 6.1.2. . . . . . 162

6.4 A table containing measurements of each trial at particular high recall rates. The

“Prop. Tokens Marked” notes how many of the predictions of the model are posi-

tive when achieving the particular recall rate listed above. The “True Neg. Rate”

column notes what percentage of non-erroneous tokens are correctly identified as

not errors. Bolded entries in each column correspond to the trial with the best

performance in that metric. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 164

6.5 A table containing summary metrics describing each trial run on other test sets.

Each of these evaluations are run after the relevant model has been trained to

completion on the training set of natural OMR errors (for those trials that use

natural OMR errors). The evaluations on synthetic data are performed on the

data generated using the trial’s particular data augmentation parameters; so,

the “Simple Data Aug.” trial is evaluated on simple, randomly augmented data,

and so on. Bolded entries in each column correspond to the trial with the best

performance in that metric. The performance metrics used here are defined in

Section 6.1.2. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 165

6.6 A table showing statistics on the length, number of tokens, and distribution of errors

in each piece in the test set of real OMR errors. Not all the pieces in the test set

are shown, for lack of space. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 176

6.7 A table showing the performance of the error detector on each piece in the test set of

real OMR errors. These tests use the “Base” LSTUT model and a sequence length

of 512. The rightmost two columns use Equation 3.6 to calculate an estimate for

how much the error detector would reduce the amount of time needed to correct

that piece, and the two values for p used were upper and lower bounds calculated

in Section 3.4.2. Not all the pieces in the test set are shown, for lack of space. . . 177



Chapter 1

Introduction

This dissertation describes a machine-learning method for detecting incorrect notes in tran-

scribed musical scores, intended to speed up the tedious task of human review and correction of

Optical Music Recognition (OMR) processes. In other words, it is a kind of musical spellchecker

that allows the corrector to focus their attention only on regions of the score that have errors.

This chapter contains introductory material to illustrate the problems I am trying to solve,

and the rationale behind the methods I use to solve them. Section 1.1 discusses the reasons why

turning images of scores into machine-readable formats is an important task in the first place,

and why OMR technologies are useful for that task. Section 1.2 describes intuitions for why

a musical error detector might be possible, initial thoughts on how it might be designed to be

most useful to human correctors, and several challenges that must be addressed in designing the

method. Section 1.4 outlines the remainder of the dissertation.

1.1 Why is Symbolic Music Important?

Musical scores are, increasingly, becoming digital objects. This is a recent development. For

much of the history of Western music, even after the maturity of the music publishing industry,

in order to play or analyze a particular musical score it was necessary to seek out a physical copy

of it, sometimes at great effort and expense, assuming one could be located at all. Today, vast

digital archives like the publicly accessible International Music Score Library Project (IMSLP)

host over 730,000 scores in image formats available for free to the general public.1 This collection

continues to expand as researchers, archivists, and enthusiasts digitize and upload more scores.

1. imslp.org

1
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However, not all forms of digitization are equally valuable. In this section I argue for the

importance of symbolic music as an archival format alongside digital images, motivating the

development of technologies to speed up the process of encoding images of scores into symbolic

formats.

Symbolic music refers to music represented in a machine-readable structured format, typi-

cally as a list of events that occur at particular times. Examples of symbolic formats include

Humdrum **kern, Musical Instrument Digital Interface (MIDI), and formats based on Extensible

Markup Language (XML), like MusicXML and Music Encoding Initiative (MEI). When I speak

of scores in symbolic format as machine-readable, this refers specifically to their semantic con-

tent: the notes, rests, events, instruments, and other musical information. It is often contrasted

with audio, which can be played back but does not include semantic musical information. “Dig-

itization” can sometimes refer only to the scanning of musical document into digital image files,

that, while digital, are not machine-readable in the same way. Digital images of scores are more

easily distributed and accessible than physical documents, but computers cannot access musical

information like the number of parts, the types of instruments, or any musical content from

just an image file. This dissertation is primarily concerned with the process of turning extant

images of scores into symbolic music files, and not with the process of capturing those images

from physical sources.

Large-scale encoding of musical works into machine-readable formats provides a number

of benefits over simply digitizing them into images. Performers of music can automatically

generate part scores or transpositions of works for which such things were never published. Music

theorists and musicologists have access to an interactive version of the musical surface that can

be annotated, edited, and pieced apart in one of many notation editors, providing an invaluable

supplement to printed scores and recordings that allows for deeper analysis. Detailed musical

information offers new ways to structure and search databases of scores, enabling otherwise

impossible tasks like search-by-melody. The burgeoning field of computational musicology finds

ways to use computer tools to automatically analyze huge quantities of symbolic music at once.

New types of questions in music research, about the stylistic tendencies of huge corpora of music

spanning centuries, would have been totally unanswerable without large collections of symbolic

music. Finally, when music previously only available in physical copy or in scanned images

is made available in symbolic format, it is more easily disseminated and more accessible to

the general public. Digitization into a data-rich symbolic format is thus an important tool for
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preserving objects of important cultural heritage that might otherwise be forgotten (Thomae

2023).

A significant amount of music currently exists solely as non-machine-readable digital images.

Manual transcription, where a skilled music engraver manually inputs the content of a digital

score images into a notation editor, is a slow and expensive process that does not scale well to

situations where hundreds or thousands of documents must be encoded into symbolic formats.

The field of OMR is dedicated to the development of technologies to automatically analyze and

transform musical documents into machine-readable forms, analogous to the field of Optical

Character Recognition (OCR) for text. Typically, the primary objective of OMR is to convert

scanned images of musical scores into symbolic music files, although there are other applications

(discussed in Section 3.1). Despite its potential as a crucial tool for efficient digitization of

extensive musical archives, OMR technology has not yet reached a level of reliability sufficient for

large-scale applications. Hankinson (2015) observed that all existing commercial OMR software

is tailored for personal use and lacks the necessary features for digitizing music on a large scale.

This situation remains unchanged in recent years; even the most developed commercial OMR

applications lack the functionality to batch-process collections of musical documents without

manual human intervention on each one.

The primary obstacle to the universal application of OMR in large-scale symbolic encoding

of musical works is the significant error rate in the outputs of existing techniques. To make

the outputs suitable for musicians or music researchers, they require manual correction. Like

manual transcription, this is a tedious and time-intensive task that forms a bottleneck in the

digitization process. Correcting requires expertise in music transcription, since efficient score

editing demands both musical knowledge and experience with music notation software. Al-

though specialized interfaces have been developed to aid human correction (Rizo et al. 2018),

the process remains tedious and expensive. Usually, it involves meticulously comparing the OMR

results with the original scan for every measure in a repetitive sequence to ensure complete ac-

curacy. OMR can speed up the digitization process under certain conditions (Alfaro-Contreras

et al. 2021). However, for complex polyphonic scores, the combined steps of scanning, perform-

ing recognition, and subsequent corrections can sometimes be more time-intensive than manual

transcription a physical score into a symbolic format (Daigle 2020).
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1.2 Motivation and Hypotheses

The concept for this error detector arose from collaborating on a study that revolved around

correcting OMR output (deGroot-Maggetti et al. 2020), in which I experienced firsthand the

tedious and time-consuming process of manual error correction in music. Its design was further

motivated by my own previous research into regularity and repetition in music.

During my correction of OMR output of several string quartet movements, I observed that the

mistakes introduced into the symbolic music were highly “unmusical.” By this, I mean that they

were musical phenomena that, by my knowledge of the conventions of Romantic string quartets,

would almost surely never be written intentionally. These included obvious errors like measures

containing what amounted to musical gibberish, which occurred when dense runs of sixteenth

notes were obscured by a smudge or imperfection in the scan and cause the OMR system to be

totally unable to parse the page. More subtle were disruptions in recurring articulation patterns,

missing dynamic markings on one out of several staves, or the misidentification of an accidental

as a notehead leading to a dissonant cluster chord. Additionally, certain rhythm anomalies or

syncopations, while not entirely absent in Romantic compositions, were identifiable as errors by

the way they seemed distinctly out of place within their musical context. Often, these occured

when a single note’s duration was read incorrectly, and the onset times of other events in the

same measure were shifted to compensate.

This correction process led me to hypothesize that a machine-learning model could poten-

tially detect a majority of the errors generated by an OMR system without having access to the

original score in any form. This would necessitate embedding into the model an understanding

of how musical notation is typically used as well as the specific conventions of the piece’s genre.

In other words, the model would need to replicate the musical intuition that enabled me to

recognize rhythms which appeared “off” within their context for reasons I could not articulate.

If effective, this error detector could substantially reduce correction time. Rather than com-

paring every OMR output measure to its counterpart in the original score, editors would only

inspect areas the algorithm identifies as potentially flawed. Time would be saved even if the

model occasionally flags many non-faulty regions of the score, provided it correctly excludes

significant portions from requiring manual review. For instance, if the algorithm detects all

errors while marking 50% of the score, this indicates that half the score does not require human

examination. Similar approaches are already employed in the domains of Grammar Error De-
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tection (GED) and Grammar Error Correction (GEC), which focus on identifying and rectifying

errors in human language, as discussed in Section 2.2.

In developing the model for this research, I propose two additional hypotheses related to its

design. Firstly, considering the vast amount of training data used in similar machine-learning

applications in other domains, which far exceeds what is typically available for symbolic music

tasks, I hypothesize that data augmentation techniques, akin to those employed in GEC and

GED, can be effectively used to mitigate the challenge of data scarcity in symbolic music.

Secondly, I recognize that most musical genres exhibit a high degree of repetitiveness, presenting

a form of redundancy that could be exploited in error detection. I posit that if the model

can analyze and learn from long-term dependencies in musical data, it should leverage this

repetitiveness to enhance its error detection capabilities. For instance, if an OMR process

corrupts a recurring melodic figure in a few instances, the model might identify these errors

by noting deviations from the established repetitive pattern. Consequently, I hypothesize that

extending the sequence lengths fed into the model, providing it with access to a broader span of

musical context, will improve its accuracy in identifying errors.

1.2.1 Is Error Detection in Music Possible?

The feasibility of this task may seem uncertain, given the nature of musical rules compared to the

syntax of natural languages. Natural languages, such as English, have well-defined syntax rules

that dictate the placement and modification of words to maintain grammatical correctness. In

most cases, sentences can be unambiguously assigned into the classes of “grammatically correct”

or “grammatically incorrect.”2 In contrast, syntactic rules of music, especially regarding genre

conventions, are more tendencies than rigid, inviolable rules. Unlike the more concrete syntax

rules observed in formal registers of natural languages, musical rules are less explicitly defined

and more flexible.

I would argue that error detection in music is still possible because music is unusually repeti-

tious from an informational standpoint. This makes music unique among all forms of art created

by humans; furthermore, repetitiousness could be argued to be the one thing that all musical

practices have in common across all human cultures (Margulis 2014, 4–7). Numerous theorists

and composers have observed this characteristic. Johannes Brahms, a Romantic composer, ex-

2. This is a considerable oversimplification. Compared to the rules that govern natural languages written in a
formal register, however, the rules of music are still much less concretely defined.
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tensively employed developing variation in his compositions, repeatedly presenting single themes

that undergo gradual alterations and reinterpretations, always anchored back to a core motif

(Frisch 1982). Arnold Schoenberg’s compositional approach revolved around the concept of the

Grundgestalt, or basic shape, where he crafted entire pieces centered on exploration of a single

dynamic, melodic, harmonic, or textural idea (Lamont and Dibben 2001). While 20th-century

popular music is frequently cited as being highly repetitive relative to classical compositions,

Middleton (1983) contends that Western art music prior to the 1900s exhibited analogous levels

of repetition as contemporary popular music within individual works. These two genres simply

used repetition in different ways: they repeat on different time-frames, using different tech-

niques, and in different aspects of the musical surface. Indeed, all genres of music have their

own tendencies not only in terms of melody, harmony, and rhythm, but in terms of what types of

structure and repetition are encouraged. I propose the following analogy: an individual work of

music builds through repetition its own “vocabulary” and “syntax,” and in order to be coherent

to the listener, the work must obey these self-imposed internal rules. As a result, it must have

a certain level of informational redundancy, and perhaps this redundancy can be exploited.

I posit that despite the fluidity and variability in musical rules compared to the rigid struc-

ture of grammar and syntax in language, it is feasible to algorithmically detect “wrong notes”

in musical scores. This detection should rely not solely on adherence to genre conventions but

also on intra-piece comparisons. In natural language, a grammatically incorrect sentence is in-

correct whether it appears in an encyclopedia or in a magazine; by contrast, musical elements

can be deemed appropriate or erroneous depending on their context within a piece. For exam-

ple, a complex, dissonant chord might be typical in a Wagner opera but an obvious mistake of

transcription in a Bach chorale. The repetitive nature of musical compositions could be particu-

larly instrumental in identifying errors in OMR outputs. An irregular chord might be correctly

identified based on its recurrence elsewhere in the piece or marked as an error if it disrupts a

consistently repeated motif. This method might not be effective for genres lacking predictability

and repetition, such as late twentieth-century art music or transcriptions of contemporary jazz

solos.

Choosing machine learning to develop the error detector seems the most viable approach.

The intricate and often ambiguous nature of musical rules makes manual coding of genre con-

ventions both impractical and too restrictive, capturing only a fraction of potential OMR errors.

Furthermore, rules would need constant adaptation for each new genre. In contrast, machine
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learning offers the potential for a genre-agnostic error detection system, applicable across various

musical repertoires. The success of machine-learning models in mastering complex human gram-

mar and detecting and correcting textual errors suggests a promising avenue for learning and

replicating musical structures, especially with appropriate training data. Deep learning-based

musical sequence models have already demonstrated potential in capturing and replicating spe-

cific musical idioms (Ji et al. 2023).

1.2.2 Why Detection and not Correction?

The reader may further question why I aim for detection of errors as opposed to correction of

errors outright. Automatically fixing some or all of the errors in a piece could reduce the time

needed to edit OMR output even more than simply marking detected errors. There exists a large

body of work on error correction for natural language that could be drawn on for this purpose.

A reasonable hypothesis supporting this approach might be that in sufficiently repetitive music,

deviations from that repetitive structure can not only be detected but also corrected by ensuring

that the repetitive structure is maintained. However, in music, correction is a problem orders of

magnitude more difficult than detection.

When I began this research project, error correction in OMR output was my intended goal.

I discovered that it is possible to train a machine-learning model to replace errors with some-

thing that is musically sensible, and would not sound “wrong” if performed. It is much more

difficult, however, to get it to exactly match the decisions of the original composer. My attempts

at constructing error correction models would often inadvertently add just as many errors to

the scores as they successfully corrected. There only exist a handful of published studies on

correcting errors in polyphonic music (discussed in Section 2.5) and most of them also achieve

a level of performance not high enough to be useful for correcting OMR output, although some

do perform better than random chance.

Regardless, I posit that unless a correction system is capable of correcting nearly all errors

in OMR output, it would not significantly save time on the part of the human corrector. An

imperfect correction would still require the human transcriber to manually review the remainder

of the output. In the end, I opt for error detection because a highly performant error detector

is probably more useful a tool than an error corrector of lesser quality.
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1.3 Challenges and Sub-problems

I identify three challenges that I must solve in order to construct a machine-learning model to

perform the task of musical error detection: the availability of data to train the error detection

models (Section 1.3.1), the representation of the musical score and the accompanying definition

of an “error” on that representation (Section 1.3.2), and the method of evaluating the results

(Section 1.3.3).

1.3.1 Overcoming Data Scarcity

In order to create a machine-learning model to train an error detector, it is necessary to collect

training data in the form of examples of the types of errors that the model will detect. Creating

training data by introducing random errors into existing correct scores and then tasking the

detector to identify them would not result in a system that generalizes well to actual OMR

outputs. Errors introduced by OMR processes are not distributed uniformly within musical

scores; certain musical features tend to be more susceptible to transcription errors. For example,

in dense passages smaller symbols like articulation markings and accidentals are often missing

or misinterpreted. Conversely, quarter notes, half notes, and whole notes within less cluttered

sections tend to be accurately identified. The manual correction process benefits from the

editor’s awareness of the OMR system’s idiosyncrasies and its usual pitfalls, allowing for a more

efficient review and rectification. Ideally, an algorithmic error detector should also possess such

a familiarity with the OMR system whose errors it corrects.

To enable a machine-learning model to pinpoint these errors, it should be trained on a

dataset containing real OMR errors paired with their corrected counterparts. However, there

are few existing datasets tailored for this purpose. Current datasets geared towards OMR

research prioritize the creation of ground truth for OMR techniques to be trained and tested

on, rather than the analysis of these algorithms’ outputs. Given that many commercial OMR

systems are created for personal use, they lack provisions for batch processing, and so the

automated construction of an appropriate dataset would be a challenge. A potential technique

for overcoming this involves manipulating error-free datasets by deliberately injecting them

with errors statistically similar to those found in OMR outputs. This process, called data

augmentation, is often used in analogous error detection and correction tasks on natural language

(See Section 2.2.1).
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this simple scheme to define its operations like so: Given an image containing errors, this error

detector finds the pixels whose values would need to change in order to correct the image. For

music, there is no such obvious difference operation. Asking “How many differences are there

between these two scores?” of the two short related excerpts in Figure 1.1 may prompt the

following questions:

• If the onset time of a note appears to change but its notated duration and pitch are the

same, then is it the same note? Is that note erroneous?

• If a note’s accidental is removed, is the note fundamentally changed? Is the note itself

erroneous in this situation, or is it just the removal of the accidental that constitutes an

error?

• Is a note changed when an accidental on the same pitch in the same measure is removed,

thus changing its pitch from afar, even if it visually remains the same?

• Is a rest an object in itself, or is it (like in MIDI files) just a placeholder that represents

time when no notes are sounding? Does it make sense to talk of a rest being “deleted”

when a note fills its space, or “inserted” when a note’s duration is shortened?

A machine-learning model designed for error detection in musical scores demands not just

a generic means of discerning differences between scores, but a method tailored to a specific

machine-learning framework. There do exist methods of taking differences between scores that

take into account all parts of musical notation (see Section 2.5.2), but the outputs of these

methods tend to be complicated, human-readable objects that are themselves hierarchically

organized. This is an issue because on a high level, machine-learning models require inputs of a

uniform shape, both during training and inference (This is discussed more formally in Chapter

4). If a operation to take differences between scores yields results of varying shape depending

on the input scores’ length and attributes, as is the case with most existing methods of taking

differences between scores, then designing a machine-learning architecture to train on those

errors is especially difficult.

1.3.3 Difficulty of Evaluation

To reiterate a primary objective of the error detector: if it can confidently designate half of a

score as erroneous, the remaining half can be disregarded for human review, provided that the
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unflagged sections of the score have an almost negligible rate of missed errors. This categorizes

the error detection task as a high-recall problem where ensuring that all errors are identified

is crucial, even if it means an increase in the number of false positives. Metrics tailored for

such tasks are necessary to gauge performance accurately, and careful interpretation of results

is imperative, as discussed in Section 4.1.3. The kinds of standard numerical scores pertinent to

other retrieval tasks, such as the F1 score commonly used to evaluate binary classification tasks,

may not meaningfully represent the model’s usefulness in an interactive correction scenario.

The intricate nature of musical notation makes the assessment of OMR algorithms chal-

lenging, as expanded upon in Section 3.2. Many of these intricacies are also pertinent when

evaluating the music error detector. The chosen metrics for evaluation should align with the

properties of the selected error representation method. Since the goal of the error detector is to

reduce the total time necessary for human correction, in Section 3.4 I devise a method, based on

the Keystroke-Level Model (KLM) of user interaction, for estimating the potential time savings

of the error detector. While imprecise, this estimation gives a rough idea of the potential utility

of the error detector, and can evaluate under what conditions the error detector can be expected

to save a significant amount of time.

1.4 Dissertation Outline

This dissertation comprises seven chapters. Chapter 1 provides a brief outline of the applications

of OMR, the reasons an error detector would be beneficial for large-scale music digitization

workflows, and the main challenges presented by this undertaking.

Chapter 2 discusses the concept of errors and outliers in depth. This chapter reviews def-

initions of errors and outliers that have been used in various fields, methods for finding errors

in both real-valued sequences and natural language, and the relatively small amount of research

on error analysis in symbolic music.

Chapter 3 covers the field of OMR, its history, the most common methods used, mechanisms

by which errors manifest in the OMR process, and the difficult task of defining sensible, inter-

pretable evaluation metrics for OMR methods. I also discuss the commercial PhotoScore OMR

application, which will be used to generate OMR errors for the method to detect.

Chapter 4 reviews the task of binary classification (a category including error detection) and

the many existing metrics for evaluating the results of binary classifiers. I provide an overview of
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the field of machine learning, building from base principles up to modern attention mechanisms.

Chapter 5 presents the methodology used to design the error detector. This covers the

particular symbolic encoding of musical scores used, the way that errors are defined in this

encoding method, the dataset gathered, data augmentation methods, and the machine-learning

pipelines used for training, testing, and inference.

Chapter 6 describes the design of the experiments to evaluate the error detector, and presents

the results of these experiments along with a variety of performance metrics and discussion of

how to interpret these numerical scores. I supplement these quantitative results with several

long-form examples of musical scores, containing errors from an OMR process, annotated with

the predictions of the error detector. I then discuss how the results reflect on the detector’s

potential usability in actual OMR correction scenarios.

Finally, Chapter 7 provides an overview of the contributions of this research. I discuss the

usability of the error detector and whether I have achieved the design goals set out, the results of

the hypotheses made in this chapter, describe possible future directions, and provide information

on reproducibility and dataset availability.



Chapter 2

Errors and Outliers in Sequence Data

To motivate the design of the musical error detector, it is necessary that I first cover how error

detection works in other sequences. In this chapter, I review error detection within sequences,

a task variously referred to as “error detection,” “outlier detection,” “anomaly detection,” and

“novelty detection.” In line with common terminology in literature, I use “outlier” for real-

valued datasets and sequences, and “error” for categorical data. I also cover methods for taking

differences between sequences, and the relationship of these methods to outlier analysis. The

tools described here will be used in Chapter 5 to define a notion of “error” in symbolic music

suitable for input into a machine-learning model.

The goal of this chapter is to establish a broad and comprehensive understanding of the

concept of an “outlier” in a dataset. Hawkins (1980) defined an outlier as “an observation that

significantly deviates from others to the extent that suspicions arise about its generation through

a distinct mechanism.” This leads to an analogy involving two mechanisms: a primary mech-

anism responsible for generating the majority of the data, and a secondary mechanism that

occasionally interferes, creating anomalies. Error detection in datasets, therefore, involves un-

derstanding and modeling the primary mechanism. This model is then used to identify instances

where data diverges from the expected pattern, indicating potential errors or outliers. This ap-

proach necessitates a close analysis of the data generation process in order to create a model

(explicit or implicit) of the primary mechanism to effectively identify deviations that represent

errors or outliers.

First, in Section 2.1, I review outlier detection methods in their broadest sense, including

the use of simple statistical tests, and then focus on methods that find outliers on continuously

varying real-valued signals, including both non-parametric and model-based techniques.

13
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Moving forward, in Section 2.2 I focus on methods derived from the domain of Natural Lan-

guage Processing (NLP), specifically those geared towards identifying errors within written text:

the fields of Grammar Error Detection (GED) and Grammar Error Correction (GEC). While

error analysis in natural language falls within the larger umbrella of outlier detection methods,

the fields under the umbrella of NLP employ a distinct set of algorithms and underlying assump-

tions compared to outlier detection approaches for real-valued signals. Moreover, parallels exist

between the realms of natural language and symbolic music, prompting the application of NLP

techniques in music-related contexts. This is particularly justified considering the substantial

volume of literature on error analysis within NLP compared to the much smaller volume that

exists for musical contexts. In particular, Section 2.2.1 discusses methods for data augmentation

in the fields of GEC and GED that will be adapted in Chapter 5 to bolster the size of the musical

datasets used for training the error detector.

Section 2.3 discusses the differences between supervised outlier detection, where labeled ex-

amples of outliers are available, and unsupervised detection, where labeled examples are not

available. These two fields require vastly different approaches to both their algorithmic imple-

mentations and the interpretation of their results.

In Section 2.4 I present common algorithms for taking differences between sequences, start-

ing from measures of edit distance. I will discuss the concept of a sequence alignment, how

alignments are computed, the computational complexity of standard methods, and how such

alignments may be interpreted to provide definitions of errors in sequences.

Lastly, Section 2.5 reviews applications of the concepts of the previous sections on musical

data. I will cover the work that has been done on error detection and analysis of errors in music,

along with related work on using edit distances and sequence alignments for music retrieval and

evaluation of music retrieval tasks.

2.1 Outliers in Real-valued Sets and Sequences

This section discusses outlier detection in collections of real-valued data. A real-valued sequence

is an ordered list of elements, each holding a real numerical value, distinguishing it from cat-

egorical values used in fields like NLP. These sequences may be univariate, comprising single

real values, or multivariate, where elements are n-tuples of real values for n > 1. While many

summarized approaches target time-series data, characterized by regular interval observations
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over time, this discussion adopts the term sequence to encompass both time-indexed and other

data types. An example of a non-time-series sequence, indexed by geographic position rather

than time, might be “the value in dollars of every property along a given long road through a

city, ordered from east to west, on a given day.”

Outlier detection in sequential data differs from unordered datasets, where each data point

is independent. Types of outliers in sequences vary: point-outliers are single elements, subse-

quence outliers span fixed or variable ranges, and entire sequences may be outliers within larger

datasets. These can involve either univariate or multivariate sequences. Detection methods can

be univariate, focusing on a single variable in a multivariate series, or multivariate, considering

multiple variables.

The initial discussion of this section covers simpler techniques for non-sequence data to

provide context, as many sequence error detection methods are extensions of these. According to

the taxonomy developed by Blázquez-García et al. (2022), outlier detection in sequences divides

into two categories: non-parametric (or instance-based) methods, which require no training

phase and make no assumptions about data distribution, and model-based methods, which use

statistical or machine-learning models for data analysis.

2.1.1 Outlier Detection in Unordered Data

The simplest methods of finding outliers in data assume datasets to be identically and indepen-

dently distributed, which is not the case for most sequence data. These tests can still be used

to find outliers in sequence data by ignoring the sequential aspect of the data.

The Student’s t-test, introduced by Student (1908), is a foundational method for detecting

outliers in univariate data. It operates by fitting a statistical model to the data and identifying

data points as outliers if they are improbably generated by this model, as determined by a

specified confidence level. For different distributions, analogous tests are available. Ferguson

(1961), for instance, proposed a method to detect outliers in normally distributed datasets,

assuming outliers originate from a normal distribution with differing mean or variance.

For multivariate data, the Mahalanobis distance, as described by Mahalanobis (1936), is com-

monly used. This metric measures the distance of each data point from the mean, adjusting for

the variance in all dimensions, effectively transforming the dataset to have a unit variance. This

operation presupposes that the data comes from a multivariate normal distribution, typically

visualized as an ellipsoid in R
n. However, this method can be influenced by outliers themselves,
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which may distort the calculated mean and covariance matrix, leading to inaccurate detection of

outliers. This phenomenon is known as “masking,” and to address it, Penny (1996) analyzed a

variation called the jackknifed Mahalanobis distance, which calculates these metrics using only

a portion of the dataset to avoid incorporating outliers.

Detecting outliers in multivariate data that does not conform to a multivariate normal dis-

tribution is more challenging. In such cases, the individual values of a data point may fall within

expected ranges for each dimension, yet the point may still be an outlier. Approaches in this area

involve estimating the covariance matrix and using it to reduce the dimensionality of the data,

often through methods like principal component analysis, as discussed by Caussinus and Ruiz

(1990). A comprehensive review of various robust statistical techniques for detecting outliers in

non-normally distributed multivariate data was provided by Ben-Gal (2005).

2.1.2 Non-parametric Sequence Outlier Detection

Non-parametric outlier detection in sequence data falls into two primary categories, as delineated

by Blázquez-García et al. (2022): histogram-based (also known as deviant-based) methods and

density-based (also known as distance- or dissimilarity-based) methods.

Histogram-based methods rest on the notion that outliers influence the summary statistics of

a dataset more than non-outliers do. For example, if the mean or standard deviation of a dataset

changes significantly when a particular data point is excluded from the dataset, then that data

point is likely an outlier. Jagadish et al. (1999) developed an outlier detection approach that

starts by creating a histogram representation1 of the sequence, then downsampling it irregularly

to minimize deviation from the original sequence. The key step involves assessing the impact on

reconstruction error if a particular point is removed; a substantial decrease in error signifies the

point as an outlier, as it is divergent from its surroundings. Subramaniam et al. (2008) extended

this concept to environmental sensor networks with limited computational resources, focusing

on standard deviation within each histogram bin rather than raw magnitudes.

Density-based methods, conversely, draw on principles akin to nearest-neighbors classifica-

tion (Cover and Hart 1967). In this framework, a data point is deemed an outlier if it has fewer

than k neighbors within a specified radius R. Another variant defines a point as an outlier

if the aggregate distance to its k nearest neighbors exceeds a certain threshold (Angiulli and

1. This downsampling process is distinct from the more common use of the term “histogram”, where it refers
to a method of visually representing the distribution of a collection of real-valued data that is not necessarily
ordered.
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Pizzuti 2005). When k is set to the dataset’s size, this method converges to the Mahalanobis

distance-based approach for unordered multivariate data (Section 2.1.1). To adapt this to or-

dered data, Angiulli and Fassetti (2007) suggested evaluating each data point for outlier status

using nearest-neighbor methodology and a selection of sequence elements in proximate indices.

This defines outliers as points significantly dissimilar to their sequential neighbors, disregarding

other sequential relationships.

Yu et al. (2014) introduced the concept of a nearest-neighbor window to handle univariate

sequence outlier detection by converting it into a problem of detecting outliers in multivariate

unordered data. In their approach, for any point pi in a univariate sequence, the k-nearest-

neighbor window, denoted as ηi, is defined as a 2k-tuple containing the points surrounding

pi:

ηi = (pi−k, pi−k+1, . . . , pi−1, pi+1, . . . , pi+k−1, pi+k). (2.1)

This tuple represents the temporal context of pi in a 2k-dimensional space. To identify

outliers, methods like nearest-neighbor searches or Mahalanobis distance-based detection are

applied to this dataset of nearest-neighbor windows. The key assumption is that points with

similar contexts should be similar; if a point significantly differs from others with similar contexts,

it is considered an outlier.

Both histogram- and density-based methods primarily address univariate sequences. Ex-

tending these to multivariate sequences often involves dimensionality reduction, transforming a

complex sequence into fewer uncorrelated sequences on which separate outlier analyses can be

performed (Papadimitriou et al. 2005). A limitation of these methods is their indirect use of

temporal information. Histogram-based approaches consider the entire sequence but lack the

capability to make decisions based on the local order of elements. Density-based methods can

be more effective, contingent on their implementation of nearest-neighbor searches. The ap-

proach by Yu et al. (2014), while ordering nearest-neighbor windows, struggles to detect outliers

resulting from insertions or deletions in sequences. Hence, these techniques are best suited for

situations where outliers are discernible solely by magnitude in relation to their surroundings,

but they falter in identifying outliers rooted in disruptions of repetitive patterns.

To address outliers in sequences with repetitive behavior, one strategy involves preprocessing

the sequence with a transformation, like the Fourier transform, that accentuates or clarifies its

repetitive nature. Outliers can then be detected in this transformed sequence using simpler
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non-parametric or statistical methods (Erkuş and Purutçuoğlu 2021).

2.1.3 Model-Based Sequence Error Detection

Outlier detection can be approached using model-based methods, which involve constructing a

predictive model of a dataset’s primary mechanism. These models predict the expected behavior

of data points based on their context and identify significant deviations as outliers. Some reviews

of the literature, such as that of Blázquez-García et al. (2022), separate this class further into

prediction models, which attempt to predict data points of a time series using only previous data

points, and estimation models, which are not restricted in this way. I make no such distinction

here, since when performing Optical Music Recognition (OMR) one generally performs it on an

entire page or piece of music at once. I will refer to all models capable of making predictions

about sequence data as predictive models to better match terminology used in machine learning.

Predictive models can be constructed using a wide variety of stategies. Some methods assume

each data point to be close to the median of its neighbors (Basu and Meckesheimer 2007), while

others might employ a Markov model for predicting future time steps (Ozkan et al. 2016). Ad-

vanced machine-learning techniques are also widely used in this domain: Malhotra et al. (2015)

leveraged Long Short-Term Memory (LSTM), Aguayo and Barreto (2017) utilized self-organizing

neural maps, and Munir et al. (2019) employed deep convolutional neural networks. For a de-

tailed list of machine-learning techniques in outlier detection, see Chalapathy and Chawla (2019)

and also Chapter 4 of this thesis for a broader overview of machine-learning methods.

Autoencoders, introduced by Hinton and Salakhutdinov (2006), are particularly useful for

error identification and removal. They function by encoding objects (here, time-series data) into

a lower-dimensional latent space, then decoding them back to their original form, minimizing

the loss between the original and the reconstruction. This process effectively learns a dataset-

specific form of lossy compression, which inherently requires robustness to noise. This makes

autoencoders valuable in applications like image deblurring or denoising (Bigdeli and Zwicker

2017). For outlier detection, the processed time series from an autoencoder is compared with

the original; differences indicate areas where the autoencoder has filtered out “noise”, potentially

highlighting outliers. Xia et al. (2015) first demonstrated this approach. The versatility of au-

toencoders allows for a range of underlying machine-learning architectures, including recurrent

(Kieu et al. 2019), convolutional (Kieu et al. 2018), and simple feed-forward networks (Sakurada

and Yairi 2014). A key advantage of autoencoders in this domain is their capacity for unsuper-
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vised learning, which allows them to function without needing labeled examples of outliers (see

Section 2.3).

2.2 Grammar Error Correction and Detection

Of all fields that approach error and outlier detection, Grammar Error Correction (GEC) and

Grammar Error Detection (GED) are the most directly related to the task of detecting errors in

OMR output. The primary goal of GEC is to input text with grammatical errors or misspellings

and output a corrected version, typically formulated as a sequence-to-sequence model akin to

machine translation. In contrast, GED focuses on classifying elements of an input sequence as

either erroneous or correct, without necessarily correcting the errors. This can be approached as

a binary classification or a multi-class classification problem, with the latter also identifying error

types. These fields have evolved from early rule-based systems to more sophisticated approaches,

using machine-learning techniques from other areas of the field of NLP.

The Writer’s Workbench (Macdonald et al. 1982) was an early, widely used suite of Unix

command-line tools for grammar evaluation. It consisted of numerous programs, each focusing

on specific grammatical or stylistic rules. Programs like double detected repeated words, while

gram identified simple grammatical mistakes. These tools largely relied on string matching and

replacement against databases of common errors. For example, diction (Cherry and Vester-

man 1981) searched for phrases from a database of 450 common grammatical issues. Naber

(2003) developed a rule-based English grammar checker effective for common errors made by

English learners, but each error type required manual encoding. Some grammatical errors were

challenging to encode in this system.

Rule-based systems, while effective for certain error types, have limitations in their adapt-

ability and coverage. As language and usage evolve, these systems require constant updating

and expansion to remain effective. Additionally, they may not efficiently handle complex or

nuanced errors, which are better addressed by more advanced machine-learning techniques.

Syntax-based systems, which are more robust than rule-based systems, perform syntactic

analysis of input text through part-of-speech tagging and parsing of sentences into syntactic tree

structures. However, these systems face challenges due to the inherent ambiguities in natural

languages, where multiple valid parse trees for sentences are possible, complicating the definition

of good performance. Ranjan et al. (2016) provides a comprehensive review of part-of-speech
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tagging and automatic syntactic parsing.

While more powerful, syntax-based methods often lack the interpretability of rule-based sys-

tems. For example, a rule-based grammar checker can explicitly indicate the broken rule causing

an error, whereas a syntax-based method might only indicate a failure to parse. This issue is par-

ticularly pronounced in languages like Arabic with freer word order, as noted by Shaalan (2005).

Their approach combined syntax-based parsing with additional rule-based analysis for sentences

that failed initial parsing. Other strategies include relaxing parsing rules to find approximate

valid parses, assigning costs to ungrammatical parse operations, and identifying errors at points

where sentence edits would most improve the parse quality (Prost 2009). The integration of

machine learning in this domain initially involved statistical classifiers targeting specific error

types, such as the method by Tetreault and Chodorow (2008) for correcting prepositional errors

in English learner texts. These early methods often required distinct classifiers for each error

type. Subsequently, more comprehensive models like those by Stehouwer and Zaanen (2009) em-

ployed Markov models to handle multiple confusion-prone words simultaneously. Nevertheless,

these approaches were still confined to specific error types.

Modern approaches in GEC and GED treat these tasks as end-to-end machine-learning

challenges, which eliminates the need to develop specific techniques for each error type. Many

methods employ sequence-to-sequence architectures, similar to those used in machine translation,

effectively translating from an “erroneous” version of the language to a “correct” version (Yuan

and Briscoe 2016). For instance, Bell et al. (2019) used a bi-directional LSTM (as detailed in

Section 4.2.5) for word-level classification, focusing on the selection of appropriate pretrained

word embeddings to empower the network for this task.

Achieving human-level performance on standard English-language GEC benchmarks requires

extensive training data, as demonstrated by the state-of-the-art models (Ge et al. 2018). How-

ever, this reliance on large datasets poses challenges, particularly for low-resource languages,

with most research focusing on English or Chinese (Madi and Al-Khalifa 2018). The field of

symbolic music error detection faces a similar issue: the quantity of available training data for

any given music genre is significantly less than that for widely spoken languages.

2.2.1 Data Augmentation by Generating Errors

Data augmentation is a technique to increase the effective size of datasets for machine-learning

applications. It is commonly used in GEC and GED, as data availability for these tasks is often
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low and the cost of collecting new data is high. This technique usually involves introducing

synthetic errors into correctly written examples of natural language, then training models to

correct these errors. Synthetic errors refer to those generated through data augmentation, while

natural errors are those that occur organically, such as genuine grammatical mistakes made by

language learners.

Initial approaches in this area relied on basic statistics about error distributions and types to

semi-randomly add errors into texts (Brockett et al. 2006; Rozovskaya and Roth 2010). Another

early method involved creating detailed taxonomies of grammatical errors. For example, Foster

and Andersen (2009) categorized grammatical errors into fifteen distinct types, allowing users

to inject varying amounts of each error type into a corpus. Although effective, these methods

typically require extensive manual coding of language rules, making them less adaptable to

low-resource languages.

More recent techniques, inspired by back-translation methods in machine translation, simul-

taneously train models to generate and correct synthetic errors. For instance, Rei et al. (2017)

streamlined the error generation process by developing models that translate entire sentences

from a correct version of the language into an “error-ful” version of it. Büyük and Arslan (2021)

developed an LSTM model to produce human-like misspellings in Turkish, a language with fewer

resources than English or Chinese. They trained their model on a dataset of 170,000 misspelled

words, enabling it to insert misspellings into a 57 million word corpus. Training a GED model

on this augmented corpus achieved superior performance compared to training on a large corpus

with random, non-humanlike misspellings or only the smaller dataset of misspelled words.

Htut and Tetreault (2019) evaluated a number of these models that depend on data augmen-

tation, finding that they provide significant improvements to training on natural errors when

the dataset containing natural errors is small. Notably, they found that these gains in perfor-

mance from data augmentation are achievable even when the synthetic errors are qualitatively

different than the natural errors; that is, a GEC method can still perform well even when it is

trained on grammatical errors that a human would never make. However, when a large dataset

of natural errors is available, the relative improvements obtained by augmenting further with

synthetic errors are significantly diminished. Another review by White and Rozovskaya (2020)

that directly compared two high-performing methods of generating synthetic errors for GEC

tasks found that while neither consistently outperformed the other, their relative performance

differed considerably depending on the test dataset used and the types of errors generated.
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2.3 Supervised vs. Unsupervised Outlier Detection

In both real-valued sequences and natural language, a distinction should be made between su-

pervised and unsupervised outlier (or error) detection. Supervised outlier detection is applicable

when there is a large corpus of data with already labeled outliers or when data augmentation

can generate additional labeled data. It operates as a conventional binary classification task.

By contrast, unsupervised outlier detection is needed when the dataset contains outliers but

lacks information about where they are and how many there are. For non-parametric methods

like histogram- and density-based methods that require no training, this distinction alters little;

there is no training step, and hyperparameters can be manually tweaked to optimize performance

on a small test set without fear of overfitting to the data. However, for statistical or machine

learning-based methods, this distinction influences how the task is approached.

The model-based outlier detection approach described in Section 2.1.3 involves creating a

model of the primary mechanism generating a dataset, and comparing the model’s behavior

with observations of the dataset. In the case of unsupervised learning, where there is no clean,

uncorrupted version of the mechanism’s behavior as a reference, this is not possible. Aggarwal

(2017, 7–8) noted that most model-based methods rely on an implicit assumption that normal

behavior vastly outnumbers outliers. Under this assumption, one can train a model on data

containing outliers, and treat it as if it were correct, outlier-free data, assuming that outliers are

rare enough that the model will learn the data’s normal behavior. However, if the data contains

enough outliers or the model is sophisticated enough, the model might learn to reproduce the

outliers; the model will learn to replicate both the primary and secondary mechanisms that

generated the data.

Choosing the right model for unsupervised outlier detection involves a balancing act: the

model needs to be sufficiently robust to understand the typical behavior of the dataset, but not

so perceptive that it starts recognizing and replicating the outliers. This balancing act is a key

reason for the effectiveness of autoencoders in unsupervised scenarios. Autoencoders excel at

discarding costly-to-encode information, and their information retention can be finely tuned by

adjusting the size of their latent space. This size is directly correlated with their reconstructive

detail. However, even when models have comparable predictive capabilities, their performance

can vary across different tasks, often for reasons that are difficult to analyze. Schubert et

al. (2014) addressed this using the concept of outlierness, suggesting that different models have
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inherent characteristics that make them suitable for detecting specific types of outliers. Since

the definition of an outlier varies across domains, a method effective in one domain might only

detect random noise in another. This ongoing research is crucial for aligning outlier detection

methods across different domains.

The presence of labeled outlier examples simplifies the task, allowing for more targeted

learning of relevant behaviors. Generally, incorporating any available labeled data on outliers

is advantageous, even if the quantity is insufficient for training a fully supervised classifier

(Aggarwal 2017, 219). Such data might be used for training a data augmentation method, as

demonstrated by Büyük and Arslan (2021), or in a semi-supervised learning approach, where

labeled data initiates or guides an unsupervised learning algorithm (Gao et al. 2006). The

specific scenario where some outliers are labeled but the rest of the data is unlabeled is known

as positive-unlabeled classification, a distinct research area (Elkan and Noto 2008). Broadly,

the spectrum between supervised and unsupervised learning is fluid, with various methodologies

developed for different data situations. For a comprehensive overview of these scenarios, see the

summary by Aggarwal (2017, 231–235).

2.4 Methods for Taking Differences Between Sequences

A closely related concept to the idea of error detection in sequences is the concept of difference

operations between sequences. Given a sequence and a corrupted version of that sequence,

one could define the errors in the corrupted sequence by taking a difference between the two.

Each method of taking a difference between sequences constitutes a unique definition of what the

“errors” in a sequence are. In this section, I will review some common definitions of edit distance,

which define distance metrics on sequences, and describe a dynamic programming algorithm for

computing them. Then, I will define the closely related Needleman-Wunsch sequence alignment

algorithm and its variants, which are central in defining a notion of musical error for the error

detector I develop in Chapter 5.

In this section, I will use the following notational conventions and terminology:

• x and y are sequences of tokens, of length |x| and |y| respectively. Tokens are assumed to

be categorical values rather than numeric ones.

• x[i] denotes the ith token of the sequence x. x[i : j] denotes the subsequence formed by

ith through jth tokens from x, including the endpoints.
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• The symbol ǫ denotes an empty sequence containing no tokens.

• A prefix of a sequence is a subsequence from the sequence’s beginning up to some element,

denoted x[: i] for i < |x|. The length-0 empty prefix x[: 0] is equivalent to ǫ.

2.4.1 Edit Distances

A central concept used in many notions of sequence comparison is the notion of edit distance.

Typically, edit distance is discussed in terms of either strings of characters or sequences of

nucleotides, as its earliest applications beyond text-based string matching were in the realm of

bioinformatics. For generality, I will describe these metrics as acting on sequences of generic

tokens, which may stand in for nucleotides, characters, or musical glyphs.

Metrics of edit distance between two sequences quantify how many operations one would have

to perform on one sequence to transform it into the other. An operation is some small, atomic

change to a sequence, and each notion of edit distance defines its own set of allowable operations,

with an associated cost for each operation. The total edit distance between two sequences is

the sum of the costs of the minimal set of operations that would transform one sequence into

another. The most common version of edit distance is Levenshtein distance (Levenshtein 1966),

which takes three possible operations: deletion of a token, insertion of a token, and substitution

of one token for another. Equation 2.2 defines the Levenshtein distance L between two sequences

x and y recursively, in terms of the Levenshtein distance between prefixes of x and y.

L(ǫ, ǫ) = 0

L(x[: i], y[: j]) = min















































L(x[: i− 1], y[: j]) + Cgap

L(x[: i], y[: j − 1]) + Cgap

L(x[: i− 1], y[: j − 1]) +















0, if x[i] = y[j]

Csub, if x[i] 6= y[j]

(2.2)

Here Cgap is the operation cost associated with an insertion or deletion, and Csub is the

cost associated with a substitution. These scores can be modified depending on the domain,

to encourage the edit distance to penalize certain operations more highly than others. Instead

of using a single value for Csub, a common practice is to use a substitution matrix to define a
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unique substitution cost for every possible pair of tokens, penalizing the replacement of certain

tokens more than others according to domain knowledge (Altschul 1991).

Other formulations of edit distance are characterized by different sets of elementary opera-

tions. The Damerau-Levenshtein distance, introduced by Damerau (1964), extends the Leven-

shtein distance by including as an operation the transposition of two adjacent elements. While

the Levenshtein distance counts such transpositions as two substitutions, Damerau-Levenshtein

considers it a single operation. Another variant, the Hamming distance (Hamming 1950), solely

utilizes substitution, thereby restricting its applicability to sequences of identical length. The

selection of an appropriate edit distance metric should be informed by the specific attributes of

the sequences and the characteristics of the errors or variations being analyzed. For example,

the Damerau-Levenshtein distance was originally formulated for analysis of spelling errors, as

transposition of adjacent characters is a common mistake made by human writers. By contrast,

OMR systems do not often transpose adjacent glyphs on a page, so the Damerau-Levenshtein

distance would be less appropriate for analysis of OMR errors.

It is necessary to select the most suitable edit distance formulation for a given context. Since

any edit distance can be adjusted to yield higher or lower values by scaling operation costs, di-

rect comparisons of distances under different metrics are not meaningful. In situations where

edit distance calculations contribute to a larger, quantifiable task, one viable approach is to ex-

periment with various cost schemes and assess their impact on the overall system performance.

Generally, the choice of an edit distance metric hinges on the nature of the sequences and the

phenomena they represent. In bioinformatics, for instance, edit distances should ideally mirror

biological processes like DNA mutation, so that sequences with small distances are more likely

to be biologically related. This rationale underpins the use of substitution matrices based on ex-

tensive amino acid sequence analyses (Henikoff and Henikoff 1992). Conversely, for spellchecking

systems, the edit distance should reflect common human typing errors, ensuring that misspelled

words are closely aligned with their correct forms.

2.4.2 The Common Edit Distance Algorithm

The recurrence relation shown in Equation 2.2 is inefficient to use directly for computation

of the Levenshtein edit distance, as it requires a number of function evaluations that grows

exponentially with the lengths of the input sequences. There exists a canonical algorithm based

on dynamic programming to efficiently compute the Levenshtein edit distance that has been
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independently discovered by a large number of researchers in different fields (a survey on the

topic of string matching by Navarro (2001) identifies at least six), and so goes by a variety of

names. I will refer to it as the common algorithm for computing edit distance.

The central insight behind the common algorithm is the observation that directly evaluating

the recurrence relation shown in Equation 2.3 involves repeatedly computing the Levenshtein

distance between prefixes of these sequences. Instead of recomputing them on demand, it is

more efficient to store the results in a table, the score matrix S, and retrieve them when needed.

S is an |x| × |y| matrix where the entry Si,j is the edit distance between the prefixes x[: i] and

y[: j]. Entries outside the matrix are assumed to correspond to edit distances of ∞, while the

entry at (0, 0), representing an alignment between two empty sequences, is filled in with an edit

distance of 0. The matrix can be filled in row-by-row by iterating the following recurrence, based

on the definition of the Levenshtein distance (Equation 2.2):

S0,0 = 0

Si,j = min















































Si−1,j + Cgap

Si,j−1 + Cgap

Si−1,j−1 +















0, if x[i] = y[j]

Csub, if x[i] 6= y[j]

(2.3)

When the matrix is filled in with scores, the score at the bottom-right, at position (|x|, |y|),

is the edit distance between the two sequences.

Table 2.1 shows the matrix built by the common edit distance algorithm between the se-

quences CDEDEAAC and CADEAEAC, with a cost of 1 for the operations of deletion, insertion, and

substitution. The Levenshtein distance between these two sequences, as shown by the bottom-

right entry of the table, is 3.

The computational complexity of this formulation of the common algorithm is O(|x||y|)

in both space and time. Ukkonen (1985) noted that if the edit distance between two strings

is known in advance to require fewer than k insertions and deletions, then there is no need

to calculate the entries of the matrix more than k positions away from the diagonal, as they

represent regions of high edit distance that will not affect the final result; they will never be

“chosen” by the minimum operator in the recurrence in Equation 2.3. This variant, called the



2.4. Methods for Taking Differences Between Sequences 27

Table 2.1: The resulting score matrix for the Needleman-Wunsch algorithm when aligning the
strings CADEAEAC and CDEDEAAC.

ǫ C A D E A E A C

ǫ 0 1 2 3 4 5 6 7 8

C 1 0 1 2 3 4 5 6 7

D 2 1 1 1 2 3 4 5 6

E 3 2 2 2 1 2 3 4 5

D 4 3 3 2 2 2 3 4 5

E 5 4 4 3 2 3 2 3 4

A 6 5 4 4 3 2 3 2 3

A 7 6 5 5 4 3 3 3 3

C 8 7 6 6 5 4 4 4 3

banded edit distance, is O(k ·min(|x|, |y|)) in both space and time. If k is set at a value lower than

the total number of insertions or deletions necessary to align the sequences, then the alignment

will be suboptimal.

2.4.3 Needleman-Wunsch Sequence Alignment

The concept of sequence alignment involves positioning a set of sequences in such a way as

to identify corresponding regions among them. This discussion focuses on the alignment of

two sequences, a scenario that is particularly relevant to this thesis. Unlike edit distances,

which provide a single numerical value indicating the difference between two sequences, sequence

alignment allows for a detailed analysis of specific divergences between related sequences. This

technique, originally developed for bioinformatics, is employed here to analyze differences not

in genetic sequences, but in sequences representing musical content, treating discrepancies as

“errors” introduced during the OMR process.

Various sequence alignment algorithms are available, many employing dynamic programming

to construct comprehensive solutions from partial ones. One notable method is Dynamic Time

Warping (Bellman and Kalaba 1959), which aligns sequences of continuous real-valued data. An-

other significant approach is the Smith-Waterman algorithm (Smith and Waterman 1981), which

performs local alignments between sequences of discrete tokens, effectively identifying optimally

matching subsequences. For the purposes of this thesis, however, the Needleman-Wunsch (NW)

algorithm (Needleman and Wunsch 1970) is utilized. It computes a global alignment on se-

quences of discrete tokens and is more suited to the task at hand. Initial experiments considered

the use of Dynamic Time Warping, given its prominence in Music Information Retrieval. How-

ever, its limitation to real-valued sequences rather than discrete tokens posed challenges for
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representing musical symbols, leading to the selection of the NW algorithm for this research.

The NW algorithm is a method for sequence alignment, and an extension of the common

algorithm used to compute edit distances. It operates on two input sequences and a defined set

of operation costs. The algorithm constructs a score matrix similar to that used in computing

the Levenshtein distance, as shown in Table 2.1. The key aspect of the NW algorithm is the

construction of a traceback matrix, which is derived from the score matrix and used to find an

optimal alignment path between the two sequences.

To construct the traceback matrix, the NW algorithm starts at the bottom-right cell of

the score matrix and identifies which of the three options in the original recurrence relation

(Equation 2.3) was used to assign a score to that cell. This involves choosing the cell with

the minimum score from the cells above, to the left, and diagonally to the upper-left, with a

preference for the cell to the upper-left in case of ties. This process is repeated for each cell in

the matrix. Each cell in the traceback matrix then points to the cell from which it derived its

score, marked by an arrow. This procedure yields an optimal path that can be traced back from

the bottom-right cell to the top-left.

In practice, it is not necessary to fully construct the traceback matrix. The traceback can be

computed on-demand as the algorithm progresses through the matrix, only computing entries

along and adjacent to the optimal path. This optimization makes the computational complexity

of computing the traceback O(max(|n|, |m|)), where |n| and |m| are the lengths of the sequences

being aligned. Consequently, the total runtime of the NW algorithm is primarily determined by

the time taken to create the score matrix.

The alignment can be inferred from reading the path once more, this time in reverse, from

top-left to bottom-right. Wherever the path passes down diagonally, that corresponds to a

match or a mismatch between tokens. Where the path passes horizontally, that corresponds to

an insertion operation; where it passes vertically, that corresponds to a deletion. It is possible

that multiple valid paths exist that correspond to minimal sets of operations with equal cost;

this corresponds to situations where there are score ties when building the traceback matrix.

Tiebreaking by always preferring to extend the path diagonally ensures that, of all valid align-

ments, the algorithm finds the alignment that requires the fewest insertions and deletions, and

with the most substitutions.



2.4. Methods for Taking Differences Between Sequences 29

Table 2.2: Traceback matrix for the Needleman-Wunsch algorithm. Each cell contains an arrow
pointing to the minimal value of its upper, left, and upper-left neighbors. The shaded path is
the one identified by the NW algorithm as corresponding to a minimal set of operations. The
symbol ǫ denotes an empty prefix: the first zero characters of each string.

ǫ C A D E A E A C

ǫ ◦ ← ← ← ← ← ← ← ←
C ↑ տ ← ← ← ← ← ← ←
D ↑ ↑ տ տ ← ← ← ← ←
E ↑ ↑ տ տ տ ← ← ← ←
D ↑ ↑ տ տ ↑ տ ← ← ←
E ↑ ↑ տ ↑ տ տ տ ← ←
A ↑ ↑ տ ↑ ↑ տ ← տ ←
A ↑ ↑ ↑ ↑ ↑ ↑ տ ↑ տ
C ↑ ↑ ↑ տ ↑ ↑ ↑ ↑ տ

C-DEDEAAC

CADEAE-AC

2.4.4 Affine Needleman-Wunsch Sequence Alignment

The Affine Needleman-Wunsch (ANW) algorithm modifies the traditional Needleman-Wunsch

approach to accommodate scenarios where long contiguous gaps (representing deletions or inser-

tions) in a sequence alignment are less significant than multiple isolated gaps. This modification

is particularly relevant in fields like OMR where a physical imperfection on a page, like a smear

of ink, might obscure several consecutive glyphs, causing them to be missed by the OMR algo-

rithm. In such cases, it is beneficial to adjust the alignment algorithm to reflect these long gaps

more accurately, mirroring the nature of the errors. The ANW algorithm implements affine gap

penalties to achieve this. Instead of a uniform cost for gap operations (deletions and insertions),

the algorithm assigns a higher cost to initiating a gap and a lower cost to extending an existing

gap. This approach encourages the algorithm to prefer alignments with fewer, longer gaps, which

can more accurately represent the errors caused by processes like smudging in OMR.

Developed by Altschul (1986), the ANW algorithm uses additional matrices to track the

costs of gaps in each sequence. Besides the standard score matrix S, it employs a gap-in-X

matrix Lx and a gap-in-Y matrix Ly. The recurrence relations used to populate these matrices,

as detailed in Equation 2.4, distinguish between the cost of opening a gap, denoted as Copen,

and the cost of extending a gap, denoted as Cgap. These separate costs allow the algorithm

to differentiate between starting a new gap and continuing an existing one, effectively applying

affine gap penalties.
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Si,j =min
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Si−1,j−1, Lx
i−1,j−1, L
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i−1,j−1
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0, if x[i] = y[j]

Csub, if x[i] 6= y[j]

Lx
i,j =min

(

Si−1,j + Copen + Cgap, Lx
i−1,j + Cgap

)

L
y
i,j =min

(

Si,j−1 + Copen + Cgap, L
y
i,j−1 + Cgap

)

(2.4)

Here each matrix keeps track of each type of operation. Using these recurrences, the three

matrices can be filled from top-left to bottom-right, using their own and each others’ entries.

The process of constructing the traceback matrix is similar to the non-affine case, except

that for each step in the path’s development, the algorithm chooses the cell with the minimum

possible value across all three matrices: S,Lx, and Ly. Ties are again broken by prioritizing the

path on the diagonal. After the traceback matrix is constructed, the optimal path through the

matrix is found using the same method as the non-affine case.

A-A-AC

ABABAC

Copen = 0, Cgap = 1, Csub = 2

AA--AC

ABABAC

Copen = 2, Cgap = 1, Csub = 2

Table 2.3: Two sequences and their alignment under different affine gap penalty cost schemes.
Copen Is the cost of opening a gap, Cgap is the cost of extending a gap that is already open, and
Csub is the cost of replacing one token with another.

Table 2.3 illustrates the impact of using affine gap penalties in aligning two token sequences,

AAAC and ABABAC. The example demonstrates how the ANW alignment, with appropriate gap

penalties, can lead to different optimal alignments compared to the regular NW algorithm. In

the example provided, with Copen = 0, the cost scheme mirrors the unmodified NW alignment.

However, the alignment using affine gap penalties (on the right) shows an additional mismatch

to merge two short gaps into a larger one, which is a characteristic feature of the ANW approach.

This highlights the flexibility of the ANW algorithm in handling sequences where long gaps are

more representative of the underlying phenomena than multiple isolated gaps.

The ANW algorithm is used extensively in the OMR error detection process I develop in

Chapter 5. I have implemented an algorithm for computing the ANW alignment between two

sequences in the Python programming language as a standalone package. The method can align

sequences containing arbitrary categorical data, and can operate with a specified substitution

matrix. I also implement the banding technique by Ukkonen (1985) to reduce the total time
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complexity of building the score matrices to O(k ·min(|x|, |y|)). Python is an interpreted lan-

guage, and so it is slow to perform the kinds of repetitive arithmetic operations necessary to

build the score matrices. Since the construction of the score matrices dominates the running

time of the algorithm, I implement this step using the Numba just-in-time compiler for Python

(Lam et al. 2015), which compiles the matrix-building step directly to machine code, making the

overall single-threaded performance of my implementation comparable with one written directly

in a low-level language.

2.5 Error Detection and Correction in Symbolic Music

Here, I review literature on in the domain of symbolic music that addresses the detection and

correction of errors in musical content. This review will cover literature that directly addresses

these tasks or is related and could potentially be adapted for error detection and correction in

symbolic music.

The scope of this review excludes the domain of audio-based error detection, as this area

typically does not address errors in musical content, which is the primary concern of the er-

ror detector developed in Chapter 5. Audio-based methods often involve statistical techniques

for noise reduction or removal in audio recordings, applicable to both musical and non-musical

contexts. These approaches align with the real-valued sequence error detection methods dis-

cussed in Section 2.1.3. For a comprehensive review into statistical techniques in audio outlier

detection, see Godsill et al. (2001). Autoencoders are a prevalent tool in audio noise reduction,

exploiting the characteristic of noise being generally incompressible (Abouzid et al. 2019). In the

context of musical audio error detection, some studies do consider musical content, but typically

through a preprocessing step that transforms the audio into a symbolic format or a simplified

representation that approximates notes and durations. For example, Bhargave (2019) developed

a system that runs a pitch estimation system on recordings of improvisations in Hindustani

classical music and identifies places where the musician has played a note that is incompatible

with the current raga (roughly, the equivalent of the Western “scale”).

Thus, the focus of this review remains on symbolic music, examining methodologies and

technologies that detect and correct errors directly within symbolic musical representations.
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2.5.1 Error Analysis in Music Transcription Tasks

Many OMR systems incorporate components for musical error checking either as a post-processing

step or as an integral part of the OMR process to assist in symbol identification. Early OMR

methodologies primarily focused on metrical accuracy, ensuring that the correct number of

beats would be present in per measure in the output (Kato and Inokuchi 1992; Coüasnon

and Retif 1995). An approach by Droettboom et al. (2002) incorporated a metric correction

post-processing phase involving checks for common OMR errors that could lead to incorrect

interpretation of musical durations, such as mistaking specks of dust for augmentation dots.

Rossant and Bloch (2006) assessed OMR outputs against pre-defined rules of musical syntax

concerning meter, accidentals, and tonality. This process combined with confidence assessments

from earlier OMR stages to identify potentially incorrect detections. In mensurally notated

music, Thomae et al. (2022) automated the correction of OMR outputs by identifying notes

that violated traditional counterpoint rules, treating these violations as potential OMR errors.

Their study included a user trial where an expert transcriber corrected OMR outputs with and

without the aid of the automatic counterpoint error detector. The study found a nearly 50%

reduction in correction time when the error detector was used, providing some validation for

similar approaches. Although my research does not include such a user study, the success of

the method by Thomae et al. suggests that a reliable error detection system could significantly

reduce the time required for manual corrections in OMR processes.

Error correction in music is often considered as a step in Automatic Music Transcription

(AMT) methods. Cogliati and Duan (2017) designed a sequence alignment method to align AMT

outputs with ground truth, tuning their method with human assessments of transcription quality.

Another notable contribution is by McLeod et al. (2020), who developed the Musical Instrument

Digital Interface (MIDI) Degradation Toolkit, a software tool designed to introduce errors into

symbolic music in a controlled and customizable manner. This toolkit aids in analyzing AMT

output errors and provides rule-based and machine-learning models for error detection and

correction, although they primarily serve as foundational examples for defining these tasks.

Symbolic music transduction is another relevant task, focusing on converting raw note proba-

bility outputs from AMT models into valid symbolic music files. Common methods include global

thresholding of note probabilities or using hidden Markov models to filter these probabilities.

Advanced techniques like the recurrent neural network approach by Boulanger-Lewandowski et

al. (2013) have shown substantial improvements over traditional methods. Furthermore, Ycart
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et al. (2019) compared various machine-learning models for symbolic music transduction, sug-

gesting that incorporating a language model-based transduction as a post-processing step may

not offer significant benefits over training AMT systems for direct binarized symbolic music

output.

Outside of AMT and OMR, applications of error detection in symbolic music are limited.

Sidorov et al. (2014) explored the use of formal grammars in music analysis, hypothesizing

that correct music is highly compressible and deviations significantly increasing the information

content in a piece are likely errors. Additionally, Nakamura et al. (2017) used error detection

as part of a method of aligning two musical signals where one signal is considered ground-truth

and the other is a human performance that may contain errors (where an error is defined as any

deviation from a given musical score).

2.5.2 Notions of Musical Edit Distance

The application of edit distance measures in Music Information Retrieval (MIR) and their rele-

vance to the concept of musical error have been explored in various studies. Habrard et al. (2008)

utilized the Levenshtein distance to compare monophonic melodies, classifying melodies as vari-

ations of one another based on low distance scores. Lemström and Pienimäki (2007) expanded

the discussion on the utility of edit distances in musical retrieval tasks.

The evaluation of Optical Character Recognition (OCR) outputs, closely related to OMR,

often employs edit distance measures. This connection has motivated research into tailoring edit

distances specifically for OMR evaluation. Bellini et al. (2007) suggested analyzing OMR errors

in terms of the time required for a human to correct them, introducing a weighting system based

on the estimated correction time for each symbol in Western music notation. These weights,

combined with edit distance concepts, aim to offer a meaningful and interpretable measure of

OMR performance that is discussed further in Section 3.2.2.

However, the practicality and universality of such weighted edit distances are questioned.

Byrd and Simonsen (2015) argued that accurately quantifying correction time is challenging due

to the variety of user interfaces available for musical score correction. They emphasized the

complexity and diversity of Western music notation, doubting the feasibility of a universally

applicable metric that accurately weighs the importance of individual musical glyphs across all

music genres. Supporting this skepticism, Hajic et al. (2016) examined several OMR evaluation

metrics, including variants of the Levenshtein distance, and observed significant discrepancies in
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how these metrics align with each other. This research underlines the profound impact of error

definition on both the identification of erroneous sections in OMR output and the measured

accuracy of OMR systems.

MusicDiff (Foscarin et al. 2019) is a tool designed for computing differences between two

MusicXML format score files. Unlike other methods that focus solely on audible differences,

MusicDiff identifies visible notation differences, such as differentiating between beamed and un-

beamed eighth notes. This feature makes it particularly suitable for evaluating OMR outputs.

MusicDiff represents music as a hierarchical tree structure and detects errors through insertions,

deletions, and substitutions within this tree, utilizing a version of the Levenshtein distance met-

ric. The tree-based representation is adept at handling complex beaming configurations and

nested tuplets, which pose challenges for purely sequence-based symbolic music representations.

However, this approach has limitations; if an input symbolic music file contains musically implau-

sible content (e.g., ties between non-consecutive notes or impossible beaming configurations),

the file cannot be transformed into a well-formed tree structure, and thus MusicDiff cannot

process it. Such errors are not uncommon in OMR outputs.

Mupix, developed by Daigle (2020), offers a different approach for comparing MusicXML

files, particularly aimed at evaluating OMR results. Unlike MusicDiff, Mupix does not convert

music into a tree structure. Instead, it parses each file into seven distinct arrays, each represent-

ing a different type of musical object (notes, rests, clefs, keys, dynamics, time signatures, and

spanners). It applies the NW algorithm (discussed in Section 2.4.3) to align these arrays, facili-

tating the comparison of corresponding elements across files. Each category of musical objects

allows for direct comparison within its group (e.g., notes with notes), and Mupix calculates a

similarity score for each array and an overall score for the two input files. This method’s flexi-

bility allows it to handle malformed or corrupted MusicXML files. However, due to its custom

similarity functions and specific categorization scheme, Mupix would require modifications to

effectively work with non-Western music notations or any variants of Western music notation

with symbols outside its tested Common Western Music Notation (CWMN) corpus.



Chapter 3

Optical Music Recognition

In this chapter, I explore Optical Music Recognition (OMR) to contextualize my work in error

detection for Optical Music Recognition (OMR) output. While my work does not concern the

development of new OMR methods, its intended application is to correct the output of OMR

systems, and so its design will be informed by the nature of OMR systems so as to make it

maximally useful to the human corrector. I concentrate on features of OMR systems pertinent

to error detection, specifically focusing on printed scores in Common Western Music Notation

(CWMN), as my method is designed for this context. Older notations and handwritten notation

techniques will be mentioned when relevant for historical or technical understanding.

Section 3.1 begins by outlining the objectives and application domains of Optical Music

Recognition, followed by a classification of various OMR tasks. I examine the complexities that

make Common Western Music Notation (CWMN) challenging to interpret compared to regular

text. To provide context, I define CWMN with a short history of Western musical notation,

highlighting the range of challenges that OMR systems need to address in order to handle the

diverse notational phenomena present in CWMN. I detail the standard sequence of operations

commonly used in OMR and discuss recent machine-learning approaches that aim to tackle

OMR challenges in a more integrated manner.

Evaluating OMR outcomes and contrasting various OMR systems is difficult due to the com-

plex, hierarchical characteristics of music notation and the disparate objectives among different

OMR systems. In Section 3.2 I delineate the challenges in OMR evaluation along three axes:

the choice between assessing performance at the symbol level or the semantically encoded out-

put level, the method of weighing different types of errors, and the consideration of whether to

evaluate OMR systems independently or within the scope of broader music information retrieval

35
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processes.

Finally, in Section 3.3, I describe the commercial OMR software PhotoScore 8.0.4, which

serves as the data source for OMR errors that I use in training the error detector elaborated in

Chapter 5. I provide details on the software’s functionalities, its in-built error correction and

detection mechanisms, and examples of the common errors it tends to generate when processing

scans of various qualities.

3.1 An Overview of Optical Music Recognition

OMR is a field of study that concentrates on the problem of translating scanned images of

musical notation into symbolic, machine-readable forms. It encompasses many applications and

sub-tasks, each with its own definition of what goes into an OMR system and what comes out;

to encompass this variety, Calvo-Zaragoza et al. (2021) propose the definition:

Optical Music Recognition is a field of research that investigates how to computa-

tionally read music notation in documents.

A primary motivation for the field of OMR is that of archival and preservation, and improving

access to cultural heritage that may otherwise be lost or forgotten. Most music written before

the digital age exists only in the form of physical handwritten or typeset musical scores. While

technological advancements have led to an increase in the volume of musical material that is

being scanned and made publicly available by digital means, most of these scanned works exist

only as image files, their musical contents still not machine-readable (Pugin 2015). Transcribing

musical scores into digitally accessible forms by hand can be a tedious, difficult process, and

notation editing software often demands a steep learning curve, requiring transcribers to develop

proficiency through repeated use (See the “World Cup of OMR” described by Daigle (2020) for

an evaluation of how fast expert transcribers are able to copy polyphonic scores from image

files into notation editors). As a result, transcription of large music archives by hand is an

impractical goal. The promise of OMR is the possibility of mass automatic or near-automatic

conversion from scanned images to machine-readable symbolic music files in a variety of formats,

enabling new types of musicological study and new options for performers to choose from. In

particular, OMR has the potential to be used in low-resource situations to preserve objects of

cultural heritage in countries where the funding would not otherwise exist to transcribe them

(Thomae 2023).
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As Calvo-Zaragoza et al. (2021) have noted, while OMR is sometimes referred to as a singular

“task” or “process,” it encompasses a diverse range of possible tasks. Their proposed taxonomy

for OMR systems covers several axes along which these tasks can differ:

• Is the music typeset or handwritten?

• Is the music in CWMN, an earlier form of Western notation, non-Western music notation,

tablature, or something else?

• What is the quality of the document being fed into the OMR system? Is it a direct

export from a notation program, having never been printed on paper and scanned? Is it

a high-quality scan, or is it heavily degraded to the point of being in parts illegible?

• How complex is the score, structurally?

• What is the output format? MusicXML, MIDI, a project file for a particular notation

editor, or is it to be rendered directly to audio?

On the notion of score complexity, Byrd and Simonsen (2015) define four categories useful

for describing the capabilities of OMR systems:

• Monophonic scores contain a sequence of non-overlapping notes on each staff.

• Homophonic scores may contain chords, but only ever as a single voice per staff.

• Polyphonic scores may contain multiple voices on one staff, each of which can play multiple

notes at once and act rhythmically independent to the other voices. It is always possible

to transcribe a staff of polyphonic music into multiple homophonic staves by separating

out the voices.

• Pianoform scores contain interaction between different staves; note the beam that crosses

between staves in Figure 3.1d. They cannot always be separated into individual voices

while still retaining all the information from the original score.

Figure 3.1 contains examples of each of these types of notation. The terms “homophonic”

and “polyphonic” here differ in meaning from the notions of homophony and polyphony as they

appear in music-theoretical texts. The term homophony in music theory is a textural descriptor

referring to a melody that is harmonized by rhythmically similar, but not identical parts. The
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☞✌✌
(a) An example of a Monophonic score: Wolfgang Mozart, Concerto in A Major K.622, mm. 448–411,
clarinet part.

✍✎ ✏ ✏✎✏ ✍✏ ✑ ✑ ✑✑✑ ✑✑ ✑ ✑✑ ✑✒✑ ✒✑ ✑✑ ✑✑ ✑✑✑ ✒ ✑✒ ✑✓ ✎ ✔✔ ✕ ✕✕ ✕✖✖✗ ✖✗✖✖ ✖ ✖✖✗✗
✘

(b) An example of a Homophonic score: Claude Debussy, String Quartet No. 10, Mvt. 4, mm. 252–256,
second violin part.

✙ ✚✙✛ ✛ ✛✜✛✛✛✛✛✛ ✜✛ ✛ ✛✛ ✜✜ ✜✛✜ ✜✛ ✛✛ ✛✛✛ ✛✛ ✛✛ ✛ ✛✛ ✛ ✛ ✛ ✛✛ ✜✜✛✛ ✛✜ ✜✛ ✜ ✜✛ ✜✛✛
✢
✣

✙
✙
✤✤
✤✤ ✥ ✦ ✧

★ ✩✩
(c) An example of a Polyphonic score, a four-part choral work engraved on two staves: Thomas Tallis,
Lamentations of Jeremiah the Prophet, mm. 10–14.

✪✪✫ ✫

✬ ✬ ✬✬ ✬
✬ ✬

✬
✭✬

✬✭ ✬✬
✬

✭✬ ✬✬✬✬ ✬✬✬✬✬✬ ✬
✮ ✮ ✮✮

✮
✮ ✮✮ ✮✮✮✮ ✮✮ ✮ ✮ ✮ ✮ ✮✮ ✮✮ ✮ ✮✮✮✮ ✮ ✮✮✮ ✮✮ ✮✮
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✮
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✮✮ ✮✮✮ ✮

✮ ✮✮ ✮
✮ ✮ ✮✮ ✮✮ ✮✮✮ ✮✮✮✮ ✮✮ ✮✮ ✮✮

✮✮ ✯✮
✰
✱

✲
✲ ✳✳ ✴

✴ ✴
✵ ✴ ✴✴ ✴

✵ ✵✵✵✵ ✵✵✵ ✵ ✵ ✵ ✵✵ ✵✵ ✵
✶ ✷✶
✶✶

✸✹✺✻✼✽✺✾ ✿❀
(d) An example of a Pianoform score: Ludwig van Beethoven, Piano Sonata No. 14, Mvt. 3, mm. 7–9.

Figure 3.1: Examples of the categories of score complexity for the purposes of categorizing OMR
systems.



3.1. An Overview of Optical Music Recognition 39
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Figure 3.2: A brief snippet of music showing how symbols can be confused for one another based
on their proximity to other symbols.

example in Figure 3.1c is texturally homophonic, but for the purposes of categorization for OMR,

this particular engraving is polyphonic. The above definition of “Homophonic” is more similar

to the textural descriptor homorhythmic, which refers to a homophonic score containing voices

that all play in the same rhythm; however, I will continue to use the terms as defined above for

the sake of concordance with other OMR literature.

3.1.1 The Difficulties of Reading Common Western Music Notation

The field of OMR is sometimes compared to the field of Optical Character Recognition (OCR)

by analogy; some literature from early in the field’s history refers to it explicitly as “optical

character recognition for music” (Kassler 1972). This metaphor is not wholly incorrect, but

CWMN is significantly more complicated than the written word. The most significant difference

between the fields of OCR and OMR is that text is inherently one-dimensional and CWMN is

not. For most natural languages, there is no semantic meaning to a glyph being higher or lower

on the page than its neighbors, and within a single line of text the order in which characters

should be read is unambiguous. In polyphonic CWMN, multiple notes occur at the same time,

notes may begin or end while other notes are still ringing, and the reading order of symbols

within a single staff may not be uniformly left-to-right (for example, when a cluster chord forces

some notes that are to be played simultaneously to the left or right, for the sake of fitting them

all on a single stem). Even in monophonic CWMN multiple symbols (articulation markings,

dynamics, tuplet indicators) can occur vertically stacked at the same horizontal location on the

same staff. For printed text, handwritten text, and historical documents, in OCR characters

are generally segmented from each other based on their horizontal positions within text strips

(Likforman-Sulem et al. 2007), but in OMR symbols must always be interpreted in both the

horizontal and vertical dimension.

The other significant difference between the fields of OCR and OMR is that the semantic

meaning of each symbol on a page of CWMN is heavily context-dependent. Many symbols only

carry meaning when associated with adjacent notes, like ties, slurs, dots of augmentation and
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articulation markings, and these must be correctly associated with neighboring symbols on the

page. This can be a challenge in dense polyphonic music (See Figure 3.1d), where such markings

may be in the proximity of several note heads at once. For an example of musical notation that

can cause problems for OMR systems in this way, see Figure 3.2. Which dots in this measure

are dots of augmentation and which are staccato markings? It is obvious to a musician given

this clean, digitally engraved image: the staccato markings are smaller than the augmentation

dots and perfectly centered underneath their noteheads, and the thirty-second notes necessitate

longer notes preceding them. Even a small smudge or error in binarization could easily cause

an OMR system to miss these cues and so misinterpret some of these symbols. This is an

extreme example, but such densely engraved, articulation-heavy passages occur frequently in,

for example, some editions of Mendelssohn’s string quartets (deGroot-Maggetti et al. 2020).

Worse, correctly interpreting a symbol may rely on interpretation of other symbols many

measures away, even in monophonic music. When key signature changes interact with natural

signs, accidentals, courtesy accidentals, ties, and clef changes, the number of factors involved

in interpreting the pitch and duration of a single note can become complex. Note the tie and

slur that begin on the F\ half-note in the third measure of Figure 3.1a; in order to determine

which one is a tie and which one is a slur, it is necessary to correctly parse the pitches of the

two following quarter notes, and to determine which one lies at the end of which arc. See Byrd

and Simonsen (2015) and Calvo-Zaragoza et al. (2021) for further descriptions of this complex

context-dependent behavior and examples of phenomena in musical scores that OMR processes

have difficulty with.

Further complicating OMR is the fact that CWMN is not a standardized or well-defined

system. CWMN has its origin in neumes, a method for notating melodies as annotations above

written text. Neumes first operated as mnemonic aids, noting only melodic gestures to aid

the performer in remembering a melody that was transmitted orally. By the eleventh century,

neumes evolved to be placed at varying heights above lyrical text to denote absolute pitch, and

then with reference to a single staff line scratched across the parchment of the page. Over time,

more lines were added, and a convention was introduced of writing an uppercase “C” or “F” on

one of the lines to mark the pitch of that line: the antecedent to the modern clef (Strayer 2013).

Later developments, in the twelfth century onwards, introduced rhythmic notation to distinguish

between multiple duration values of notes. Originally, these multiple duration values did not

fully describe the duration of a note as it should be performed, and the intended duration
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an explosion in the use of new techniques, instrument-specific articulation methods, and com-

positional styles too metrically or tonally complex to be written down using the conventions

of CWMN up to that point. Some of these new notation types have become standard parts

of CWMN over time and are included in common notation editors, but many have multiple

competing implementations and remain unstandardized. See Stone (1980) for a review of the

standards of CWMN as they existed at the turn of the twentieth century, as well as a catalogue

of extensions developed in the decades following.

In summary, OMR is a more difficult task than OCR for a variety of reasons: 1) the layout

of musical symbols on a staff is more complex than the layout of written text, 2) the meaning

of every musical symbol is heavily context-dependent, so reading music requires a step of in-

terpretation that is not present in reading text and 3) the rules by which musical symbols are

interpreted themselves change over time to adapt to the needs of performers and composers.

As a result, OMR algorithms are prone to errors, and the context-dependent nature of musical

notation means that errors in the OMR process beget further errors as symbols are interpreted

in the context of other incorrectly interpreted symbols.

3.1.2 The Traditional OMR Pipeline

The field of OMR has a long history, with a wide variety of approaches implemented in both

academic research and commercial products. Here I do not aim to comprehensively review all

existing methods for OMR, but to describe at a high level all the techniques and pipelines

for OMR that have been proposed, focusing primarily on those relevant for the case of printed

CWMN. I also will omit details on the act of scanning physical documents, dealing with cameras,

lenses, image file types, and image resolution, though some papers treat this as an integral part

of the OMR pipeline. A number of reviews have been conducted on the field of OMR that give a

more comprehensive overview of the technical and practical aspects of creating an OMR system.

See Novotný and Pokorný (2015), Shatri and Fazekas (2020), and Calvo-Zaragoza et al. (2021)

for thorough theoretical overviews of the field, Rebelo et al. (2012) for an overview focusing on

handwritten music recognition, and Helsen et al. (2014) for a description of the challenges of

OMR on historical manuscripts.

OMR was first attempted in the 1960s, in a system that only handled a small subset of

possible symbols in homophonic CWMN, focusing primarily on recognizing note heads and

distinguishing between different durations (Pruslin 1966). It accomplished this by binarizing
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score images, using simple edge detectors on these binarized images to emphasize vertical and

horizontal lines, identifying individual staves, and then removing staff lines and beams. The final

step of the process was an analysis of the connected components1 that remained on the page,

which were all assumed to be notes, beams, or flags of eighth notes. Prerau (1975) extended

this work to cover a larger subset of CWMN symbols, including accidentals, time signatures,

key signatures, clefs, and bar lines. To do this, Prerau made a complex series of hand-coded

rules to identify connected components on a page of music by their dimensions and their relative

positions to the staff and to identified notes; for example, flats were differentiated from natural

signs by noting that connected components containing natural signs tend to be slightly taller.

While successful, these rules were only valid for the particular musical font and engraving system

that was analyzed to create them.

The pipeline of image processing, staff-line identification, staff-line removal, and connected

component analyses established by Pruslin and Prerau was expanded upon in future approaches.

Most reviews of OMR literature describe OMR in terms of subtasks running in series. For

example, in a review of OMR systems up through the early nineties, Blostein and Baird (1992)

found that most follow a similar step-by-step procedure, which they describe as a three-step

process: symbol recognition, 2D symbol arrangement, and high-level recognition. The number

and nature of these subtasks varies between authors, with subtasks increasingly added or broken

into heirarchies of smaller tasks as the field develops. Here I define a list of OMR subtasks, based

off of a description of typical OMR architectures from Rebelo et al. (2012).

1. Image preprocessing: Cleaning up an image in preparation for the OMR process. This

step often involves image binarization, (turning a grayscale or color image into black-and-

white), itself a difficult task (Mustafa and Kader 2018). Specialized techniques have been

developed to deal with binarization of highly degraded historical documents (Sulaiman

et al. 2019). Different OMR systems assume different quality of scans as input, so this

step can involve only binarization or a host of operations like de-skewing to remove the

effect of curled pages and noise removal. Where scans are exceptionally low-quality or

degraded, this may include performing morphological operations on images to fill holes in

lines or note heads, making the succeeding OMR steps more reliable (Goecke 2006).

2. Staff processing: Recognition of staff lines. This comprises several tasks that are some-

1. In the context of image processing on binarized images, a connected component is a contiguous group of
black pixels in an image that is surrounded by white pixels.
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times treated separately: location of staves on a page, grouping staves into systems, mark-

ing the locations of staff lines, and sometimes removing staff lines from the image. A variety

of methods exist for staff line identification, including simple approaches that assume staves

to be near-perfectly horizontal on the page (Pruslin 1966), methods of projection (Fuji-

naga 1988), and template matching on thin vertical slices of the page (Bellini et al. 2001).

Curvature of staff lines due to the curve of photographed book pages is a difficult problem

in this area; dynamic programming-based methods have been developed that can adapt

to slight curvature (Miyao and Okamoto 2004).

3. Music symbol isolation: Segmentation of the page into individual symbols. This may be

accomplished using connected component analysis if the staves have been removed from the

image. For some types of monophonic or homophonic music, segmentation may occur only

in one dimension, wherein a staff is split at many horizontal points along its length such

that each remaining slice contains only a single musical symbol, as in Bellini et al. (2001).

Often this step involves further decomposing symbols on the page into primitive shapes

(Bainbridge and Bell 2001). A primitive shape is a graphically meaningful section of a

musical symbol that is itself indivisible into any other shapes; for example, a barred eighth

note is composed of the primitive shapes of a note head, a beam, a stem, an accidental,

and so on. Different approaches give different definitions for how to break down the

musical surface into primitive shapes, but the impetus behind using them is that they

allow breaking down intricate, complicated connected components on a page into smaller,

simpler fragments that are easier to reliably categorize and detect.

4. Music symbol classification: Classification of each of the symbols or primitive shapes

found in the previous step as musical objects. This step can contain nearly any image-

classification method. Prerau (1975) primarily used the size of the tighest bounding box

around each segmented symbol as a feature to classify them by, while Fujinaga (1999)

used k-nearest-neighbors on a small set of extracted features from each symbol. Bellini

et al. (2007) used a feed-forward neural network operating directly on the pixel values of

each symbol. The output of this process is also called an agnostic encoding of a musical

score, as it is agnostic to musical semantics. See Figure 3.5b for an example of an agnostic

encoding of a musical excerpt.

5. Music notation reconstruction: Recombination of primitive shapes back into musically
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meaningful symbols based on their relative proximity, and analysis of each symbol’s pitch

and duration. For example, this step involves the combination of a flag, beam, stem,

accidental, notehead, dot of augmentation, and articulation marking into a single eighth

note with a particular pitch. This step is also referred to as translation from an agnostic

encoding to a semantic encoding of a score. See Figure 3.5c for an example of what such a

semantic encoding might look like. This is often done by encoding rules of musical notation

into grammars, in an analogous fashion to how an OCR system may encode rules of syntax

to ensure that its output is well-formed. As an example, the grammar implemented by

Reed and Parker (1996) defined how primitive shapes must be arranged with respect to

one another, and it acts as a kind of template that the identified shapes can slot into.

However, errors in previous steps of the OMR pipeline can lead to situations that are

grammatically impossible (e.g., a beam or flag without any accompanying note, a tie that

begins but has no end note), so these grammars must be flexible enough to account for

any possible input. See Section 2.5.1 for further examples of applying musical rules within

the OMR process to detect errors.

6. Encoding of music notation into output format: Translation from the method’s in-

ternal representation of labeled glyphs into a symbolic format such as MusicXML, Musical

Instrument Digital Interface (MIDI), Music Encoding Initiative (MEI). Calvo-Zaragoza

et al. (2021) break down this step further, distinguishing between systems that output a

playable version of the original score (usually as MIDI) but do not attempt to retain all of

the score’s information, and those that attempt to faithfully encode all the information in

the original score (usually as MusicXML). They named the latter case structured encoding,

and noted that this is the most common end-point for commercial applications, while few

OMR systems originating in academia reach this level.

While not typically categorized as a subtask within the OMR pipeline, significant research

has been devoted to post-processing steps. These steps involve evaluating the recognized and

encoded music against the norms of musical genres or rules of notation to identify or auto-

matically rectify errors in OMR output. The error detector detailed in Chapter 5 is one such

post-processor. These approaches can be broadly classified into two categories: those based on

statistical or machine-learning models of symbolic music, and rule-based systems. For instance,

Church and Cuthbert (2014) utilized analyses of rhythmic repetition within musical pieces to
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(a) Music excerpt.

clef.G-L2, accidental. sharp-L5, accidental.sharp-S3, digit.2-L4,

digit.4-L2, rest.sixteenth-L3, note.beamedRight2-S1, note.beamedBoth2-L2,

note.beamedLeft2-S2, note.beamedRight1-SO, note.beamedLeft1-L4,

slur.start-L4, barline-L1, slur.end-L4, note.beamedRight1-L4,

note.beamedBoth2-S3, note.beamedLeft2-L3, note.beamedRight2-S3,

note.beamedBoth2-L4, note.beamedLeft1-S4, slur.start-S4, barline-L1,

slur.end-S4, note.beamedRight2-S4, note.beamedBoth2-S2, note.beamedBoth2-L3,

note.beamedLeft2-S3

(b) Agnostic encoding of the music excerpt.

clef-G2, keySignature-DM, timeSignature-2/4, rest-sixteenth, note-F#4_sixteenth,

note-G4_sixteenth, note-A4_sixteenth, note-D4_eighth, note-D5_eighth,

tie, barline, note-D5_eighth, note-C#5_sixteenth, note-B4_sixteenth,

note-C#5_sixteenth, note-D5_sixteenth, note-E5_eighth, tie, barline,

note-E5_sixteenth, note-A4_sixteenth, note-B4_sixteenth, note-C#5_sixteenth

(c) Semantic encoding of the music excerpt.

Figure 3.5: An example of a possible agnostic and semantic encoding of a musical excerpt.
Reproduced from Figure 1 of (Thomae et al. 2020).

detect and correct metrical errors in symbolic music output from OMR processes. Thomae et

al. (2022) developed a system encoding the rules of counterpoint in Renaissance polyphony to

pinpoint errors in OMR outputs and flag them for human review. Similarly, Jin and Raphael

(2012) applied dynamic programming techniques to identify sequences of symbols that agree

maximally with OMR outputs while adhering to the constraints of the piece’s time signature.

Approaches like those proposed by Sands (2020) and Zhang (2017) focus on validating OMR

outputs against MIDI files containing corresponding musical information, employing sequence

alignment methods similar to those discussed in Section 2.4.3 to compare the two representations.

Table 3.1 shows a list of possible failure modes for each OMR subtask, and examples of how

these failure modes can manifest as errors in the OMR output. Errors in tasks early in the

pipeline tend to affect the performance of tasks later in the pipeline; noise introduced by the

image preprocessing step can be misidentified as musical symbols in the symbol classification

step, which may then cause issues in reconstructing notation. Bellini et al. (2007) labeled errors

caused by poor performance in previous steps secondary errors, and called errors made solely

within a step primary errors.

A solution to the problem of cascading secondary errors is to perform multiple sub-tasks at
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Table 3.1: Possible failure modes for each step in the traditional OMR pipeline, and examples
of possible effects that each failure can have on the output of the system.

OMR Subtask Failure mode Possible effect on output

Image
preprocessing

Binarization failure No staves found
Binarization blanks out regions
of page

Regions of page missing from
output

Insufficient denoising
Symbols incorrectly recognized,
noise interpreted as symbols

Denoising too aggressively
Smaller symbols (e.g.,
articulation markings) missing

Staff
processing

Staff not found Entire staff missing from output
Staff lines found at incorrect
location

Pitch of all notes on single staff
incorrect

Staves not grouped into systems
correctly

Some staves associated with
wrong instrument, staves in
incorrect order

Symbol
segmentation

Noise on page identified as
symbol

Superfluous accidentals,
articulation markings, cluster
chords

Multiple symbols grouped
together as one

Symbol omission or
misclassification

Symbol
classification

Misclassification of accidental
Succeeding pitches incorrect
within measure

Misclassification of clef or key
signature

Many consecutive incorrect
pitches

Misclassification of structural
element (time signature, barline)

Many subsequent duration
errors, depending on how
notation is reconstructed

Notation
reconstruction

Symbol misassociation
Accidental applied to wrong note
in chord

Symbol not associated with
nearby symbol

Ties and slurs that begin but do
not end

Symbol associated with wrong
voice, in polyphony

Too much total duration in one
voice, not enough in another

Output
encoding

Attempt to encode something
musically impossible, due to
previous errors

Malformed or corrupted output;
possible failure to output
anything
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once, allowing each task to incorporate musical knowledge at earlier points in the recognition

process. Jones et al. (2008) described the operation of the commercial OMR software SharpEye

as using a “musical-object-candidate-graph” that is slowly populated with primitive shapes as the

recognition process proceeds. The graph encodes certain grammatical rules of musical syntax as

constraints on its structure, and identified objects are added to the graph as they are identified,

not after a full segmentation and identification subtask has been completed. This allows the

constraints of the grammar to affect the outcome of previous subtasks as far back as the music

symbol isolation step. Chen et al. (2016) used a similar graph-based approach in an OMR system

centered around human interaction, ensuring that the symbol identification step is coupled with

the notation reconstruction step.

3.1.3 Machine Learning and OMR

A trend in recent research on OMR is the use of machine-learning techniques to perform multiple

OMR subtasks simultaneously, reducing the number of discrete tasks in the overall pipeline and

therefore the number of possible points of failure.

Binarization of particularly degraded documents is a difficult problem, and the quality of

the binarization impacts the quality of the staff-finding and symbol segmentation methods that

follow. Calvo-Zaragoza et al. (2017) developed a method to combine these steps into one using

convolutional neural networks to separate images of a score into separate layers, each containing

only a single type of musical content: staff lines, musical symbols, text, and a layer for the

background of the page. This was done by approaching the task as a problem of classifying

each pixel on the page, individually, into one of a small number of classes. This work was

later extended to use convolutional auto-encoders (Calvo-Zaragoza and Gallego 2019) which can

classify large regions of an image at once, substantially speeding up both training and inference.

While these methods outperform traditional methods of binarization across a range of manuscript

qualities, they require a substantial amount of manually annotated training data and layer

separation models trained on one source do not always generalize to others. Since some machine-

learning OMR methods do not even require binarized images, other work skips binarization

altogether and instead performs layout analysis: locating a bounding box around each individual

staff, determining which staves are grouped together into systems, and determining their reading

order (Castellanos et al. 2022).

Other work focuses on combining the steps of detecting and categorizing symbols, so that
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the step of detecting individual symbols on the page can be informed by what types of musical

symbols are expected. Pugin (2006) used hidden Markov models to simultaneously segment and

classify the pitch and duration of notes in monophonic historical printed scores. In a similar

approach, Baro-Mas (2017) used a bidirectional long short-term memory network (See Section

4.2.5) to process images of monophonic staves, one pixel of columns at a time, into two outputs

representing the predicted pitch and predicted duration of the note at each vertical position.

Pacha and Calvo-Zaragoza (2018) used techniques from the field of object detection to train a

convolutional neural network to simultaneously detect and categorize symbols in monophonic

mensural scores, which was successful on a small vocabulary of thirty possible glyphs. Huang

et al. (2019) extended this object detection approach to a large corpus of printed scores in poly-

phonic CWMN. Pacha and Calvo-Zaragoza (2018), Calvo-Zaragoza et al. (2019), and Castel-

lanos et al. (2020) all developed machine-learning architectures that take in unprocessed images

of staves of mensural monophonic music and output sequences of identified tokens, skipping

many steps of the OMR pipeline at once.

The final two OMR subtasks, reconstruction of musical notation and encoding of music in an

output format, can also be replaced by a machine-learning method. Simple monophonic scores

can typically be reconstructed into traditional notation without dealing with ambiguities. As the

musical surface becomes more involved and contains more semantically important interactions

between symbols, rule-based approaches to reconstructing notation are difficult to make robust.

Pacha and Calvo-Zaragoza (2019) designed a graph-based format for music notation that encodes

notes and events as nodes in a graph and relationships between those notes as different types

of edges. They then train a machine-learning model to reconstruct a music notation graph on

a set of primitive shapes, and find it to work comparably well to manually tuned rule-based

approaches even when the object classification step does not perform perfectly. Further research

tackles both notation reconstruction and output encoding in one step, with automatic translation

and sequence-to-seqence models (of the kind used to translate between natural languages). These

models transform a sequence of primitive shapes directly into a well-formed symbolic music file.

This concept was first proposed by Ríos-Vila et al. (2021), who constructed machine-learning

architectures based on the Transformer network architecture (Section 4.3.3) for translation of

music in agnostic encoding into the Humdrum **kern format.

The current state-of-the-art in many areas of OMR is the use of machine learning for end-

to-end processing, creating a single model to perform all or nearly all of the OMR subtasks that
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are traditionally handled separately. Castellanos et al. (2022) proposed an approach operating

on monophonic mensural notation that uses one network to select staff regions on a page and

another to convert the images of staff regions directly to semantically encoded musical notation.

To extend end-to-end methods past monophony, Alfaro-Contreras et al. (2019) described and

evaluated a range of methods for serializing homophonic music into one-dimensional sequences of

agnostic tokens, using specialized character codes to signal chords and other simultaneous events.

Ríos-Vila et al. (2020) and Alfaro-Contreras et al. (2022) proposed machine-learning methods

that transform identified strips of text directly into a semantically encoded output, incorporating

the interpretation of agnostic encoding into the network. Some approaches combine the results of

multiple OMR systems; Padilla et al. (2014) combined the results of four black-box proprietary

OMR applications and was able to produce a result more accurate than any of the systems were

individually.

It is difficult to build end-to-end machine-learning architectures that can interpret more

structurally complicated musical notation, like pianoform scores (see Figure 3.1d). The degree of

interaction between adjacent staves means that some staves cannot be interpreted independently,

as is the case with most OMR processes. The task of figuring out the order in which symbols

should be read is itself non-trivial; existing approaches that read individual staves from left

to right and output sequences of tokens are not suited for this kind of notation. Ríos-Vila et

al. (2023) discussed the aspects of pianoform music that make end-to-end OMR difficult and

built a machine-learning architecture that reads entire systems left-to-right instead of individual

staves.

3.2 Evaluating OMR

Evaluation of OMR, to enable meaningful comparison of different OMR systems, is itself a

highly difficult problem. Judging the quality of an OMR system’s output requires a method

of comparison between two musical scores. The complexity and variety in musical notation,

even just within the domain of printed CWMN, makes it difficult to design a single comparison

method that is valid for all possible comparisons. Different OMR algorithms are developed

specifically for different situations (handling different types of notation, different scan qualities,

handwritten vs. printed scores, and so on; see the taxonomy defined in Section 3.1), further

complicating the prospect of an apples-to-apples comparison between them.



3.2. Evaluating OMR 51

A systematic review of OMR evaluation methods by Mengarelli et al. (2020) found a wide

variety of evaluation methods in use by OMR researchers. Different papers tend to report the

results of evaluation on different stages of the OMR process (Section 3.1.2). There is also no

standardization in which classification metrics are used, with some using raw accuracy measures,

some using more robust measures like the F1 score, and still others inventing new metrics adapted

to their specific task (see Section 2.2.1 for a review of these and other classification metrics).

Byrd and Simonsen (2015) noted, however, that OMR is not the only field where evaluation is

difficult. Researchers in diverse fields, like speech recognition and text retrieval, have already

identified the difficulty of comparing results of different algorithms and addressed it by setting

up a standardized, universal format for ground truth, a standardized set of evaluation metrics,

and regularly scheduled events where researchers can compare their methods directly. Neither

universal standardized formats for ground truth nor standardized evaluation metrics exist for

the field of OMR, and it is not practical to include OMR tasks in field-wide competitions like

MIREX (Scholz et al. 2016) until such standardized evaluations are agreed upon.

Commercial applications, meanwhile, often self-report evaluation metrics, but without ref-

erence to how they were calculated. The marketing material for SmartScore 64 Pro2 reports

“notation, lyrics, and text recognized with up to 99%+ accuracy, depending on print and scan

quality,” while PhotoScore Ultimate 20203 claims to be “over 99.5% accurate on most PDFs and

originals.” Byrd and Simonsen (2015) surveyed the lack of real evaluation of commercial OMR

systems and concluded that it reflects poorly on the state of the field as a whole:

It is not clear how any of the commercial systems measure accuracy, nor on what

music; we have literally never seen an accuracy claim for a commercial system that

answered either of these questions. There has been no effective competition between

OMR systems on the basis of accuracy, and – as a result – there is far less incen-

tive than there might be for vendors to improve their products, and somewhat less

incentive for researchers to come up with new ideas.

The difficulty of producing standard OMR testsets and evaluation metrics has been discussed

at length by many other authors as well (Droettboom and Fujinaga 2004; Jones et al. 2008; Byrd

and Schindele 2006; Bellini et al. 2007; Byrd and Simonsen 2015; Calvo-Zaragoza et al. 2021).

In this section I provide an overview of these issues, with a focus on how previous research has

2. www.musitek.com/smartscore64-pro.html
3. www.neuratron.com/photoscore.htm
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defined notions of error between ground-truth correct scores and the results of OMR processes.

3.2.1 Levels of OMR Evaluation

The most acute problem for development of standard OMR evaluation metrics is the hierarchical

nature of musical notation. Evaluation metrics for many document analysis tasks, like OCR,

can be evaluated by comparing on a per-character basis which characters have been correctly

identified using a slate of well-researched performance metrics (Nagy 1995). Musical scores, by

contrast, are made up of primitive shapes (see Section 3.1.2) that are grouped together and

interpreted into semantically meaningful components in the OMR system’s output. An OMR

evaluation metric must choose to evaluate on a particular stage of the process: at the symbol-level

or the semantic-level4.

Droettboom and Fujinaga (2004) noted that semantic-level OMR evaluation is significantly

more difficult to define than symbol-level evaluation, as multiple possible semantic encodings

of a score can be equally valid, and concluded “that a complete and robust system to evaluate

OMR output would be almost as complex and error-prone as an OMR system itself.” They

proposed comparing the performance of OMR systems by defining ground truth at lower levels,

as with their GAMUT symbol-level analysis system. This requires, however, that OMR systems

to be compared all use the same vocabulary of primitive shapes to decompose scores. This is

far from assured, given the enormous variety of shapes and fonts used in CWMN. Byrd and

Schindele (2006) noted that different researchers refer to subtly different stages of the OMR

process when discussing symbol-level evaluation; some researchers use “symbol-level” to refer

to identified composite (but not semantically interpeted) symbols and others use it to refer

to identification of primitive shapes only. The largest OMR-related datasets are appropriate

for symbol-level evaluation, including the DeepScores dataset for typeset music (Tuggener et

al. 2018), the Music Score Images++ (MUSCIMA++) dataset (Hajič and Pecina 2017) and

Handwritten Online Musical Symbols (HOMUS) dataset (Calvo-Zaragoza and Oncina 2014) for

handwritten music, and the Universal Music Symbol Collection (Pacha and Eidenberger 2017)

for both.

Commercially available OMR systems tend to be “black boxes” that use proprietary OMR

processes and only output semantically encoded music files, with little to no information about

4. Most of the cited literature in this section uses the terms “low-level” in place of “symbol-level” and “high-
level” in place of “semantic-level”. I follow the example of Droettboom and Fujinaga (2004) to use more specific
terms, since I have used the terms “low-level” and “high-level” elsewhere in this dissertation.
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symbol-level recognition, so any ground truth measure that hopes to evaluate them against

other systems must contend at least partially with the difficulty of comparing OMR outputs.

One method is to compare semantic-level score files at a symbol-level through manual visual

inspection. Bellini et al. (2007) used this methodology in a comparison between three commer-

cial OMR systems, as an attempt at making an evaluation metric that matched expert musician

appraisal of OMR output quality. Sapp (2013) provided a detailed measure-by-measure com-

parison between several popular commercial OMR systems on a single Beethoven piano sonata,

focusing on qualitative differences between the outputs and summarizing what kinds of musical

phenomena each program struggles at replicating.

Manually inspecting scores output by OMR systems is labor-intensive. To perform au-

tomated semantic-level comparison of OMR results with ground truth, there must be some

method to align the two to find which parts of the ground truth correspond to which parts of

the OMR output. Aligning musical sequences is a difficult task due to the hierarchical nature of

semantically encoded music. Byrd and Schindele (2006) noted that even monophonic music is

inherently hierarchical and thus nontrivial to align, as accidentals, articulation marks, and grace

notes are all usually encoded as “belonging” to some adjacent note or event. MusicDiff (Foscarin

et al. 2019) and Mupix (Daigle 2020), discussed more in Section 2.5.2, are both methods of

aligning MusicXML files for the purposes of evaluating OMR results. I define a novel way of

aligning two polyphonic musical scores as a key step in the error-detection process described

in Chapter 5. However, unlike MusicDiff and Mupix, my method first performs a translation

from the semantically encoded output of an OMR system to a symbol-level agnostic encoding,

in which some details about the semantic structure of the encoded score are discarded, so it is

arguably not a true semantic-level comparison method.

There are fewer OMR-related datasets appropriate for semantic-level evaluation than there

are for symbol-level evaluation. The largest is the Printed Images of Music Staves (PrIMuS)

dataset (Calvo-Zaragoza and Rizo 2018a), which contains only monophonic scores. DeepScores

and MUSCIMA++ could potentially be used for semantic-level evaluation for polyphonic music,

but they do not provide ground-truth semantic encodings of the musical pieces in the dataset.

3.2.2 Error Weighting and Time-to-Correct

Another difficulty of OMR evaluation, closely related to the symbol- versus semantic-level prob-

lem, is that of how to weight the incorrectness of errors relative to one another. It seems sensible
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that, for example, omitting an articulation marking is a less destructive error (from the perspec-

tive of score readability) than incorrectly predicting the duration of a note, and it would be

useful for an OMR evaluation system to reflect that.

A common pattern here, used also in the field of OCR evaluation (Rice et al. 1995), is

to attempt to measure the time-to-correct or effort-to-correct of a given output. Under these

evaluations, an output judged to be of poor quality should take longer for a human to correct,

or should take more clicks to correct, than one of good quality. The time-to-correct for any

particular class of error can be estimated with heuristics (Ng and Jones 2003; Pugin et al. 2007),

assessed with human studies by having musical experts judge how much each error impacts

the usability of the score (Bellini et al. 2007), or by measuring time-to-correct directly in an

interactive correction application (Liu et al. 1999). This usually takes the form of a real-valued

weight assigned to each primitive shape or composite symbol; Bellini et al. call this value the

relevance of each symbol. While it is the most common, time-to-correct is not the only possible

weighting scheme for OMR evaluation. Notably, Bugge et al. (2011) proposed a scheme to judge

the incorrectness of errors based on how much an OMR error would affect the sound of a score

if it were performed with that error. This has the effect that, for example, changes in the stem

directions or beaming of notes are not counted as errors at all. In its application, however, this

error-weighting scheme is implemented similarly to the time-to-correct schemes, differing only

in the rationale that decides which types of errors are penalized.

The huge variety in notation styles, notation editors, and the skill level of human correc-

tors complicates the possibility of using time-to-correct or effort-to-correct as a single universal

evaluation metric. What is difficult to correct in one editor for one human corrector may be

relatively easy in another editor for another corrector, and a catastrophic error in one genre of

music may be less important if reproduced in another. Byrd and Simonsen (2015) noted further

that the time it takes to correct errors generally depends on the nature and distribution of the

errors; for example, if twenty notes in a row have missing staccato markings, in most notation

editors it is possible to select that range of twenty notes and apply the markings to all of them.

If twenty non-consecutive notes across several different staves are missing staccato markings,

the user would have to hunt down each individual one. A time-to-correct evaluation scheme

that judges the incorrectness of each error in isolation would assign the same score to these two

scenarios.

A related issue concerns the evaluation of errors propagating forward from previous stages of
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an OMR process (secondary errors), versus errors made at the stage of the OMR process where

evaluation is occurring (primary errors). Because of the highly contextual nature of musical

scores, misidentification of a single clef, time signature, or key signature can produce an output

where long strings of pitches are wrong or many measures have an incorrect number of beats, even

if all the notes in other measures were identified correctly. In extreme cases, when the locations

of staves are misidentified or staves are not correctly grouped into systems, the output score can

be nearly unrecognizable. If evaluated at a symbol-level, these situations would show the OMR

system to be mostly correct; if evaluating on semantic output, they would show the OMR system

to have totally failed. Byrd and Schindele (2006) suggest that in OMR evaluation secondary

errors should not be counted, which is simple when evaluating systems that allow access to

symbol-level information, but more complicated when dealing with the results of commercial

black-box applications. This separation in evaluation between primary and secondary errors is

not clearly applicable to OMR systems that operate in an end-to-end manner using machine

learning, where there may not exist intermediate symbol-level representations at all.

3.2.3 Intrinsic vs. Extrinsic Evaluation

For all information retrieval tasks, a distiction can be made between extrinsic and intrinsic (or

goal-oriented) forms of evaluation. Extrinsic evaluation measures how much a retrieval method

improves the performance of some larger pipeline, or the performance of a downstream task

that takes the retrieval method’s output as its input. Intrinsic evaluation, by contrast, attempts

to quantify the performance of a retrieval method without reference to a particular use for the

results of the retrieval, only comparing the ground truth to the method’s results. For example,

instead of directly measuring how many errors an OMR system makes (an intrinsic evaluation),

one could measure how much the OMR system can shorten the time it takes a human to digitize

and transcribe a printed score (an extrinsic evaluation). Extrinsic evaluation does not have to

involve human interaction; one could evaluate the use of an OMR method as a part of a larger

music information retrieval pipeline that itself is totally automatic.

Trier and Jain (1995) discussed the benefits of extrinsic evaluation in the context of document

analysis tasks. The main benefit to extrinsic evaluation is the relative ease of interpretation of

the results; if a downstream task has a well-understood and standardized method for measuring

its performance, then that well-definedness can extend to the extrinsic evaluation of the whole

system. Some works have explicitly employed extrinsic evaluation of OMR, such as Balke et
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al. (2015), who tested the uncorrected results of an OMR system on melodic matching tasks.

deGroot-Maggetti et al. (2020) evaluated the performance of several retrieval algorithms that

operate on symbolic music, like key-finding and harmonic analysis, when given uncorrected or

partially corrected scores from an OMR process as input. This extrinsic evaluation assumed

that an OMR process could be judged on the basis of its usefulness for large-scale computa-

tional analysis of musical scores. The “World Cup of OMR” competition performed by Daigle

(2020) was a study that compared how quickly expert transcribers could transcribe large poly-

phonic scores from scratch against how quickly they could correct the same scores output from

commercial OMR systems. Effort-to-correct metrics (Section 3.2.2) may also be considered as

forms of extrinsic evaluation. Extrinsic evaluation has seen more widespread use in general doc-

ument analysis research than in OMR. As part of an OCR workflow, Obafemi-Ajayi and Agam

(2013) developed a method for evaluating binarization algorithms based on how they affected

performance of page segmentation tasks that are run directly after the binarization step. Simi-

larly, Stamatopoulos et al. (2015) evaluated page segmentation tasks based on how they affected

the performance of subsequent text-line segmentation tasks.

Hajič (2018) argued for the development of intrinsic evaluation metrics for OMR tasks, and

cites two major reasons for its necessity. First, that extrinsic evaluation is typically expensive.

Many forms of extrinsic evaluation, such as Daigle’s World Cup of OMR, are user studies that

require paying expert musicians to perform long, laborious tasks. The research field of OMR is

too small to practically support enough user studies to compare all the systems being developed.

Second is that extrinsic evaluation of OMR results are generally more difficult to use when

comparing the performance of different OMR evaluation studies. Metrics such as effort-to-correct

are only comparable across trials that involve people using a particular notation software, with

commensurate levels of experience in that software, all correcting OMR output on similar scores.

If an intrinsic evaluation method were developed, then new OMR systems could be cheaply and

easily compared to one another without repeating expensive user studies.

Another problem with extrinsic evaluations of OMR is that so far in the field’s history, evalu-

ation methods closer to the symbol level have received more attention and standardization than

those closer to the semantic level. There exist some individual stages of the OMR process that

have established datasets and reasonably standardized recognition metrics, such as classifica-

tion of isolated musical symbols (Pacha and Eidenberger 2017). Semantic-level evaluation, by

contrast, has recieved less attention. This is the opposite of an ideal situation for the use of ex-
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trinsic evaluation, as the downstream task (assembling a semantically encoded score) is harder to

meaningfully evaluate than the tasks required before it (symbol recognition, staff-finding, etc.).

To address these problems and promote the use of intrinsic OMR evaluation, Hajič proposed

the development of a notion of musical edit distance (see Section 2.5.2) definable on all musical

scores, and not tied to a single music notation format like MusicXML whose standards tend to

change over time.

3.3 Photoscore

The aim of the error detection method I describe in Chapter 1 is to be capable of detecting errors

in the output of a particular OMR system. I will evaluate this methodology using PhotoScore

version 8.0.45, released in 2015.

Multiple factors motivated my choice of this particular OMR software. I considered using an

open-source OMR system like Audiveris6, which would have allowed access to more information

about the OMR process that could be incorporated in the error detecting step; for example,

confidence measures on the classification of each symbol. However, I decided that I wanted

the method to be capable of operating on proprietary black-box OMR methods, which are far

more widely used by musicians than open-source solutions. There exist multiple other modern

proprietary OMR systems that have MusicXML export functionality and so would have been

appropriate for this research, including SmartScore7, ScanScore8, PDFtoMusic Pro9, capella-

scan10, and PlayScore 211. As discussed in Section 3.2, there has been little research directly

comparing the capabilities and accuracies of these competing commercial systems that I could

use to justify a choice of one application over another.

In the absence of concrete data regarding the performance metrics of various OMR appli-

cations, my decision to utilize PhotoScore is founded on two primary considerations. Firstly,

PhotoScore’s relative popularity influenced my choice. Although there are no specific data de-

tailing the market share of each OMR system, the term “PhotoScore” registers higher search

query volumes on Google compared to other OMR systems12. Furthermore, PhotoScore is pack-

5. https://www.neuratron.com/photoscore.htm
6. audiveris.github.io/audiveris/
7. www.musitek.com
8. scan-score.com
9. www.myriad-online.com/en/products/pdftomusicpro.htm

10. www.capella-software.com/us/index.cfm/products/capella-scan/info-capella-scan/
11. www.playscore.co
12. This judgment was made using the Google Trends interface to compare the relative popularity of each
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aged with and integrated into Sibelius, an industry-leading music notation application13. An

error detector designed to work on PhotoScore’s OMR outputs is likely to have the broadest

impact and utility for musicians and music researchers, given its extensive user base.

My personal familiarity with PhotoScore also plays a significant role in this decision. Hav-

ing an understanding of the types of errors PhotoScore typically produces allows me to more

effectively evaluate the error detector’s performance. The Mendelssohn String Quartet Dataset

(MSQD), which I participated in creating, began as a project in 2019 using Photoscore 8.0.4

(deGroot-Maggetti et al. 2020); even before then, I collaborated with others who were using this

particular version of Photoscore for their OMR-related projects, so I am most familiar with this

particular version. While the latest version available as of writing this dissertation is PhotoScore

Ultimate 2020, this research began prior to its release, so I continue using the version I initially

started with.

As proprietary software, PhotoScore does not make public how it approaches OMR; their

marketing material frequently mentions a “OmniScore Dual-Engine Recognition System,” as in

the documentation describing its integration into the Sibelius notation application, but there

is no further mention of this system other than that it is the component of Photoscore that

reads music. Still, it is possible to get a sense of how it performs each of the traditional OMR

subtasks through use of the program and the user guide for the program that is distributed with

the software.

3.3.1 PhotoScore’s OMR Process

In this Section I describe the OMR process of PhotoScore as precisely as I can with the limited

information available. The objective of this analysis is to catalog the potential failure cases

of PhotoScore’s OMR process, in order to inform and justify the design of an error detector

that will be built to operate on its outputs. It is important to emphasize, however, that the

overarching goal remains to develop an error detector capable of being trained on the outputs

of any proprietary, black-box OMR system. Consequently, the design choices made will not rely

on the assumption that the output is exclusively from PhotoScore. In analyzing PhotoScore’s

errors, I treat them as a representative subset of all potential OMR errors. This implies that the

detector should be capable of identifying at least the errors that appear to PhotoScore’s outputs.

term over time. Visit the URL trends.google.com/trends/explore?date=all&q=PhotoScore,SmartScore for
an example of such a comparison.

13. www.avid.com/products/photoscore-and-notateme-ultimate
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Considerations regarding the broader applicability of the error detector to other OMR systems,

including those with different error profiles, will be explored in Chapter 7. This approach

ensures that while the immediate focus is on PhotoScore, the methodology and insights gained

can provide a foundation for extending the detector’s capabilities to other OMR systems.

PhotoScore offers a custom interface for connecting to scanning hardware and taking scans

of documents, including options for cropping pages, choosing resolutions, rotating individual

pages to line staves up with the bounds of the file, and choosing a scanning resolution. I

focus on the analysis of documents that have already been previously scanned, so I will omit a

detailed description of this segment of the program and instead describe the workflow resulting

from importing scanned Portable Document Format (PDF) files. Upon importing PDF files to

PhotoScore and selecting which pages of the input PDF to process, the program quickly reveals

two dialog boxes in sequence: one with the message “Converting to black and white,” and one

with the message “Cleaning up.” It is likely that these correspond to some image binarization

step and some despeckling or noise removal on the binarized image. After all images have

been binarized and cleaned up, they are added to a queue of scanned images, and the OMR

process is performed on each one of them, in the background, without user input. As the OMR

process completes, each page is individually removed from the queue and placed in a list labeled

“Formatted Scores.” The user can then review the results of the OMR and compare it with

the original. When the user hovers the cursor over a point on the view of the OMR’ed score,

the upper portion of the window shows the corresponding point on the same staff in the input

image.

The program does expose one important aspect of its OMR process to the user: detection,

classification, and grouping of staves on the page. After the OMR process has already been run

on a page, the user can inspect where PhotoScore found staves on each page and how it grouped

them together into systems. The user can then correct the results by scaling and rotating the

staves and manually selecting how they are to be grouped into systems, after which the page

is sent back to PhotoScore for the symbols on each staff to be processed again using this new

information. Figure 3.6 shows how the PhotoScore staff-finding interface looks during a failure

case of the staff-finding algorithm. Here, the uppermost staff corresponding to the first violin

part has not been recognized at all. Note how on the second system of the page, there is no red

line linking the left edges of each of the four parts together, as there is in the first system; this

signals that PhotoScore has not identified these staves as belonging to the same system, due to
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(a) The original scan of the viola part snippet.

(b) The results of PhotoScore’s automatic staff detection on the snippet above.

(c) How the snippet appears in PhotoScore’s correction interface after it attempts to find musical symbols
on it.

Figure 3.7: String Quartet No. 1 by Leoš Janáček, “Kreutzer Sonata”, mm. 14–21, Viola part,
at various points through PhotoScore’s OMR process.

3.3.2 Correction Interface

After staff lines have been corrected to the user’s satisfaction, PhotoScore provides a Graphical

User Interface (GUI) for the user to review and correct its output. This is the particular step of

the OMR process that my error detector seeks to speed up, so I will describe it in some detail.

PhotoScore provides functionality standard to most music notation editors. Users can make

corrections by selecting, deleting, or moving symbols on the page, or by adding new ones from

a keypad of common musical symbols. Larger structural elements like clefs and time signatures,

and spanning elements such as slurs, ties, and hairpins, are modified via a right-click context

menu. At this stage, altering the shape and layout of staves or reorganizing staves into different

systems is not possible. To make such changes, users must revert to the staff adjustment inter-

face, modify as needed, and then re-run OMR for the entire page. This action resets any prior

corrections made.

A key feature of PhotoScore’s correction GUI is its synchronized view between the original

document and the OMR output (illustrated in Figure 3.8, labels (c) and (d)). Hovering the

cursor over any element in the OMR output displays the corresponding area in the input image,

facilitating a clear comparison. This feature significantly aids users in verifying the OMR results

against the original scan. The main way that users can correct the score is by selecting and

deleting or moving symbols on the page, or by adding new ones by selecting them from a keypad

of common symbols. Changing larger structural elements like clefs and time signatures, as well



62 Chapter 3. Optical Music Recognition

Figure 3.8: An image of the GUI of PhotoScore 8, running on Windows 10. Four main compo-
nents of its user interface are labeled: (a) the list of pages yet to be run thorugh PhotoScore’s
OMR engine, (b) the list of pages already recognized, (c) a view on the binarized version of
the currently selected recognized page and (d) the results of the OMR process on the currently
selected page.

as managing spanning elements like slurs, ties, and hairpins, is done using a right-click context

menu.

The other major tool that PhotoScore supplies is a utility for identifying mismatches between

durations and time signatures, referred to by the program as the “bad timing navigator.” This

function evaluates each measure to ensure the total durations of notes match the expected

duration defined by the prevailing time signature. In polyphonic music, this check is conducted

separately for each voice, with discrepancies tracked individually for each. An illustration of

the bad timing navigator’s functionality after OMR on a manuscript is provided in Figure 3.9.

Within the OMR correction interface, any measure identified with incorrect timing displays an

annotation at the top-right corner indicating the total duration value of the discrepancy. For

instance, if a measure in a 4
4

time signature contains only three beats’ worth of notes, PhotoScore

would display the symbol - ˇ “ to denote a shortfall of a quarter note in that measure. This approach
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mann’s (1810-1856) String Quartet Op. 41, No. 1, composed in 1842. This image is a high-

quality scan of the Breitkopf & Härtel edition dating from 1881, available on IMSLP14. Even in

dense sections, PhotoScore generally accurately locates all note heads. However, issues arise in

the form of incorrect barring (seen in the 2nd violin, measure 4), omitted accidentals (1st violin,

measure 3 and cello, measure 2), and entirely missing notes (1st violin, measure 5). Such errors

are more prevalent in areas where musical symbols are densely clustered, particularly when these

symbols are in close proximity or overlapping. This tendency highlights a common challenge

in OMR processes when dealing with complex musical textures and closely spaced notational

elements.

Figure 3.12 shows a five-measure excerpt of Felix Mendellsohn’s (1809-1847) String Quartet in

A-flat Major, Op.44, No. iii, composed in 1838. This excerpt originates from a lower-resolution

scan of the Breitkopf & Härtel publicatioon dating from 1875, available on IMSLP15. This

example is particularly illustrative of PhotoScore’s performance in less-than-ideal conditions.

Noticeable are the broken staff lines, the very faint stems of notes, and the blurred beams

in runs of sixteenth notes. While many note heads are correctly identified by PhotoScore, a

significant number are entirely missing. When PhotoScore cannot decide on a valid interpretation

of the symbols it detects, it usually opts to fill the relevant section of the staff with rests.

Occasionally, as in the first measure of the 2nd violin part, it erroneously deduces the necessity

for two polyphonic voices on a single staff, resulting in a string of rests filling the gaps in

the less populated voice. This scan represents the lower threshold of quality that PhotoScore

can process while still generating an output resembling the original score. Scans with more

smudging or distortion typically lead to failures in staff identification, staff system grouping, or

many measures being indiscriminately filled with rests.

3.4 Modeling User Interaction in the OMR Correction Process

In this section, I assess the potential time savings offered by the error detector in the process

of correcting OMR output. To accomplish this, it is necessary to focus on the aspect of the

process that the detector influences: identifying errors. The detector is designed to streamline

the error-finding step in the correction process but does not actually speed up the correction

of errors that the user has already identified. Therefore, evaluating the efficacy of the detector

14. imslp.org/wiki/String_Quartet_No.1%2C_Op.41_No.1_(Schumann%2C_Robert)
15. imslp.org/wiki/String_Quartet_No.5%2C_Op.44_No.3_(Mendelssohn%2C_Felix)
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involves analyzing the proportion of time users spend comparing the original scan with the OMR

output to identify errors.

Conducting a comprehensive user study would be the most direct way to measure how much

time could be saved by the error detector. Such a study would involve having participants correct

OMR outputs with and without the aid of the error detector and measuring the time taken in

both scenarios. However, such studies are expensive, requiring the expertise, time, and effort

of professional music engravers. Moreover, integrating the error detector into modern notation

applications in a user-friendly manner, akin to PhotoScore’s correction interface (illustrated in

Figure 3.8), would be necessary. For these reasons, I consider a user study to be beyond the

scope of this dissertation; for a discussion on potential future user trials, refer to Section 7.3.6.

In lieu of a user study, I propose an alternative method to estimate time savings from using

the error detector. This method involves calculating the proportion of the correction process

time dedicated to finding errors in the OMR output. By understanding this value, it is possible

to estimate how much time could potentially be saved if the error detector reduces the time

spent in this error-finding phase.

3.4.1 The Keystroke-Level Model of User Interaction

I propose to use the Keystroke-Level Model (KLM) of user interaction to estimate the potential

time savings offered by the error detector during OMR correction processes. The KLM concep-

tualizes user interactions with a GUI as sequences of distinct actions, categorized into a limited

set of operations. This model, initially proposed by Card et al. (1980), is application-agnostic

and deconstructs human-computer interactions into sequences of basic operations. A common

version of the KLM includes the following operations and their corresponding abbreviations:

• K: Button presses or keystrokes.

• P: Moving the cursor to a target on a display with a mouse.

• A: Referencing another display for instructions on what task to perform next.

• S: Visually searching the display for a particular target.16

• H: Homing the hands on the keyboard (returning to a neutral position).

16. The S and A operations were not originally present in the original formulation of KLM, instead grouped
together with the M operation. They were introduced as separate operations by Roberts and Moran (1983) and
are useful in this context.
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• D: Drawing straight lines with the cursor (e.g., when selecting text).

• M: Mentally preparing or planning to execute a particular action.

• R: Waiting for the system’s response.

Each operation within the KLM is associated with formulas for heuristic time estimates,

derived from extensive user testing. These heuristics provide an idea of the duration each

operation should take, factoring in variables such as the user’s proficiency with the specific

software. By breaking down a task into a sequence of these operations, one can estimate the

time required for a user to complete the task within a particular GUI. The KLM has been

refined and expanded by various researchers (Al-Megren et al. 2018), adapting it for different

types of devices (like tablets or smartphones) and software applications (such as text editors,

graphic design tools, and web browsers). A notable adaptation by Nowakowski and Hadjakos

(2023) tailored the KLM for music notation editors, building upon earlier work by Roberts and

Moran (1983) that focused on user interaction in text editors. KLM is frequently employed

as a predictive tool in GUI design, providing a way to estimate user task completion times

before the actual implementation of the interface. When applied correctly, KLM can predict

task completion times with a high degree of accuracy, typically within 10–30% of the actual

measured times (Sauro 2009).

To analyze OMR correction within the KLM framework, I base the task on a scenario where

the OMR output and the original scan are viewed side-by-side on a single display. This setup

leads to a proposed sequence of operations that categorize each step of the OMR correction

process. Research suggests that the average perceptual span for reading music in CWMN is

between two and four beats per glance (Madell and Hébert 2008). Based on this, it is assumed

that the corrector works through the score one measure at a time.

The sequence of operations for OMR correction is as follows:

1. A (Gather task information): Observe a measure in the original scan.

2. S (Search): Examine the corresponding measure in the OMR output to identify visual

differences. If no differences are found, move to the next measure and return to Step 1.

3. M (Mental): If discrepancies are identified, analyze the semantic differences: what specific

musical elements require correction?
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4. M (Mental): Determine the most efficient correction method within the constraints of

the notation editor. For instance, assess whether the issue can be resolved with a few

keystrokes or if it would be quicker to delete and rewrite the entire measure.

5. Several K (Keystroke) and P (Pointing) operations: Perform the necessary mouse move-

ments and keystrokes to rectify the error. After completing the correction, proceed to the

next measure and return to Step 1.

Since an error detector only provides annotations and extra information on top of the OMR

output, it can only reduce the amount of time spent in the first two steps in this process that

involve searching for tasks to complete. I refer to these first two steps, where the user searches

for discrepancies between the OMR output and the original scan, as the task-finding period, to

roughly match terminology used in KLM research. Crucially, when a user finds no differences

between a measure in the scan and the OMR output, task-finding constitutes the entirety of the

task time for that measure, as the corrector then immediately moves on to the next measure.

As a result, the proportion of time devoted to task-finding increases as the number of errors

present in the score decreases.

For an error detector to significantly enhance the efficiency of the OMR correction process,

three conditions must be met. First, the error detector must effectively reduce the time spent

in locating errors that require correction. Second, the task-finding phase should represent a

substantial portion of the total time spent on correction; that is, correcting an error must

not take much longer than identifying it. Third, the OMR output should not contain a high

proportion of errors. In other words, if the majority of measures contain errors, the corrector

will still need to scrutinize nearly every measure, eliminating the time-saving advantage of the

error detector.

To quantify the potential time savings offered by an error detector in the OMR correction

process, I propose a formula that captures the key variables involved.

• tcompare: The average time necessary to visually compare a measure17 from the original

scan with the corresponding measure in the OMR output. This corresponds to A and S

operations in the KLM framework.

• tcorrect: The average time necessary to perform the operations necessary to correct a mea-

17. The term “measure” is used here for illustration, but the formula would be equally applicable to any definable
unit of music notation, such as half a measure, two measures, or a specific number of symbols.
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sure once the presence of an error has been identified. This corresponds to M, K, and P

operations in the KLM framework.

• tproof : The average time necessary to proof a measure that has errors, defined such that

tproof = tcompare + tcorrect.

• N : The total number of measures in a score.

• T : The total time necessary to correct a piece of OMR output.

• c: The proportion of the measures in a score that contain errors and require correction,

0 ≤ c ≤ 1.

Then, the total time necessary to correct a score of OMR output is

T = N((c− 1)tcompare + ctproof)

= N((c− 1)tcompare + c(tcompare + tcorrect)).

(3.1)

Next, define p as the proportion of the total proofing time spent on comparing measures:

p =
tcompare

tproof

=
tcompare

tcompare + tcorrect
.

(3.2)

Equation 3.1 can be rewritten using p:

T = Ntproof(p(1− c) + c). (3.3)

Now, consider an error detector capable of accurately identifying a certain proportion of

the score as erroneous, with a near-perfect recall rate. Let e represent this proportion, with

0 ≤ e ≤ 1. This means the detector reliably indicates that no errors are present outside the

marked areas. With the use of such an error detector, the human corrector would not need to

examine the unmarked portions of the score. The revised time necessary to correct the score

Tdetector, factoring in the assistance of the error detector, becomes:

Tdetector = Ntproof(ep(1− c) + c). (3.4)

Dividing Equation 3.4 by Equation 3.3 gives an expression for Tdetector

T
. This statistic describes

how long it takes to correct a score using the error detector as a proportion of the time it would
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take to correct the score without the error detector.

Tdetector

T
=

ep(1− c) + c

p(1− c) + c
. (3.5)

Finally, I define d, which defines the potential time savings of the error detector as a pro-

portion of the total time without the detector, in terms of e, p, and c:

d = 1− Tdetector

T

= 1− ep(1− c) + c

p(1− c) + c
.

(3.6)

Equations 3.5 and 3.6 are only valid when e ≥ c, as if the error detector finds fewer errors

than exist in the score, then its recall cannot be near-perfect, which was assumed. To use this

formula to derive estimates for how much time the error detector could save, it is necessary to

come up with an estimate for p suitable for use in a KLM of music notation editor interaction.

3.4.2 Lower and Upper Bounds on Time Spent Searching for OMR Errors

In the context of OMR correction, determining the duration that users spend locating errors

is a difficult task. To my knowledge, there is no specific research reporting the time taken by

human transcribers to compare musical scores against ground truth. Studies on sheet music

reading primarily focus on music performance, which significantly differs from reading music in

an analytical context, making it challenging to draw relevant conclusions for OMR correction

(Madell and Hébert 2008). While error detectors for natural language are extensively studied,

their evaluation typically centers around retrieval metrics like precision and recall, rather than

how much time they can save (see Section 2.2 for an overview).

However, insights can be gleaned from related research in text editing. Roberts and Moran

(1983) recorded detailed keystroke-level metrics for various text editing tasks, providing a frame-

work that can be adapted to estimate the time spent in task-finding during OMR correction. In

this study, participants executed “core tasks” like insertion, deletion, replacement, or movement

of elements (characters, words, sentences, paragraphs, etc.) in a text editor. These tasks were

broken down into KLM subtasks: referencing a document for instructions, locating the task area

in the editor, mentally preparing for the task, and executing the task through mouse movements

and keystrokes. The initial two steps align closely with the task-finding phase in OMR correc-

tion. The study found that referencing the instruction document took a median of 2.0 seconds,
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while visually locating the task area in the editor took 2.6 seconds, totaling 4.6 seconds. Given

that the median total task time was 19.2 seconds, approximately 24% of the user’s time was

devoted to searching for information across two displays. Therefore, in this context, the value

of p (the proportion of time spent in task-finding) was 0.24. The task-finding setup in this

study, requiring the user to cross-reference information from two documents, is comparable to

the task-finding process of OMR correction, so these insights can be generalized to the current

context.

Estimating the value of p for music notation editing involves understanding the average dura-

tion required for a user to correct an error once it is identified. A relevant study by Nowakowski

and Hadjakos (2023) used KLM to estimate the time necessary to complete various core tasks in

music notation editors. These tasks, reflecting the methodology of Roberts and Moran, included

operations such as adding, deleting, replacing, and moving different musical objects (notes, rests,

articulation marks, chords, measures, parts, or systems). Unlike the earlier study, Nowakowski

and Hadjakos did not model a task-finding period. Their findings suggest that core tasks in

music notation editors are completed more quickly on average than those in text editors, with

median interaction times of 4.9 seconds using a mouse and 3.7 seconds using a keyboard. This

difference is likely because Nowakowski and Hadjakos modeled a skilled transcriber using soft-

ware they were familiar with, while Roberts and Moran used subjects with a range of experience

levels in text editing, on text editors that they had not used before.

The final estimation necessary is to conjecture how many core tasks, as defined by Nowakowski

and Hadjakos, are typically needed to correct a measure in an OMR-processed score. This figure

varies considerably, as some OMR errors might be fixed with a single keystroke (e.g., adding a

note or deleting an accidental), while others may necessitate more complex edits, such as reposi-

tioning a group of notes or retranscribing a measure entirely. Determining the exact number of

core tasks required to correct an OMR output would demand a method for converting differences

between scores into an optimal list of core tasks tailored to a specific notation editor and input

method. Currently, there is no research providing such a detailed analysis. For the purpose of

this discussion, I propose both conservative and optimistic estimates for the average number of

core tasks needed to correct a measure in music notation editing. These estimates are informed

by the observed speeds of expert music transcribers using keyboard input.

For the conservative estimate, it is assumed that correcting a measure of OMR output will

not exceed five core tasks for a skilled user. Given that proficient users can enter pitches using
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keyboard shortcuts almost as quickly as typists input text (Daigle 2020), most measures can

be retranscribed from scratch within this limit. The time required for five core tasks using

keyboard shortcuts is calculated as 3.7 × 5 = 18.5 seconds. To err on the side of caution, this

figure is rounded up to 19.2 seconds, aligning with the time estimated by Roberts and Moran

(1983). This approach equates the time it takes expert transcribers to correct a measure with

the time unskilled typists need to complete a core task in an unfamiliar text editor. Hence,

the lower bound for p is set at 0.24, the same proportion that was derived from Nowakowski

and Hadjakos’s study. For the optimistic estimate, the fastest median core task time is taken

into account, which is 3.2 seconds, achieved using the editor MuseScore 4 and keyboard input.

Assuming an ideal case where every error in a piece of OMR output can be corrected with

just one core task, and assuming that task-finding takes 4.6 seconds as previously estimated,

the total task time becomes 4.6 + 3.2 = 7.8 seconds. In this scenario, task-finding constitutes

approximately 59% of the total task time. Thus, 0.59 is considered the upper bound for p.

These established bounds 0.24 ≤ p ≤ 0.59 suggest that in the process of identifying and

correcting OMR-processed scores, task-finding will, on average, account for at least 24% and

no more than 59% of the total task time. This range indicates the potential time savings that

an error detector could provide. The higher value (0.59) is more optimistic, suggesting that if

a significant portion of the correction process is spent in error identification, the error detector

could substantially reduce the overall time required for correction. The lower value (0.24) is

more conservative, indicating a lesser potential for time savings.

With these values for p it is now possible to use Equation 3.6 to calculate estimates for d,

the estimated proportion of time saved by use of the error detector. Figure 3.13 shows estimates

of d showing the potential reduction in correction time for various values of e (the proportion of

the score identified as erroneous by the detector). Two graphs are shown for the upper and lower

estimates of p. The lines in the graphs terminate at lower values of e because the detector must

mark a number of errors at least equal to the actual number present in the score; e ≥ c must

hold for the assumption of near-perfect recall to be valid. From these graphs, it is clear that the

error detector’s ability to reduce correction time is limited for OMR outputs with a high number

of errors, as most of the score would need to be checked regardless. However, in cases where

the OMR output contains few errors, a significant portion of the correction process involves

searching for these errors. Here, the error detector has the potential to halve the correction

time or better, particularly if the model’s precision is high. These insights will be applied in
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Chapter 6 to estimate the time savings for each piece in the test set when corrected with the

aid of the error detector. Though based on a simplified model of the OMR correction process,

this approach offers a practical way to estimate the detector’s effectiveness in streamlining the

OMR correction process.





Chapter 4

Classification and Machine Learning

In this chapter, I focus on classification and machine-learning techniques within the context of

error detection in symbolic music, to provide the necessary technical foundations for describing

my proposed error detection method in Chapter 5.

I begin by defining the fundamental concept of binary classification, which involves cate-

gorizing individual elements of a dataset into one of two classes. I will discuss the challenges

associated with this task and examine different performance metrics for evaluating and optimiz-

ing binary classification algorithms. Additionally, I will describe the unique methodologies used

in the field of high-recall information retrieval. As discussed in Section 1.3.3, error detection is

in a class of problems which aims to eliminate false negatives in classification altogether, so as

to minimize the amount of time that a human must review the classifier’s output.

Moving forward, I will examine common machine-learning architectures that have proven

effective in error detection tasks similar to symbolic music error detection, including feed-forward

neural networks and recurrent neural networks, and the backpropagation and stochastic gradient

descent methods used to train them.

Attention mechanisms, which play a vital role in modern machine-learning models and serve

as the central mechanism of the error detector developed in Chapter 6, will be thoroughly de-

scribed. I cover the basics of attention models and their extensions in Transformer models

utilizing multi-head self-attention. I address the computational challenges associated with at-

tention mechanisms, including the problem of their quadratic time and space complexity, and

the many methods that have been developed in recent years to improve their computational

efficiency when operating on long sequences.

Lastly, I will discuss the relationship between machine learning and long-term dependencies in

77
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symbolic music. As discussed in Chapter 3, many music compositions exhibit intricate patterns

and relationships spanning extended durations, but it is widely acknowledged that most machine-

learning methods struggle to effectively learn from these long-term dependencies. I will present

various efforts made to quantify this failure and highlight existing research on identifying the

underlying causes.

I will use the following conventions in the equations in this section:

• Variables that are inputs or outputs to a function will be italicized; e.g., f(x) = y

• Constants and hyperparameters of neural networks will be lowercase Greek letters: e.g.,

α, β, η.

• Trainable weights of a function, such as the parameters of a neural network, will be in

boldface; e.g., a vector of biases b.

• Wherever a variable, constant, or parameter represents a two-dimensional matrix, it will

be written using uppercase letters; e.g., a matrix of weights that contains parameters of a

neural network is written W.

• Datasets containing a number of data points will be written in uppercase calligraphic font;

e.g., D,X ,Y. A matching lowercase letter with one or more subscripts refers to an element

of the dataset; e.g., di ∈ D refers to the ith item of D.

• Functions and evaluation metrics may be written in a variety of styles according to the

most commonly used conventions in machine-learning literature, so as to match the refer-

ences used; e.g., a kernel function φ, a loss function L, a generic single-variable function

f .

4.1 Binary Classification Problems

Error detection is a classification task. Given a number of tokens (words, musical symbols, pixels

in an image, etc.), classification tasks assign a single label to each one. In the case where there

are only two possible labels, the task is a binary classification problem, and the two classes

are referred to as positive (an error, a member of the class of interest) or negative (not an

error, not a member of the class of interest). In the case of more than two possible classes,

such as where one wants to note the type of error from a given taxonomy of errors, the task is
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multiclass classification. This chapter concerns only supervised classification tasks; the qualifier

“supervised” is used when one has a dataset of examples along with their associated correct

labels from which to create a classification algorithm (Kotsiantis 2007). The semi-supervised

and unsupervised cases, where only some or none of the examples have associated labels, will

not be covered in this chapter.

I use a review of binary classification metrics and common pitfalls by Powers (2020) as a

primary source for this section. Canbek et al. (2017) compiled an exhaustive list of binary

classification evaluation methods as seen in the literature, and arranged them into a hierarchical

taxonomy, which I use to organize this section.

4.1.1 Accuracy Metrics for Binary Classification Problems

Supervised binary classification problems involve:

• A dataset X containing n feature vectors x0 . . . xn ∈ R
d.

• A set of corresponding labels Y containing n labels y0 . . . yn ∈ {0, 1}, corresponding to the

feature vectors in X .

• A set of corresponding predicted labels Ŷ containing n labels ŷ0 . . . ŷn ∈ {0, 1}, or in R.

The base measures of performance for a binary classification problem count where Y and Ŷ

agree on labels for both positive and negative examples.

• The True Positive measure (TPR) is the number of positive examples correctly predicted.

• The False Positive measure (FPR), also called the Type I Error, is the proportion of

negative examples incorrectly predicted as positive, equal to n− TP .

• The False Negative measure (FNR), also called the Type II Error, is the number of positive

examples incorrectly predicted as negative.

• The True Negative measure (TNR) is the number of negative examples correctly predicted

as negative, equal to n− FN .

Each of these measures should be understood as functions that operate on a set of labels

and a set of predicted labels. As is the convention in literature, I will refer to them using only
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their abbreviations, with the understanding that (for example) TP denotes TP (Y, Ŷ) wherever

it appears.

The term accuracy is casually used to refer to the performance of a classification system in

general, but it has a specific meaning that can be misleading:

Acc(Y, Ŷ) = TP + TN

n
(4.1)

Canbek et al. (2017) call this “perhaps the most abused metric in binary classification per-

formance reports.” Any significant class imbalance in the labels (i.e., positive labels being more

or less likely than negative ones) can result in an algorithm achieving a high accuracy score by

predicting the same label for all data points.

Precision and recall are combinations of base measures that are widely used, defined in

Equation 4.2.

Precision(Y, Ŷ) = TP

TP + FP
, Recall(Y, Ŷ) = TP

TP + FN
(4.2)

Precision represents the proportion of items predicted as positive that actually possess posi-

tive labels, while recall measures the proportion of items with positive labels that were correctly

predicted as positive. These metrics are inherently in conflict with each other, as highlighted by

Buckland and Gey (1994); improving one metric necessarily results in a decrease in the other.

Consequently, directly optimizing both precision and recall simultaneously is not feasible in

practice.

Various measures have been developed to assess the overall performance of a binary classifier

using a single metric. One widely utilized measure is the Fβ-Measure, which calculates a weighted

harmonic mean of precision and recall:

Fβ(Y, Ŷ) = (1 + β2)
Pr ·R

Pr · β2 +R
=

(1 + β2)TP

(1 + β2)TP + β2 · FP + FN
. (4.3)

In the context of the Fβ-Measure, a higher value of the parameter β assigns greater im-

portance to recall compared to precision, while a lower value does the opposite. The special

case when β = 1 is known as the F1-measure, or simply the F-measure. Though widely used,

this measure has certain limitations, as highlighted by Powers (2020). One of its drawbacks is

that it is insensitive to the number of samples correctly identified as negative (TN), which is

undesirable when dealing with imbalanced datasets or when prioritizing high precision. This
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can artificially inflate the performance of classifiers that heavily favor positive predictions and

can lead researchers to overestimate the true effectiveness of a classifier.

A more robust measure is the Matthews Correlation Coefficient Matthews Correlation Co-

efficient (MCC):

MCC(Y, Ŷ) = TP · TN − FN · FP
√

(TP + FP )(TP + FN)(TN + FN)(TN + FP )
. (4.4)

The MCC produces a value ranging between -1 and 1, where -1 indicates perfect misclassi-

fication, 1 represents perfect classification, and 0 is the expected value for a random predictor.

Chicco and Jurman (2020) discusses several advantages of the MCC over traditionally used

scores such as Accuracy and Fβ-Measures. One significant advantage is that the MCC considers

both positive and negative examples and rewards a high score only when both classes are consis-

tently evaluated accurately. Additionally, the MCC automatically accounts for class imbalance

without requiring users to specify any additional parameters.

4.1.2 Thresholding

In most cases, a classification algorithm does not directly output labels but rather assigns a real-

valued score to each item, which must be converted into binary predictions before evaluation.

This requires a threshold to be selected to divide the classifier’s scores into positive and negative

predictions. When the true labels are available, one can experiment with various thresholds to

maximize some chosen performance metric (e.g., the Fβ score). However, when using a classifier

for inference, it becomes necessary to make an educated guess regarding the optimal threshold.

A lower threshold will increase recall but decrease precision, while a higher threshold will have

the opposite effect; depending on the ultimate goal of the classifier, this trade-off must be taken

into consideration.

An intuitive approach is to empirically determine the optimal threshold using a dataset

where the labels are known and then apply this threshold to all unseen data during inference.

However, Lipton et al. (2014) demonstrate that choosing a threshold based on the Fβ score on a

limited dataset may lead to suboptimal future performance, as the Fβ score treats positive and

negative labels unequally. A comparison of threshold-setting strategies by Freeman and Moisen

(2008) found that selecting a threshold that maximizes the kappa criteria, which is equivalent

to the MCC for binary classification tasks, resulted in consistently acceptable performance on
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unseen data.

Some metrics for evaluating classifier performance avoid the need to choose a specific thresh-

old by aggregating statistics across all possible thresholds. The Receiver Operating Characteristic

Curve (ROC Curve) of a classifier plots the true positive rate (equivalent to recall) against the

true negative rate (equivalent to TN
TN+FP

) for all possible thresholds on a particular dataset.

A random classifier’s ROC curve forms a diagonal line, while a useful classifier will exhibit an

upward-arching curve away from the central diagonal. The Area Under the ROC Curve (AUC)

is a quantitative measure summarizing the classifier’s performance across all possible thresholds

(Hanley and McNeil 1982). Similarly, an AUC-like metric can be derived by calculating the area

under the precision-recall curve for various thresholds (Sofaer et al. 2019). These metrics are

useful for comparing the performance of different classifiers, but they do not eliminate the need

to select a threshold during inference when encountering unknown data.

4.1.3 High-Recall Information Retrieval

High-Recall Information Retrieval (HRIR) pertains to binary classification tasks where achieving

a recall score of 1, or close to 1, is crucial. These types of applications are found in domains

where a false positive has minimal consequences, but a false negative is undesirable. Examples

of such domains include electronic discovery, which involves retrieving all relevant documents

based on a user’s query, necessary in tasks like patent document retrieval (Shalaby and Zadrozny

2019). High-Recall Information Retrieval (HRIR) tasks also arise in error detection, such as in

identifying defects in automotive products, where overlooking a single defective item can have

catastrophic implications (Li et al. 2021). In most HRIR scenarios, it is assumed that human

intervention is required to review the algorithm’s positive classifications and eliminate false

positives. The objective of HRIR is to minimize the number of false positives that necessitate

manual evaluation by the user, while ensuring that the algorithm does not produce false negatives

by incorrectly excluding items.

Classifiers employed in HRIR adopt a variety of techniques to enhance precision that are

usually tailored to the specific domain they operate in. As an example in the domain of error

detection, Ambati et al. (2010) developed a classifier for error detection in Hindi sentences by

first identifying infrequent phenomena and subsequently utilizing rule-based algorithms that

incorporate known rules of syntax and grammar to reduce this set of uncommon occurrences.

This strategy initially casts a wide net, resulting in high recall but low precision, and then
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employs a rule-based post-processing step to improve precision to some extent.

Conventional performance metrics for binary classification systems are not well-suited for

HRIR. While the Fβ-measure (Equation 4.3) can be utilized with a high value of β to prioritize

recall over precision, it still does not consider true negatives. As a result, it is unable to distin-

guish between an HRIR classifier that correctly excludes a thousand data points from requiring

human review and one that excludes only ten. The Matthews Correlation Coefficient (MCC)

(Equation 4.4) performs better in this context, but it assigns equal weight to the classifier’s

performance on positive and negative items, which does not align with the goals of HRIR. In

many high-recall applications, the ultimate goal is to minimize the human effort involved in the

process, but running user trials to quantify this reduced effort is costly (Zhang et al. 2018).

In the context of HRIR, performance metrics typically operate on a full ranking of dataset

elements rather than pre-thresholded predictions. In this ranking, each item in the dataset X ,

indexed by i, is assigned a unique natural number in ascending order: ri denotes the ranking

of element xi ∈ X . Lower numbers correspond to higher ranks and, consequently, higher scores

from the classifier. To simplify notation, the ranking is alternatively expressed as the cumulative

ranking R0 . . . Ri, where Rj represents the number of positively labeled items with scores higher

than the item at rank rj . In other words, Rj signifies the count of positively labeled items that

would be found by considering only the j items ranked highest by the classifier (Note that the

normal definition of the ranking counts all items, not just those that are positively labeled).

Working with rankings eliminates the need to select a threshold for classifier output and allows

for the consideration of system performance aspects relevant to human interaction. Rankings

enable the researcher to address questions such as: “On average, how many of the top-ranked

items must a human review to have 99% confidence of not missing any positive data points?”

The most commonly used ranking-based metric in HRIR is the average precision (AP),

defined as:

AP =
1

p

p
∑

i=1

Ri

i
, (4.5)

where p is defined as the number of items in X with positive labels (Robertson 2008). A value

of 1 is achieved when all p positively labeled items in the dataset are the p highest-ranked

ones, resulting in Ri = i for all i. The motivation behind this metric is to implicitly simulate

various human retrieval strategies simultaneously. The summation terms correspond to the
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number of negatively labeled items that would need to be examined to find a certain number

of positively labeled items. This models the behavior of users with varying degrees of tolerance

for false positives. However, Moffat and Zobel (2008) criticized AP for modeling unrealistic

“estimates of user satisfaction,” arguing that the human retrieval strategies that AP simulates

do not constitute a coherent, interpretable metric reflecting the overall usability of the system.

An alternative metric to AP is the normalized recall (Rnorm), which was initially defined by

Rocchio (1964) as the “normalized recall index” and adapted in this chapter (Equation 4.6) with

suitable algebraic and notational changes to match the conventions of this chapter.

Rnorm = 1− 1

p(|X | − p)

p
∑

i=1

(ri − i) (4.6)

Rnorm compares a given ranking to the best and worst possible rankings, as represented by the

difference inside the summation. The remainder of the formula then normalizes this comparison

to the range of [0, 1]. Evaluating Rnorm incorporates information about the dataset size and

requires a ranking for every single element, which can be impractical for large collections. To

address this, Magdy and Jones (2010) proposed the “Patent Retrieval Evaluation Score” (PRES),

which introduces a parameter N representing the maximum number of items a human would be

willing to review. The PRES metric is defined in (Equation 4.7).

PRES = 1− 1

N

(

S

p
− p+ 1

2

)

,

where S =

N
∑

i=1

(ri − i)i+RN (N + p)

(4.7)

Here an item that is given a high score by the classifier has a low numerical rank, so the

intermediate term S is small if most positively labeled items are confidently marked as positive

by the classifier. The parameter N serves as a proxy for the total dataset size.

4.2 Machine-Learning Architectures and Training Techniques

In this section, I provide an introduction to common machine-learning architectures and training

techniques within the context of binary classification problems. The discussed architectures

include Feed-forward Neural Network (FNN)s, Recurrent Neural Network (RNN)s, and Long

Short-Term Memory (LSTM) networks. Additionally, I define the concepts of stochastic gradient
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descent and backpropagation, which are fundamental to training these architectures effectively.

4.2.1 Feed-Forward Neural Networks

The Feed-forward Neural Network (FNN), also known as a multi-layer perceptron, consists of

individual fully connected layers, or perceptrons. Each fully connected layer is a function that

takes an input vector x ∈ R
n and produces an output vector y ∈ R

m. The layer is defined by a

weight matrix W ∈ R
n×m, a bias vector b ∈ R

m, and a nonlinear activation function φ applied

element-wise to the input. The general formulation of a single feed-forward layer is given by:

y = φ(xW + b). (4.8)

A three-layer FNN, with different sets of weights and biases for each layer, can be represented

as:

y = φ(φ(φ(xW1 + b1)W2 + b2)W3 + b3). (4.9)

The number of layers in an FNN is referred to as the depth of the network. Each layer

can have an output vector of varying size, provided that the weight matrices and biases are

appropriately sized for valid matrix operations. The width of a particular layer is defined as

the size of its output vector. The width of the final layer determines the shape of the network’s

output y. Figure 4.1 shows a schematic of a network of depth 3.
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Figure 4.1: A schematic of the matrix operations involved in a three-layer FNN.

To be useful, the activation function of an FNN must be nonlinear, as otherwise the weights

and biases would commute with each other through the activation function, reducing the entire

FNN to a single affine transformation. In earlier years of neural network research, the sigmoid

and hyperbolic tangent functions were commonly used as activation functions. The sigmoid



86 Chapter 4. Classification and Machine Learning

function is defined as

sig(x) =
1

1 + e−z
, (4.10)

while the hyperbolic tangent function is defined as

tanh(x) =
ez − e−z

ez + e−z
. (4.11)

These functions were popular due to their differentiability and their resemblance to the

step functions used in earlier single-layer perceptron models in the history of machine-learning

research (Briot et al. 2019, p. 49).

Hornik et al. (1989) demonstrated that a FNN utilizing the sigmoid activation function, and

consisting of at least two layers with arbitrarily large width, has the ability to approximate any

continuous function from the input space to the output space, a property known as universal

function approximation. It implies that for every continuous function, there exist weight matrices

W1,W2 and bias vectors b1,b2 for each of the two layers that enable the FNN to approximate

the function with arbitrary precision. Leshno et al. (1993) extended the findings of Hornik et al.

by demonstrating that universal function approximation holds true for any choice of activation

function φ used in the network, with the exception of polynomial functions.

In recent years, the rectified linear unit (ReLU) has gained significant popularity and has

become the standard activation function used both in FNNs and other machine-learning archi-

tectures. The ReLU function is defined as

ReLU(x) = max(0, x). (4.12)

Its simplicity, ease of implementation, and the lack of compelling evidence showing perfor-

mance improvements by adopting more complex activation functions have contributed to its

widespread use (Briot et al. 2019, 48).

To introduce FNNs into the context of binary classification, I define:

• fp : Rd → R to be a function comprising an FNN with parameters (weight matrices and

bias vectors) represented by the single character p and a final layer of width 1,

• X to be a set of n datapoints xi ∈ R
d, each of which is a vector that could be input to f ,
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• Y to be a set of n binary classification labels yi ∈ {0, 1}, where each yi corresponds to the

desired classification of the data point xi.

From this, I can define a loss function L that quantifies the accuracy of the FNN on a given

dataset given a set of parameters p:

L(p) =
1

n

n
∑

i=0

|fp(xi)− yi| (4.13)

This formulation, known as the mean absolute error loss, represents one of many possible

loss functions. The particular loss function chosen will imply different characteristics about the

optimal model. For example, the mean squared error loss, shown in Equation 4.14 penalizes

highly incorrect predictions more than the mean absolute error loss does, because it replaces the

absolute value operation with a square.

L(p) =
1

n

n
∑

i=0

(fp(xi)− yi)
2 (4.14)

The binary cross-entropy loss, shown in 4.15, often used in binary classification problems,

is suitable when the labels yi are always members of the set [0, 1], as in binary classification

problems. For each datapoint, the first term of the summation vanishes when the target label

is 0 and the second term vanishes when the label is 1. The ideal model defined by this loss

function is one that outputs, for each datapoint, a prediction in the form of the probability that

the point has a positive label.

L(p) = − 1

n

n
∑

i=0

yi log fp(xi) + (1− yi) log(1− fp(xi)) (4.15)

The problem of training a neural network to perform binary classification is thus expressed

as the problem of finding a set of parameters p that minimizes L(p) for given sets of datapoints

X and target classifications Y.

4.2.2 Gradient Descent

In the case of feed-forward neural networks (FNNs) and other networks derived from them, the

process of gradient descent is employed to find optimal sets of weights and biases. Gradient

descent is an iterative optimization technique that is particularly useful for finding minimal or

maximal values of functions that are challenging to compute analytically.
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Gradient descent begins with an initial guess for the set of parameters p, denoted as p0. The

first step is to compute the gradient of the function f at p0, denoted as ∇f(p0). The gradient is

a vector obtained by taking the derivative of f with respect to each parameter p, and it points

in the direction where f increases most rapidly in the parameter space starting from the initial

point p0. Based on this initial guess, gradient descent updates its estimation of the optimal p

using the update scheme shown in Equation 4.16.

pn+1 = pn − η∇f(pn) (4.16)

Here, η represents the learning rate, a tunable parameter of the gradient descent algorithm.

The learning rate controls the step size that the algorithm takes in each iteration. The algorithm

continues to run until the value of f(pn) no longer decreases, at which point pn is considered the

optimal value. However, this process does not guarantee arriving at a global minimum of the

function, and different choices for p0 and η can lead to convergence on different local minima.

Various adaptations and variations of this formulation exist to enhance the robustness of the

optimization process. A commonly used enhancement to gradient descent is the inclusion of

momentum:

pn+1 = pn − η∇f(pn) + α(pn−1 − pn) (4.17)

The additional term involving the parameter α introduces momentum to the gradient descent

process. It incorporates a fraction of the gradient from the previous step into the current update.

This momentum allows the algorithm to “push past” insignificant local minima if the overall

trend of the gradient updates indicates a particular direction. Choosing appropriate values for

the learning rate η and the momentum α is crucial; if the values are too small, the convergence

may be unacceptably slow or restricted to local minima. Conversely, large values can cause

the algorithm to diverge and fail. In some cases, the performance can be improved by utilizing

a learning rate scheduler, which dynamically adjusts η and α as the algorithm progresses. A

common approach is to reduce the learning rate by a constant factor after a certain number of

updates (Robbins and Monro 1951).
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4.2.3 Backpropagation and Stochastic Gradient Descent

Performing gradient descent for a loss function defined using an FNN requires some method of

taking the gradient of an FNN with respect to its parameters p, for an arbitrary dataset X

and labels Y. The technique of backpropagation allows computation of the gradient of the loss

function for any feedforward architecture.

At a high level, backpropagation consists of a forward pass and a backward pass. During the

forward pass, each data point from X is fed through the network, producing a set of predicted

data points Ŷ. These predictions are then compared with the corresponding labels from Y to

evaluate the network using a loss function, such as the binary cross-entropy loss defined in Equa-

tion 4.15. Throughout this process, the algorithm computes the partial derivatives between the

inputs and outputs of each operation defined within the network (such as matrix multiplications,

activation functions, and their compositions), storing these derivatives in memory.

In the backward pass, the algorithm starts from the final layer and works its way backward to

the input layer. It combines the stored derivatives using the chain rule to calculate the gradients

layer by layer. At the end of this process, the derivatives remaining at the input layer form the

gradient of the loss function. This gradient can then be utilized in a gradient descent algorithm

(Equation 4.16) to optimize the weights of the network.

I present this high-level explanation to emphasize two crucial aspects. First, backpropaga-

tion relies on the differentiability of all components of the network, since each part must be

individually differentiated. Second, it necessitates the storage of intermediate derivative values

in memory for every operation performed by the neural network. This can become a perfor-

mance bottleneck, especially for networks handling large inputs, as discussed in Section 4.3.4.

For a comprehensive treatment that derives backpropagation from fundamental calculus princi-

ples and provides proofs of its applicability to various neural network architectures, I recommend

referring to Rojas’s introduction to the backpropagation algorithm (1996, p. 153-162).

In practice, evaluating ∇L(p) using the entire dataset X at every step of the gradient de-

scent algorithm is often infeasible, especially for large datasets. Instead, a subset of X is used

to approximate the gradient in each step, with this subset changing for every gradient update.

This modification is known as Stochiastic Gradient Descent (SGD). Each subset of X used for

a gradient update is referred to as a batch, and a series of gradient updates using a collection

of batches that cover the entire dataset is called an epoch. Since only a fraction of the dataset

is utilized in each gradient update, the approximated gradient of the loss function can exhibit
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significant fluctuations between updates. This added noise may lead to less reliable convergence

of the network. However, networks trained with small batch sizes tend to generalize better on

unseen data compared to models trained with large batch sizes (Li et al. 2014). Similar to

the learning rate, determining the optimal batch size for a specific training configuration can

significantly impact the training behavior and the ultimate performance of a network. For com-

prehensive benchmarks exploring the effects of these two hyperparameters on the performance

of FNNs in simple classification problems, Breuel (2015) provides a valuable resource.

In the case of sufficiently deep neural networks, employing a single learning rate across all

trainable parameters and throughout all learning epochs may not yield satisfactory convergence.

Learning rate schedulers can be employed, but the types of simple schedulers that succeed in

simpler gradient-descent problems may not be suitable for deep neural networks. The loss

functions of complex networks can be less well-behaved, and their SGD updates often display

more chaotic behavior (Ge et al. 2019). Recent research has shown the effectiveness of cyclical

learning rate scheduling for SGD, where the learning rate undergoes repeated increases and

decreases during training. While this approach occasionally results in performance dips, it

allows the model to escape from local minima more easily (Smith 2017). By employing cyclical

learning rate scheduling that occasionally reaches an extremely high maximum learning rate,

typically considered unworkable in theoretical gradient descent research, a phenomenon known

as super-convergence can be induced, wherein an SGD algorithm achieves convergence in a

significantly smaller number of epochs than usual (Smith and Topin 2018).

A breadth of literature focuses on optimization algorithms for SGD, commonly referred to

as optimizers in the context of machine learning. These optimizers dynamically adjust learn-

ing rates and momentum values for individual weight parameters during the course of training.

A common approach involves updating components of the network that infrequently receive

updates with a higher learning rate, while lowering the learning rate for components that are

frequently activated. Ruder (2017) provided an review of these strategies along with a com-

prehensive examination of commonly used optimizers. Among them, the Adam optimizer in-

troduced by Kingma and Ba (2017) is identified as a suitable choice for most applications;

however, they noted that the performance differences between recent optimizers are small for

most problems.
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4.2.4 Recurrent Neural Networks

While FNNs theoretically have the capability to handle sequential data by concatenating se-

quences into long vectors, this approach is impractical for long sequences and requires fixed-size

input and output. To address these limitations, the Recurrent Neural Network (RNN) was de-

veloped specifically for sequential data. RNNs can handle sequence classification tasks, where

a single label is assigned to the entire input sequence, as well as sequence-to-sequence mapping

tasks, where one sequence is transformed into another. RNNs have no restrictions on the length

of their input and output and a single network can process sequences of any length (Briot et

al. 2019, 78).

The structure of the simplest RNN resembles that of an FNN, with fixed-size input and out-

put and one or more recurrent layers. In an RNN, items from an input sequence are sequentially

fed into the network, one at a time. Each recurrent layer generates an output, which is stored

in memory and appended to the next input. This ensures that every layer has access to the

current sequence element as well as its own hidden state from the previous time step. Typi-

cally, the hidden state for the first time step is initialized as a vector of zeroes. For a sequence

x0, x1, x2, ..., xn fed into a single recurrent layer L, the outputs y0, y1, y2, ..., yn at each time step

can be represented as:

y0 = W(x0 ‖ ~0)

y1 = W(x1 ‖ y0)
...

yn = W(xn ‖ yn−1)

(4.18)

Here, ~0 represents a zero vector, and ‖ denotes the vector concatenation operation. Figure

4.2 shows a schematic of this simple architecture.

RNNs are trained in a supervised manner by comparing the output at each time step with

the corresponding items in a target sequence. In the common case of predicting the next element

in a sequence (predicting xn given x0, x1, ..., xn−1), the target sequence is the same as the input

sequence, but shifted backward in time. The backpropagation algorithm needs to be modified

to enable gradient flow along the recurrent links in the recurrent layers. The standard technique

used for this purpose is called backpropagation through time (Werbos 1990). Conceptually, this
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Figure 4.2: A schematic of the matrix operations involved in an RNN operating on a sequence
of length 3.

technique “unrolls” the RNN, representing it as an extended graph of identical layers sharing a

common set of weights and biases, as represented in Equation 4.19. In this unrolled represen-

tation, the network is non-recurrent, so backpropagation can proceed as normal. In principle,

a significant loss incurred on the nth time step can propagate backward to the 0th time step,

thus modifying the weights of the network to encourage the retention of specific information in

the hidden state.

Despite this theoretical capability, empirical evidence has demonstrated that RNNs relying

solely on passing hidden states forward in time struggle to capture dependencies in their data.

An influential experiment by Mozer (1991) highlighted this issue by using a dataset of strings

in the form xSx, where x is a randomly chosen character and S is a fixed sequence shared by

all strings. The task was to predict the next character given an incomplete string. Surprisingly,

the recurrent network failed to learn the simple rule that the last character is always the same

as the first, even when S was as short as four characters; by the fourth time step, the network

had effectively “forgotten” the initial information it had seen.

The vanishing gradient problem, a well-documented issue in RNNs, explains this behavior

(Bengio et al. 1994). The problem arises from the repeated multiplication of the same weight

matrix into the hidden state at later time steps. Analyzed by Hochreiter (1998), backpropagation

through time involves multiplying by a series of terms whose absolute values can either be greater

or less than one, depending on the eigenvalues of the weight matrix W. This multiplication can

cause gradients to either vanish or explode, hindering the flow of error signals and impeding

learning in RNNs. The impact of repeated matrix multiplication becomes evident in the unrolled

expression for the third output y2 of an RNN:
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y2 = W(x2 ‖W(x1 ‖W(x0 ‖ ~0))) (4.19)

When the eigenvalues of W are less than one, the gradient decays exponentially as it propa-

gates further back in time, resulting in the dominance of recent time steps in the gradient. Using

larger learning rates does not alleviate this issue, as the ratio between the effects of recent and

distant time steps remains the same. Conversely, if the eigenvalues of W are greater than one,

the hidden state tends to grow exponentially or oscillate excessively, and the network fails to

train.

The choice of activation function, particularly the use of sigmoid activation functions and

similar “S”-shaped curves (e.g., the hyperbolic tangent), can contribute to the vanishing gradient

problem. The gradients of these functions are significantly larger than zero only within a small

interval and are less than 1 everywhere else. Consequently, gradients can vanish early in training

due to the diminishing effect of repeatedly passing through these activation functions. Vanishing

gradients are part of a broader class of phenomena present in all gradient descent systems,

indicating that training can fail in RNNs regardless of the specific activation function employed

(Hochreiter et al. 2001).

4.2.5 Long Short-Term Memory Networks

The LSTM network was introduced by Hochreiter and Schmidhuber (1997a) to address the

challenges of vanishing and exploding gradients in RNNs. Since LSTM networks are a form of

recurrent network, for clarity, I use the term RNN specifically to refer to the simple architecture

described in the previous section.

The key insight behind the design of LSTMs is the recognition that weights in recurrent layers

of an RNN need to manage the storage and forgetting of information over multiple time steps.

This dual role often leads to a phenomenon of conflicting weight updates, described formally by

Staudemeyer and Morris (2019), wherein gradient updates from different timesteps contradict

and cancel each other out. LSTMs address this issue by explicitly assigning separate components

within the network to handle each conflicting function, operating in parallel. LSTMs enhance

the recurrent layers of RNNs with memory cells. In addition to the cell’s output, which is passed

to the next component of the network and concatenated with the input of the next time step,

similar to a standard RNN, each memory cell maintains an internal state known as the cell state.
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Figure 4.3: A schematic of the matrix operations involved in a single LSTM memory cell. Note
that each of the four gates are trained with a unique set of weights and biases. The ⊙ symbol
represents Hadamard multiplication (elementwise multiplication of vector elements).

The modification of the cell state is controlled by four gates, each represented by trainable

neural networks. These gates take two vectors as input: xt,the current network input, and yt−1,

the output from the previous time step. In the order that the gates execute on each time step

of an LSTM’s operation:

• The forget gate takes in the input of the network at that time step, and passes it through

a feed-forward layer with a sigmoid activation function. This vector is then multiplied

element-wise into the cell state. By doing so, the network can learn to selectively “forget”

specific information within the cell state based on the input received.

• The input gate processes the input to the network at each time-step with a standard feed-

forward layer, passes the result through a sigmoid activation function, and combined its
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result with the next gate.

• The candidate gate is another feed-forward layer, but its output is passed through a hyper-

bolic tangent function, so its values lie in the range (−1, 1) instead of (0, 1). The outputs

of the candidate gate and the input gate are element-wise multiplied, and the result is

element-wise added to the cell state. Intuitively, the input gate learns to filter out irrele-

vant “candidates” produced by the candidate gate so that they are not added to the cell

state. This allows the network to learn when to retain the current cell state and when to

update it with new information from recent inputs.

• The output gate generates a vector that passes through a sigmoid activation function. This

vector is then multiplied element-wise with the cell state. The result of this multiplication

constitutes the output of the memory cell for the current time step. This enables the

network to learn when specific aspects of the hidden state should be propagated to the

next time step and when they should be discarded.

Memory cells composed of these components form the most common formulation of the

LSTM, which I will refer to as the “vanilla” LSTM from now on. In the vanilla LSTM, the cell

state is modified solely through the operation of the gates, without explicit multiplication by

any trained weights. This design allows error signals to propagate backward in time along the

cell state without suffering from the issues of exploding or vanishing gradients encountered in

traditional RNNs. The gates in the LSTM are controlled by differentiable functions, enabling

the use of backpropagation-through-time methods for gradient updates during training. Figure

4.3 shows a schematic of a single LSTM memory cell.

The most widely used variant of the vanilla LSTM is the bi-directional LSTM. In these

networks, two layers of memory cells are employed, one processing the input sequence in the

forward direction and the other processing the input in reverse. The two LSTMs run in parallel,

and their outputs are concatenated at the end. This bidirectional setup enables each time step’s

output to access information from both past and future sequence values. Although bi-directional

LSTMs are not applicable to tasks involving the prediction of future elements in a sequence, they

tend to outperform unidirectional LSTMs in domains such as speech recognition and handwriting

recognition (Breuel 2015).

A wide range of architectural variants have been developed for the LSTM, introducing mod-

ifications to the structure of the memory cell by adding or removing gates, altering the way the
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cell state is updated at each timestep; a review of these variants can be found in Yu et al. (2019).

In a comprehensive study, Greff et al. (2017) investigated the performance of numerous LSTM

variants with different structural elements modified or removed across tasks such as handwriting

recognition, acoustic modeling, and polyphonic music modeling. The tested variants included

models that lacked or combined different gates found in the vanilla LSTM, models that replaced

certain activation functions with the identity function, and the “full gate recurrence” architec-

ture, which incorporated additional recurrent connections between all three gates. None of the

architectural variants outperformed the vanilla LSTM across all three tasks. However, some

variants that were strictly simpler than the vanilla LSTM, such as those that remove some

gates, achieved comparable performance, suggesting that common LSTM architectures could be

simplified without sacrificing effectiveness.

4.3 Attention Mechanisms

Attention, first introduced by Bahdanau et al. (2015) in the context of machine translation, is

a highly flexible and modular component of neural networks that has proven to be useful for

tasks involving long inputs. The fundamental idea behind attention is that a network performs

a pairwise comparison between every element in two input sequences and decides the relevance

of each pair based on a similarity function. This allows the network to selectively focus on

specific elements in the input, internally marking them as important and controlling the flow of

information from different regions of the sequence. Unlike recurrent operations, attention does

not process inputs one at a time; instead, it takes the entire sequence as input simultaneously.

This is in contrast to the strategy of the LSTM, which processes individual elements of an input

sequence, one at a time.

An attention function takes an input sequence of feature vectors X with a length of n

and a state sequence S with a length of m, and produces an output sequence Y , of variable

length depending on the implementation. In the following equations, I treat these sequences

of feature vectors as two-dimensional matrices. Each element of the matrices X, S, and Y is

a real-valued vector in an embedding space of dimension b (e.g., word embeddings in Natural

Language Processing (NLP)) The most basic attention mechanism, without trainable weights,

can be defined as:
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Y = σ(SX⊤)X (4.20)

Here, S and X⊤ are matrices of size m× b and b× n, respectively. The product SX⊤ yields

an m× n matrix, where each element at index (i, j) represents the scalar dot product between

Xi and Sj . This operation is commonly known as dot-product attention, as initially described

by Luong et al. (2015).

The function σ : Rk → (0, 1)k is commonly known as the softmax function and operates

individually on each row of the matrix product SX⊤. Its purpose is to take a real-valued vector

as input and scale it to form a valid probability distribution, where the sum of its elements is

equal to 1 and each element falls within the range of [0, 1]. The formal definition of the softmax

function is given by:

σ(v) =
evi

∑k
j=1 e

vj
, i ∈ 1, ..., k (4.21)

The exponential terms in the function equation ensure that each entry in the vector is

weighted based on the magnitude of its exponential value; as a result, larger values in vector v

have a much stronger influence, overpowering smaller values. This characteristic of the softmax

function is reminiscent of a regular “max” function, which returns a vector with a single 1 at

the location of the original vector’s maximum value. However, the softmax function is fully

differentiable, making it suitable for integration into machine-learning architectures. In the

context of attention mechanisms, the output of the softmax function σ(XS⊤) is referred to as

the attention weights. Each column of the attention weights represents a distribution associated

with a specific element of the sequence X. These distributions indicate which elements of

S are most similar to the corresponding element of X, with the dot product serving as the

measure of similarity. The final multiplication with X re-weights the sequence based on where

the attention weights are strongest. The basic attention mechanism shown in Equation 4.20

contains no trainable parameters, and so is only useful as a component of another network, but

it provides a foundation for understanding the key idea behind attention.

There are several variants of attention that differ in how they calculate the attention weights.

General attention, introduced by Luong et al. (2015), is the simplest trainable variant. It includes

a single trainable weight matrix W ∈ R
b×b between the input and state sequences, and the

attention weights are computed as:
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Figure 4.4: A schematic of the matrix operations involved in the general attention mechanism.

Y = σ(SWX⊤)X. (4.22)

Another variant is additive attention, also known as Bahdanau attention, which concatenates

the input sequence X with the state sequence S and feeds the result through a one-layer feed-

forward neural network with trainable parameters (Bahdanau et al. 2015). A schematic of general

attention is shown in Figure 4.4, and a schematic of additive attention is shown in Figure 4.5.

Finally, of historical note, there is hard attention, first described by Xu et al. (2015). Hard

attention initially calculates the attention weights using the dot-product attention formulation.

However, instead of taking a weighted sum, it stochastically samples a random element from the

input sequence X based on the softmax probabilities. Due to the non-differentiability of this

sampling process, models using hard attention cannot be directly trained using gradient descent

and backpropagation.

To summarize: the core concept of all attention mechanisms is to generate a matrix by

computing a pair-wise similarity function between two sequences of vectors, followed by applying

the softmax function to transform each column of the matrix into a distribution. This similarity

function is typically computed using a matrix multiplication between the two sequences, but

many variants exist that combine information on the two sequences in other ways. The resulting

matrix, referred to as the attention weights, is then multiplied back into one of the original

sequences to re-weight and emphasize particular regions of the input over others.

Note that the basic attention mechanism does not use any concept of the ordering of the

elements of its input sequences. This enables attention mechanisms to diffuse information from

any one sequence position to any other without needing any memory cell-like mechanisms as
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Figure 4.5: A schematic of the matrix operations involved in additive attention. Each element
of the attention weights matrix A is derived by passing two elements from the input sequences
xi and sj through a feed-forward layer. The ‖ symbol denotes vector concatenation.

exist in LSTMs. However, it requires that a network implementing attention contain some other

form of mechanism which can explicitly use information about relative ordering of sequence

elements, or the network will treat its input data as an unordered set instead of a sequence.

4.3.1 Query-Key-Value Attention

The dominant variant of attention used in recent years is Query-Key-Value (QKV) attention

(Vaswani et al. 2017). QKV attention performs separate linear transformations on each input

sequence before incorporating them into the model. With trainable parameter matrices Q ∈

R
n×d,K ∈ R

m×d,V ∈ R
n×b, the resulting algorithm is:

Y = σ

(

QX(KS)⊤√
d

)

VX. (4.23)

In Equation 4.23, the intermediate matrices QX, KS, and VX are respectively known as

the queries, keys, and values, while the trainable parameters Q, K, and V represent the query

weights, key weights, and value weights. The division by
√
d inside the softmax function is a

heuristic adjustment that improves the training regularity of the model, and it has become a

standard part of QKV attention. Within a neural network, Equation 4.23 is referred to as a

single attention layer. Figure 4.6 shows a schematic of a single QKV attention layer.
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Figure 4.6: A schematic of the matrix operations involved in Query-Key-Value (QKV) attention.

Typically, the value weights V are chosen to have a shape of m× b, resulting in an output Y

with a dimensionality of n× b, matching the input sequence X (recall that the attention weights

have a shape of n×m). However, the query and key weights Q and K may have shapes of n×d

and m × d, respectively, where d can take any value. Regardless of the chosen d, the product

QX(KS)⊤ always yields a shape of n × m. As a result, d becomes a hyperparameter of the

network known as the hidden dimension of the attention mechanism.

4.3.2 Multi-Head Attention

Another widely adopted technique introduced by Vaswani et al. (2017) is the utilization of

multi-head attention, which involves running multiple attention layers in parallel. The motivation

behind this approach is to allow each head to focus on different important aspects of the network

input. Empirical analyses of trained weights in multi-head attention-based models for NLP

tasks reveal that each head attends to distinct high-level aspects of the input, keeping track of

“keywords, locations, organizations, people, or days of the week” (Baan et al. 2019).

The implementation of multi-head attention is straightforward. For h heads, h different

weight matrices are employed for each of the queries, keys, and values. Standard attention

computations are performed on each set of weights, resulting in h outputs Y1 · · ·Yh. To combine

these outputs into a single sequence of vectors matching the size of the input X, the Y1 · · ·Yh
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outputs are concatenated, and the resulting vector is passed through a feed-forward neural

network to reduce its dimensionality back to the original size. I refer to this entire structure,

consisting of the attention heads and the final fully connected layer, as a multi-head attention

layer.

4.3.3 Transformers and Positional Encoding

The Transformer network, introduced by Vaswani et al. (2017), is not a mechanism for use

in other machine-learning architectures but a stand-alone sequence model that incorporates no

recurrent structures whatsoever. I will refer to the original formulation of the Transformer by

Vaswani et al., as the vanilla Transformer, as is the convention in the literature.

Transformers operate using self-attention, which replaces the state sequence S with a dupli-

cate of the input sequence X. A full attention layer for Transformers is:

Y = softmax

(

QX(KX)⊤√
d

)

VX (4.24)
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Figure 4.7: A schematic of the matrix operations involved in QKV self-attention, as used in
transformers.

Even though the query and key matrices are derived from the same input sequence, it is still

beneficial to treat them separately. This distinction allows for non-symmetric attention weights,

enabling position i to attend to position j without position j attending to position i.
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Figure 4.8: A schematic showing the components of the vanilla Transformer.

The vanilla Transformer is composed of multiple multi-head self-attention layers arranged

sequentially. Each layer performs multi-head self-attention on an input sequence and passes the

processed sequence to the next layer. In the context of a sequence-to-sequence architecture, such

as machine translation tasks, two separate Transformer networks are employed. The encoder

consists of a stack of multi-head self-attention layers that encode the input sentence into a

contextualized vector. The decoder alternates self-attention layers with traditional two-input

attention, utilizing the encoded context vector as the second input. Due to the widespread use

of this configuration, a stack of multi-head self-attention layers is commonly referred to as a

Transformer encoder, even outside of the context of sequence-to-sequence tasks.

Without any kind of recurrent component, the Transformer network has no way of incorpo-

rating information on the absolute or relative positions of sequence elements using self-attention
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alone. To address this, the network must employ some positional encoding method to indicate

the position of each element in the sequence. One simple method is to concatenate or sum

the index of each sequence element with the element itself (Gehring et al. 2017). However, the

designers of the vanilla Transformer proposed a more complex approach that enables the model

to learn from relative positional differences between elements. In the vanilla Transformer, the

following scheme is used to add positional encodings to an n× b-sized input X in a model with

a hidden dimension of d:

PE(Xi,p) =















sin
(

p

10000i/d

)

, if i is even

cos
(

p

10000i/d

)

, if i is odd

(4.25)

The variable i represents the index of each sequence element, while the variable p indexes

the d different embedding dimensions. This positional encoding operates by adding sinusoidal

functions to each sequence element. Each element in the sequence is combined with a sinusoid

that oscillates rapidly for lower values of p and slows down for higher values of p. The starting

frequency of the sinusoid is determined by the element’s position in the sequence. While there

are alternative methods of positional encoding, such as relative positional encoding (Pham et

al. 2020; Shaw et al. 2018), the sinusoidal-based positional encoding remains the most widely

adopted approach in practice. Figure 4.7 illustrates QKV self-attention, and Figure 4.8 shows

how these attention blocks are assembled into the Transformer architecture along with a posi-

tional encoding method.

4.3.4 Efficient Transformers

Attention mechanisms, including those used in Transformer networks, offer distinct advantages

over recurrent networks in their ability to combine information from elements of a sequence

that are distant from each other. This advantage arises from the attention weights that require

the computation of a similarity score between every element in the input sequence and every

element in the state sequence (or every pair of elements in a single sequence, in the case of

self-attention). This full pairwise comparison is computationally expensive both to perform and

to store in memory, impacting the memory usage during both training and inference stages.

During backpropagation, the backward pass in recurrent neural networks has a time and

space complexity of O(n), where n represents the length of the input sequence. This efficiency

is achieved because the hidden states have a fixed size, and the backpropagation-through-time
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algorithm only needs to store a fixed number of partial derivatives for each timestep. On the other

hand, attention mechanisms require the creation of an m × n attention weight matrix, where

m and n represent the lengths of the input and state sequences, respectively. Consequently,

the computational complexity of backpropagation in both space and time for Transformers is

O(n2) with respect to the input length, making it infeasible to apply the vanilla Transformer

to very long sequences. As a result, there has been extensive research aimed at developing

memory-efficient variants of the Transformer architecture.

The field of efficient Transformers is developing rapidly. A review by Tay et al. (2023) found

thirty-two novel methods for improving the computational and memory complexity of the vanilla

Transformer published in the years between 2018 and 2022. For the remainder of this section, I

review the broad categories of efficient Transformer, along with notable examples of each kind.

4.3.4.1 Fixed Pattern Attention

The earliest efforts to make Transformers more efficient approximated the full attention weight

matrix by simply limiting the parts of the matrix that were calculated, a method called fixed

pattern attention. This was first implemented by Parmar et al. (2018) in their Image Transformer

which partitions the keys and queries into smaller blocks that are less computationally intensive

to multiply together, assembling a set of attention weights in a piecewise manner; the resulting

complexity is O(nm), where m is the size of the smaller blocks. Another implementation of this

idea is sparse attention, introduced by Child et al. (2019), where attention weights are calculated

for a different, disjoint subset sequence positions for each self-attention head. This reduces the

complexity of the operation O(n d
√
n), where d is the number of self-attention heads.

Another notable variant in this category is FNet, proposed by Lee-Thorp et al. (2022),

which utilizes the Fast Fourier Transform (FFT) in place of self-attention. The part of the Fnet

corresponding to the standard multi-head attention layer contains no trainable parameters; the

network consists of standard feed-forward fully connected layers interleaved with FFT “mixing”

layers. Despite the absence of trainable parameters in the FFT, the FNet exhibits only a

marginal decrease in performance compared to vanilla Transformer models, typically within a few

percentage points. Additionally, the FNet demonstrates efficient scalability to long sequences,

as the time and space complexities of FFTs are only O(n log n) with respect to the sequence

length.
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4.3.4.2 Learned and Random Pattern Attention

The related technique of learnable pattern attention calculates only a limited number of entries

in the attention weight matrix, but dynamically learns which ones to calculate during training.

A Transformer variant implementing this strategy called the Reformer, proposed by Kitaev

et al. (2020), takes advantage of the importance of the largest entries in the self-attention

matrix. These entries indicate highly similar elements between queries and keys, playing a

crucial role in capturing meaningful relationships. By reformulating the attention mechanism

as a nearest-neighbors task, solvable using locality-sensitive hashing, they are able to find these

largest entries without performing a full matrix multiplication. The Reformer achieves a time

and space complexity of O(n log n) in the input length, though it requires query weights and

key weights to be identical for the nearest-neighbor search to be possible.

Tay et al. (2020) proposed an approach called the Synthesizer as an alternative to dot-

product attention. Rather than relying on queries and keys to compute attention weights, the

Synthesizer directly constructs the attention weight matrix from the input sequence by passing

it through a series of feed-forward layers. The values are then calculated using a trainable ma-

trix of value weights and multiplied with the attention weights as with normal QKV attention.

The authors demonstrate that Synthesizers outperform vanilla Transformers in terms of perfor-

mance on common benchmarks and training time. Additionally, they introduce the Random

Synthesizer, which uses a fixed, randomized attention weight matrix that is independent of the

input. Remarkably, the Random Synthesizer achieves comparable or better performance than

the vanilla Transformer across a range of tasks.

4.3.4.3 Low-Rank and Kernel Attention

Instead of approximating the self-attention matrix, some methods seek to algebraically rearrange

the self-attention mechanism to avoid directly computing it at all. Consider the QKV formulation

of attention stated in Equation 4.23, here reproduced with annotations denoting the size of each

vector:

Y = σ

(

1√
d

QX
n×d

(KS)⊤

d×n

)

VX
n×b

(4.26)

The matrix multiplication between QX and (KS)⊤ is the step that causes the quadratic

complexity. If the softmax function were removed, the equation could be rewritten as shown in
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Equation 4.27, where the intermediate matrix is of shape d× b:

Y =
1√
d

QX
n×d

(KS)⊤

d×n

VX
n×b

=
1√
d

QX
n×d

[

(KS)⊤VX
]

d×b

(4.27)

By first multiplying the keys and values, the intermediate matrix is no longer of shape m×n

but of shape d × b, resulting in memory requirements of O(n) in the sequence length. In this

case, the memory usage is primarily determined by the dimensions of the token embedding b

and the internal hidden dimension d. Achieving this in a vanilla Transformer is not possible due

to the nonlinearity of the softmax function, preventing the rearrangement of terms. A primary

focus of research into increasing the efficiency of Transformer networks is to find methods of

approximating, replacing, or otherwise bypassing this softmax nonlinearity so that the query-

key multiplication can be avoided altogether. Approaches that take this strategy are said to use

some form of linear attention or low-rank attention.

Shen et al. (2021) proposed applying the softmax function in two separate places:

Y =
1√
d
σrow (QX)σcolumn

(

[KS]⊤
)

VX. (4.28)

Here, σcolumn denotes a column-wise softmax and σrow a row-wise softmax. While this is

not equivalent to the softmax in Equation 4.23, the authors proved that it is similar in quali-

tatively important ways. In particular, the intermediate matrix σrow (QX)σcolumn

(

[KS]⊤
)

has

the property that each row sums up to one, and therefore it represents a valid set of probability

distributions, but it does not need to be explicitly computed.

Katharopoulos et al. (2020) proposed a method to bypass the softmax nonlinearity by ap-

proximating it using the kernel trick. This technique, commonly employed in machine learning,

approximates the nonlinear similarity function s(x, x′) between two elements in a feature space

by the dot product in another space:

s(x, x′) ≈ 〈φ(x), φ(x′)〉. (4.29)

Here, φ represents a kernel function, which approximates the softmax result after the query-

key multiplication. By replacing the softmax function with standard matrix multiplication in a
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different space, they eliminate the need for the softmax operation on the keys and values. Since

the transformation is linear, the keys and values can be multiplied together before applying the

kernel, as shown in Equation 4.26. The implementation of their linear attention can be expressed

as:

Y =
1√
d
φ(QX)

n×c

[

φ (KS)⊤

c×n

VX
n×b

]

. (4.30)

Here, c represents the dimensionality of the output space of the kernel function. For their

kernel, the authors utilize the exponential linear unit (Clevert et al. 2016), a simple nonlinear-

ity. Although the induced similarity function differs qualitatively from the softmax function,

their method achieves comparable accuracy to the vanilla Transformer during training while

significantly reducing memory requirements.

4.3.4.4 Attention with Memory or Recurrence

Rather than improve the efficiency of the self-attention mechanism itself, alternative approaches

have emerged that incorporate recurrent mechanisms. These methods propose performing full

dot-product self-attention within smaller regions of the input sequence and utilizing recurrent

connections to enable information exchange between adjacent regions. This idea forms the

foundation of Transformer-XL, introduced by Dai et al. (2019). Transformer-XL computes

multi-head self-attention on fixed-length segments of the input and generates both a hidden state

vector and an output. It employs a modified version of self-attention that attends to the hidden

state in addition to the input, enabling it to retrieve information from previous segments of the

sequence, similar to how LSTM operates. This modification significantly expands the learning

capacity of the Transformer, allowing it to capture longer-range dependencies than the vanilla

Transformer, as well as being orders of magnitude faster at evaluation time. Another technique

that incorporates memory into the Transformer framework involves calculating a context vector

over the entire input, which can be attended to by other attention operations within the sequence.

This approach was initially employed by Lee et al. (2019) in their Set Transformer.

In their comprehensive review, Tay et al. (2023) note that these strategies for efficient at-

tention are orthogonal to those focusing on modifying the construction of the attention weight

matrix, and observe a growing trend in the development of efficient Transformer models that

combine multiple techniques discussed in this section. These models integrate both memory-
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based approaches and low-rank or learned-pattern methods within the same Transformer variant,

resulting in further improvements in efficiency and performance.

4.3.5 The Long Short-Term Universal Transformer

While the vanilla Transformer is capable of learning long-range dependencies with no restriction

on the temporal gap between related tokens, the generality of QKV attention also gives it some

weaknesses. RNNs are, strictly speaking, not able to model as many possible phenomena, but

the process of continually modifying a hidden state lends itself well to modelling processes where

individual sequence elements are closely related to those close to each other in the input sequence.

A more formal term for this is that RNNs have an inductive bias towards learning certain types

of transformations in their training data due to the limited nature of their architecture.

Citing these limitations and several failures of the vanilla Transformer on tasks that LSTMs

excel at, Dehghani et al. (2019) propose a modification to the Transformer architecture called

the Universal Transformer (UT). This architecture makes a single but important change to the

Transformer architecture; instead of passing through several distinct multi-head attention layers,

the UT employs a single layer, and uses it to process the same input multiple times, iteratively

refining a single input into a target representation. Alternatively, this can be interpreted as a

multi-layer transformer where all the trainable parameters are shared between each layer, and so

the layers remain identical during backpropagation and SGD. This limitation introduces a new

inductive bias into the architecture that the authors demonstrate leads to significantly improved

performance on several sequence modelling benchmark tasks. The number of times that input is

re-input into the model (or, the number of coupled multi-head attention layers, in the alternate

interpretation) is referred to as the recurrence depth of the UT. This architectural modification

is orthogonal to any of the efficient attention variants discussed in Section 4.3.4, so it can be

used in combination with techniques to reduce the computational complexity of QKV attention.

The final Transformer variant that I discuss here is the LSTUT, a variant introduced by

Berardinis et al. (2020) for the purpose of modelling long-term dependencies in symbolic music

in particular. Recognizing the relatives strengths of LSTMs and the UT, the authors propose

an architecture that consists of a single UT bookended by bidirectional LSTMs. The positional

encoding mechanism used in all other forms of Transformer network is discarded, as the LSTM

networks do have an inherent sense of the ordering of the inputs, and they should be able

to convey information about order to the Transformer component on their own. The authors
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Figure 4.9: A schematic of the Long Short-Term Universal Transformer (LSTUT) network that I
use for the error detection task. Modifiable parameters of the network architecture are listed on
the right, connected to the parts of the network that they modify. Activation functions (present
after every fully connected layer, LSTM layer, and self-attention layer) are omitted from this
diagram for the sake of concision.

motivate the design of this architecture by hypothesizing that the LSTMs improve the ability

of the architecture to learn local structures of the music, including phrase-level repetition and
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texture. This allows the Transformer component to focus on longer-range repetition, which is

the aspect of music modeling that LSTMs traditionally perform poorly at. Figure 4.9 shows a

schematic diagram of the LSTUT architecture.

I use a version of the LSTUT as the main architecture in the experiments of Chapter 6. I

choose it over other models simply because it is the only variant of the Transformer architectures

that I am aware of that was designed specifically for use in long-term dependencies in polyphonic

symbolic music, and has shown promise in that regard in experiments and in qualitative evalua-

tions. Other methods of adding inductive biases to QKV attention-based architectures typically

base their evaluations on benchmarks involving processing of real-valued signals or NLP.

4.4 Machine Learning and Long-Term Dependencies in Music

Learning and reproducing long-term dependencies in sequence data has long been recognized as

a challenging task in machine learning, even when employing architectures explicitly designed

to handle such dependencies. The issue of long-term dependencies is frequently cited as an

explanation for the qualitatively unsatisfying outputs of generative algorithms across various

fields. To close this chapter, I discuss the problem of long-term dependencies in machine learning,

with a specific emphasis on its significance in the context of modelling symbolic music. I explore

the historical definition of the problem and discuss domain-specific techniques that have been

utilized to address it.

4.4.1 Qualitative Descriptions of the Problem of Long-Term Dependencies

Here, I present diverse examples of practical deficiencies in generative algorithms to illustrate

the ubiquity of the problem. Although music generation is not the main focus of this thesis, it

is a domain where failures to capture long-term structure are well-documented; I hypothesize

that such failures are simply more evident in music generation than in other applications. These

deficiencies are occasionally noted in other areas as well; for instance, in the field of Automatic

Music Transcription (AMT), Boulanger-Lewandowski et al. (2013) found that while modelling

temporal dependencies was beneficial, capturing longer-term musical structure remained elusive

in their approach based on recurrent neural networks. In addition, my error-checking method

employs a Transformer architecture similar to many of the papers discussed above. A fundamen-

tal assumption of my approach is that long-term structure in music often exhibits redundancies
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in an informational sense, and that these redundancies could aid in identifying musical errors.

If Transformer architectures struggle to learn from long-term structure in generative tasks, it is

reasonable to expect the same challenges in an error-correction task as well, and I must consider

and address these challenges in the design of my method.

In the early stages of using neural networks for music generation, Mozer (1994) employed

simple recurrent networks, which yielded results with sensible local contours. However, these

outputs were “not musically coherent, lacking thematic structure and having minimal phrase

structure and rhythmic organization.” Early successes were achieved by focusing on corpora

of music with simple and strictly standardized structures. For instance, Eck and Schmidhuber

(2002) trained an LSTM to generate music following the twelve-bar blues structure. While

the generated melodies resembled real, if “not very good” jazz bebop improvisations, there was

no variation in formal structure or chord progression among the training examples. Similarly,

Sturm et al. (2016) trained an LSTM on a large corpus of monophonic Irish folk melodies

and successfully recreated the simple AABB structures commonly found in the dataset. The

authors attribute this success to the dataset size, the regularity of the learned structures, and

the increased size of the LSTM models compared to those used in previous research.

The use of Transformer networks in music generation was pioneered by the Music Transformer

(Huang et al. 2019), specifically designed to capture large-scale musical structure. However, the

quadratic memory requirement posed a challenge when dealing with long musical sequences

exhibiting structural complexities. To address this, Huang et al. developed a memory-efficient

variant of attention tailored for music generation. They reported the ability to generate repeated

patterns on a scale of minutes, surpassing the time span achievable by LSTM-based methods that

typically reached tens of seconds. Since then, there have been numerous studies exploring music

generation using Transformers. In a comprehensive review conducted by Civit et al. (2022), the

authors observed that Transformer-based approaches focused on musical structure successfully

generate coherent music in the short- or medium-term, and could serve as potential foundations

for new compositions. However, they emphasize that these methods still lack consistency in the

long-term, requiring some degree of human editing to produce songs of human-composed quality.

To generate music with structure, a common approach is to incorporate domain-specific adap-

tations that explicitly encode structural rules into the generation process. One such approach

is StructureNet, introduced by Medeot et al. (2018), which generates melodies hierarchically

using an LSTM. It first generates an overall repetitive structure for a piece and then fills it in
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with musical material. Another strategy, presented by Jhamtani and Berg-Kirkpatrick (2019),

involves creating a differentiable measure of self-similarity. They train a generative model to

generate music that matches both a given corpus and the corpus’s self-similarity characteristics.

Other related strategies, outlined in a review by Ji et al. (2023), include representing music as

hierarchical tree structures and employing neural networks that operate on graphs. Conditional

generation is also commonly used, where music is generated to adhere to a chord progression or

bassline provided by the user or generated by a separate network. These methods often operate

on transformed or simplified versions of music, making the long-term structure more explicit and

side-stepping the need to learn complex long-term dependencies. However, they rely on prior

knowledge of the expected structure and require reliable algorithms to automatically identify it.

As a result, these approaches are not general-purpose and are typically fine-tuned to operate on

specific genres and instrumentations.

Despite the wealth of research on music generation, there is a lack of quantitative assessment

regarding the extent to which the structures of generated music deviate from those found in real

music. To address this gap, Dai et al. (2022) conducted an analysis to quantify how the outputs

of the Music Transformer and other machine-learning music generation techniques differ from the

usual organizing principles of human-composed music. They identified four distinct tendencies

related to repetitive structure in music that could be measured statistically: multiple hierarchical

levels of repetition, a limited musical vocabulary within individual songs, the interaction of song

structure with melody and rhythm, and the amount of repeated content over the course of a

song measured using information-theoretic metrics. In human-composed popular music, these

statistical measures exhibit clear trends and are confined to specific ranges. However, in music

generated by Transformers, these measures show less constraint and deviate from predictable

trends. For instance, generated music tends to utilize a more varied and less predictable melodic

vocabulary within individual pieces compared to human-composed music.

4.4.2 Formal Treatments of Long-term Dependencies

Despite the consensus on the difficulty of handling long-term dependencies in machine learning,

there has been limited research exploring the formal aspects of “the ability to learn from long-

term dependencies” on an algorithmic level. How can one formally assert that one architecture

is inherently better at long-term tasks than another? Zhao et al. (2020) observed the challenge

of making formal claims about the behavior of a network architecture based solely on heuristic
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assessments of its performance on tasks involving long-term reasoning. In this final section, I

review the formal analyses conducted in this area.

To investigate the properties required for a recurrent sequence model to effectively learn from

data with long-term dependencies, Bengio et al. (1994) proposed a minimal set of criteria:

• The system must exhibit information latching, enabling the storage of information for an

arbitrary length of time.

• The system must be resilient to noise, capable of distinguishing between useful and irrel-

evant information for making predictions.

• The parameters of the system must be trainable via gradient descent and there must be

reasonable guarantees of convergence in a finite number of timesteps.

However, the authors discovered that, for recurrent networks, the use of gradient descent itself

impedes the system’s ability to latch information and be robust to noise. Specifically, the

conditions necessary for stable and convergent gradient descent optimization cause the gradients

to exponentially approach zero during training if information latching is required. LSTMs, which

outperform traditional RNNs in practice, show promise in synthetic benchmarks designed to

necessitate long-distance information latching (Hochreiter and Schmidhuber 1997b) and mitigate

the problem of vanishing gradients during training (Hochreiter 1998). Nevertheless, Cheng

et al. (2016) demonstrated that LSTMs still fall within the class of gradient descent-trained

recurrent methods, implying fundamental limitations on their capacity to latch information over

long sequences.

In another approach to formalizing the problem of long-term dependencies, Greaves-Tunnell

and Harchaoui (2019) incorporated the concept of long memory, a statistical property of time-

series sequences unrelated to the “long short-term memory” after which the LSTM network

is named. Long memory in a sequence is characterized by a slow decay of autocovariance,

which measures the covariance between the sequence and its time-shifted copies as the time-

shift increases. The authors rigorously define this slow decay and use it to classify different

models based on their ability to represent sequences with long memory. Their analysis revealed

that common models, including Markov chains, moving average models, and RNNs, were unable

to effectively represent sequences with long memory. In empirical tests on both English text

and musical datasets, they found that a wide variety of text datasets all exhibited long memory,

with music datasets showing an even stronger presence of long memory than text. Building upon
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these findings, Zhao et al. (2020) established that LSTMs also lacked the capability to model

sequences with long memory. They proposed architectural modifications, similar in design to

standard attention mechanisms, that could enable LSTMs to capture long memory.

To my knowledge, there is no research specifically analyzing whether vanilla Transformers

or their variants possess the ability to model sequences with long memory, as has been formally

established for RNNs and LSTMs. Although Transformer-based architectures have been exten-

sively evaluated on standardized or synthetic tasks involving long-term dependencies, such as

the Long Range Arena (Tay et al. 2021), their impressive performance on these tasks does not

necessarilly translate to the capability of modeling long memory. Notably, despite their capa-

bilities, vanilla Transformers are not Turing-complete like RNNs are, and struggle with simple

tasks such as text copying that LSTMs handle with ease (Dehghani et al. 2019).

The question of whether introducing architectural changes to Transformers could equip them

with the ability to learn long memory in a manner beneficial for modeling symbolic music

falls beyond the scope of this dissertation. However, based on the existing research, it can be

concluded that there is no known “silver bullet” solution that enables Transformer networks to

learn coherent rules of musical structure. The machine-learning approaches employed to capture

musical structure in symbolic music still rely on domain knowledge, data curation, and data

preprocessing, often at the expense of generalizing across different types of musical structures.
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Methodology

In this chapter, I outline the algorithmic framework for the musical error detector, a system

designed to speed up the process of correcting errors in Optical Music Recognition (OMR) out-

put. This system consists of a machine learning-driven application that processes hierarchically

structured, symbolic music files and generates versions annotated with predicted error locations.

To train this model, I assemble a dataset of string quartets, alongside a data augmentation strat-

egy to effectively enlarge the training dataset. Additionally, I create a method for transforming

polyphonic symbolic music into one-dimensional sequences of agnostic tokens suitable for input

into a machine-learning sequence model. The evaluation of this system is detailed in Chapter 6.

Section 5.1 describes the intended capabilities of the error detector. I discuss the underlying

motivations for its design choices and how these aims shape its overall architecture. Section

5.2 examines how various representations of music influence the definition and identification

of errors. This analysis has implications for the error detector’s architecture, emphasizing the

need for a tailored approach to error detection in music. I introduce a method for converting

polyphonic, multi-staff scores into one-dimensional sequences of agnostic tokens. A procedure

for identifying errors within these sequences is established using the Affine Needleman-Wunsch

(ANW) algorithm, setting the groundwork for the error detector’s operational logic. Section

5.3 describes the composition and characteristics of the dataset of string quartets compiled

for training the model. Given the scarcity of data containing OMR errors with corresponding

corrected versions, I define various strategies for creating synthetic OMR errors that facilitate

training the error detector under simulated conditions. Section 5.4 presents the Transformer-

based neural network model selected for the error detector and also details the hyperparameter

optimization process undertaken to fine-tune the model’s architecture. Finally, in Section 5.5 I

115
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summarize the chapter and detail how the described components are assembled into training,

testing, and inference procedures.

5.1 Motivation

Upon completion, the error detection system presented in this chapter aims to identify incor-

rectly recognized symbols resulting from the OMR process. A detailed explanation of the term

“musical symbol” is provided in Section 5.2.3, where I describe the method I use to break down

a semantically encoded polyphonic score into a one-dimensional sequence of tokens.

The system, from an end user’s perspective, should function as follows: the user provides a

file containing symbolic music in MusicXML format, and the system outputs an altered version

of this file. The program outputs a version of that file which is identical except that individual

tags of the file (representing notes, symbols, markings, etc.) have been marked with a color

where the method predicts that the tag represents an erroneously predicted glyph on the page.

The system would feature a singular user-adjustable parameter to modulate its sensitivity, al-

lowing the user to influence the number of glyphs that are marked as errors. This aligns with

the concept of threshold setting in binary classification, detailed in Section 4.1.2. This tool’s

primary purpose is to support human review and subsequent manual corrections of scores pro-

cessed through OMR. The design will exclusively focus on this use-case, without considering

potential alternative applications such as assisting in audio-to-score transcription corrections or

any theoretical educational or creative uses.

I here present a list of design goals for the error detector:

• Genre and instrumentation agnosticism: While the model will initially be trained on

a specific musical genre for evaluative purposes, it is imperative that the method itself is

not intrinsically bound to the characteristics, tendencies, or instrumentation of any single

musical genre. The model should be adaptable to any genre that utilizes Western music

notation, regardless of the instrumentation, musical texture (homophonic, heterophonic,

polyphonic), or the number of distinct voices on a single staff.

• Prioritizing high recall rate: The principal aim of the error-detection approach is to

minimize false negatives. The model should identify every error present in the input. A

higher rate of false positives is deemed acceptable if it ensures that no errors are overlooked,

thus providing users with confidence that all potential errors have been flagged.
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• Granular error localization: The detector should function with precision at a granular

level, pinpointing individual glyphs as erroneous rather than flagging entire measures or

systems. This granularity is crucial for detailed and accurate error identification.

• Feasibility with limited OMR error data: In an ideal scenario, the error correction

system would be trained on a large corpus of music processed through OMR, each ac-

companied by a corrected, ground-truth version. However, such extensive datasets do not

exist in publicly available forms, and generating them at scale is not feasible with commer-

cial OMR systems. Therefore, the method must be effective even with a smaller dataset

of OMR errors, supplemented by data augmentation techniques similar to those used in

natural language error correction and detection tasks (see Section 2.2.1).

• Adaptability to small music corpora: Given that many genres commonly processed by

OMR lack extensive, high-quality digital datasets of corrected music, the error detection

system must be effectively trainable on smaller music corpora. The capability to enhance

limited datasets through data augmentation is essential. The system should maintain

reasonable performance levels, even in scenarios where extensive digital datasets in the

specific genre are unavailable to use for data augmentation.

• Ability to process long inputs: As highlighted in Section 1.2, music inherently exhibits

a higher degree of repetitiveness compared to natural language, often featuring long-term

redundancies. Consequently, OMR-induced errors might not be discernible in isolation but

only apparent when viewed in the context of larger music sections or the entire piece. The

error detection method should, therefore, be equipped to handle long inputs, enabling it

to analyze significant portions or even complete musical pieces in one go. This ability is

crucial for accurately identifying errors that depend on broader musical context. For ex-

ample, a stylistically uncommon vertical harmony may or may not be considered erroneous

depending on whether it recurs in other parts of the piece.

In the current error detection task, I refrain from classifying distinct musical error types,

a practice occasionally seen in Grammar Error Detection (GED) (see Section 2.2). A primary

reason for this is the challenge of formalizing high-level musical error descriptors, though they

can be inferred from music theory literature. The intricacies of classifying errors within the

OMR evaluation scope are discussed in Section 3.2.2. This is distinct from natural languages
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where errors, such as prepositional and subject-verb agreement, are well-documented and col-

lectively recognized by the field of Natural Language Processing (NLP). While it might be

possible to categorize errors into a limited set of low-level classes, indicating deletion, insertion,

or replacement of specific glyphs relative to the ground truth, preliminary experiments found

this formulation of the problem to consistently degrade the overall performance of the method.

Separating errors into distinct categories might still assist human correctors in reviewing

OMR outputs, but whether this advantage outweighs the cost of decreased performance is un-

certain without empirical evidence from a user-focused study. Drawing from my own encounters

with OMR output, I hypothesize that this would not be the case. When an error is spotted

in a score, either via the error detector or through the corrector’s own musical intuition, one

typically cross-references against the original scanned score to check the correct rendition. This

will always reveal the nature of the error and the corrective measures required. Thus, explicitly

providing this information in the detector’s results could be superfluous, benefiting only in spe-

cific instances where the resolution of the error can be deduced solely from the error detector’s

output. In contrast, in GED contexts, error detectors usually serve pedagogical applications.

Clearly indicating the rationale behind each error classification in these cases can be highly in-

structive. Consequently, for this project, I limit the scope to binary classification, categorizing

each symbol as either erroneous or correct. Potential future avenues for implementing a more

detailed error detector are discussed in Section 7.3.2.

5.2 Representing Errors in Polyphonic Scores

How does one define an “error” in a musical score? In this research, I take the view that a

human-reviewed and fully corrected transcript of a printed score can be taken as ground truth

as a faultlessly accurate representation of a musical piece, and that any deviation from that

human-reviewed score must constitute an error. Defining the notion of one score deviating from

another requires some procedure to take a difference between two scores (in this case, between

an OMR output and a corrected score). The characteristics of the errors displayed to the user

of the musical error detector will depend on what kind of difference procedure is used and what

underlying musical representation it employs.
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5.2.1 Considerations in Choosing a Representation and Difference Operation

This subsection deals with the question of how to translate a polyphonic, hierarchically organized

file of symbolic music into a form appropriate for both input into a machine-learning model and

conducive to a workable difference operation.

I consider the following criteria in choosing a representation:

• Granular. Given the aim of pinpointing errors with high precision, it is advantageous

for each individual unit of representation to hold minimal information. This ensures that

when identifying an element as erroneous, the error is localized to the smallest possible

segment of the score.

• Low Vocabulary Size. If the representation defines a large number of possible tokens, it

increases the odds of encountering out-of-vocabulary data in test sets or during inference.

This effect is exacerbated by the relatively small dataset I use; many possible tokens would

not be present in the training data for the error detector. The presence of out-of-vocabulary

tokens has been found to significantly degrade the performance of related language models

on NLP tasks (Moon and Okazaki 2021).

• Ability to represent OMR errors. The representation must be capable of representing

purely notational errors that do not affect the sound of the music when performed (e.g.,

errors in beaming, enharmonically equivalent notes, or stem direction).

• Suitability for concisely representing OMR errors. Different representations may

represent the same difference between scores with different numbers of errors. For example,

a deleted accidental may be interpreted as causing many errors, since it affects the pitch

of subsequent notes, or it may be interpreted as only being a single error, since only

one symbol was changed. Often, OMR techniques are grounded in the misidentification

of primitive shapes, and this tendency influences the kinds of inaccuracies induced into

musical scores (see Table 3.1 for a list of common OMR errors). The representation chosen

should aim to represent the kinds of errors introduced by OMR as concisely as possible.

• Suitable for use in a sequence alignment algorithm. In their simplest forms, meth-

ods of finding differences between sequences of elements such as the ANW algorithm only

address scenarios where sequence elements are either identical or different, with no pos-

sibility for partial similarity. Using a representation that assigns multiple values to each
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symbol would require producing a custom set of weights for the algorithm to define when

partial matches are desirable between two elements. It is not clear how such a weighting

system should be designed, or how to judge that one weighting system to be more ap-

propriate for the task than another. Conversely, employing a token-based system, where

every element consists only of a single categorical value, establishes a direct link with the

extensive existing literature on Grammar Error Correction (GEC) and GED that uses this

kind of representation (see Section 2.2).

• Error shape compatible with machine learning. The representation must admit

an error representation compatible with a machine-learning model’s requirements. The

“shape” of the error, when represented as data, should remain consistent across all potential

errors. For instance, the Feed-forward Neural Network (FNN) (Section 4.2.1) and the

Transformer decoder (Section 4.3.3) require as input sequences of a specific length, where

every element of the sequence is a real-valued vectors with a specific dimensionality.

5.2.2 Potential Musical Representations

In evaluating common symbolic music representations for training the error detector, several

existing formats are not suitable. Musical Instrument Digital Interface (MIDI) files, for instance,

lack detailed notational information. Piano roll-like representations, which depict music as a two-

dimensional array, are similarly limited. The Humdrum **kern format, despite containing more

information, fails to uniquely specify certain score elements like beaming configurations and is

therefore also not ideal for this purpose.

A potential candidate for musical representation is the tuple-like form, such as NoteTuple

(Hawthorne et al. 2018). This format represents polyphonic music as an ordered series of multi-

valued tuples, with each tuple element representing different musical attributes like duration,

pitch, beaming, stem direction, and time to the next event.1 This approach could adapt to

various notational phenomena by varying the number and type of tuple elements. Tuple-like

representations are common in music deep learning applications; however, this approach has

limitations for our purpose. However, using a tuple-like kind of representation would require

defining a notion of difference for notes that vary in certain attributes but not others. Notions of

sequence alignment like the ANW alignment (Section 2.4.3) would require special adaptation to

1. Here, the time to next event and duration entries differ only when encoding polyphonic music, where it
can be necessary to encode multiple notes that sound simultaneously but have different start or end times. In
monophonic music, these two entries are always the same.



5.2. Representing Errors in Polyphonic Scores 121

this representation. This would also add an extra layer of complexity for the machine-learning

model to learn.

Hierarchically structured musical data formats like MusicXML and Music Encoding Initia-

tive (MEI) are adept at representing the complexities of polyphonic music. They can be directly

input into specialized deep learning models, such as graph neural networks, which have been

used in some recent studies for symbolic music analysis (Karystinaios and Widmer 2022) and to

aid OMR (Baró et al. 2022). These formats naturally suit the structure of musical scores and are

thus inherently suitable for representing detailed musical information. However, when I began

this research, deep learning architectures designed to capture long-term dependencies in graph-

structured data were not extensively researched, and their implementations were not commonly

available in machine-learning frameworks. Furthermore, while there are musical difference oper-

ations that work on hierarchical data structures, such as those used by MusicDiff and Mupix (see

Section 2.5.2), they are limited in scope; for example, MusicDiff primarily focuses on pitches,

rests, and their timings, excluding other notational aspects. Moreover, generalized methods for

computing differences between graphs, which involve finding the minimal sequence of operations

to transform one graph into another (Delugach and Moor 2005), are computationally more chal-

lenging and less well-studied than the equivalent operations on sequences (see Section 2.4.3).

Given these considerations, the use of graph structures for error analysis in symbolic music was

deemed not sufficiently established for the purposes of this dissertation. However, this area holds

potential for future research, further explored in Section 7.3.2.

Token-based representations, which use individual tokens to represent distinct categorical

values, are a common tool in the field of NLP. In the context of music, token-based formats

can be either semantic, representing precise pitches and musical instructions as interpreted by

performers, or agnostic, which represent symbols as they appear on the page. Figure 3.5 provides

an illustration of both agnostic and semantic encodings for the same musical passage, with

further details on agnostic encodings discussed in Section 3.1.2. An instance of a token-based

representation in music is seen in the study by Hawthorne et al. (2021), focused on Automatic

Music Transcription (AMT). Although their representation does not encompass the full range

of musical notation, it could be expanded to incorporate more comprehensive musical elements

such as beams, articulation markings, ties, and other notational details. For the purposes of

this research, an agnostic token-based representation is more advantageous than a semantic one.

It aligns more closely with three key criteria outlined earlier: it offers higher granularity, has
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a smaller vocabulary size, and is more suitable for representing the errors produced by OMR

processes.

Agnostic representations, by detailing each symbol in a musical score as a separate token,

offer a higher level of granularity compared to most semantic representations. For instance, a

musical element like a dotted eighth note with an accidental would typically be denoted by a

singular token in a semantic representation, containing information about its pitch and duration.

However, in an agnostic format, the accidental, the note, and the dot are each distinct elements.

This granularity allows an error detector to precisely identify which specific token within a

musical element is erroneous.

This approach of separating elements into individual tokens also results in a reduction in the

total number of unique tokens needed to represent a music corpus. The extent of this reduction

depends on the specific semantic and agnostic encoding schemes used. Taking the semantic

MusicXML specification as an extreme case, the <note> element may encapsulate multiple

attributes or sub-elements, like duration, pitch, tied notes, dots, accidentals, stem direction,

dynamics, articulations, and grace notes. A token-based equivalent scheme would necessitate a

large vocabulary, as every possible combination of these musical elements would need a unique

token. In the field of NLP, a strategy employed to manage large vocabularies is to break down

words into smaller subword units. For example, the relatively rare word “suboptimally” can be

segmented into more frequent subwords [sub, optim, al, ly]. This technique is analogous

to the proposed method of using more granular agnostic tokens.

Finally, the types of errors made by OMR are more naturally represented using an agnostic

representation. In a situation where an agnostic encoding identifies a missing accidental, a se-

mantic representation might perceive it as a note pitch being swapped for another. Although

both interpretations are valid, presenting the error as a “missing accidental” is likely more intu-

itive for the end user of the error detector, and more closely aligns with the type of operation

that one would have to perform in a notation editor in order to correct the note.

5.2.3 Agnostic Encoding Scheme

In this section, I specify the agnostic encoding scheme I have developed for use as the input

format for the error detector.

As discussed in Section 3.1.2, agnostic encodings in OMR systems typically serve as an

intermediary stage prior to the final semantic output in formats like MusicXML. For optimal
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performance, it is preferable to have the error detector work directly on the agnostically encoded

output from an OMR process. This approach is advantageous because the conversion from

agnostic to semantic output is often complex and it may conceal critical error-related information

about the OMR process. For example, if an OMR system identifies a discrepancy between

the total duration of the notes in a measure and the duration required by the measure’s time

signature, this signals a probable error in recognition. However, in the transformation to a

semantic format, the system might modify the musical content (such as adding rests) to conform

to the time signature. This alteration ensures the semantic output’s validity and compatibility

with other notation editors but at the same time masks the original error’s nature. Therefore, by

employing an agnostic encoding scheme directly, the error detector can access and analyze these

raw, unaltered signals from the OMR process. This approach prevents the loss of error-indicative

information that may occur during the agnostic-to-semantic conversion process.

To operate the error detector on this internal agnostic representation, however, I would be

constrained to using OMR systems that not only employ a sequence-like agnostic representation

but are also either open-source or provide access to this internal representation. Instead, to

maintain the method’s generality and applicability to any OMR system, I have chosen to treat

OMR systems as black boxes. This approach assumes that only the semantically encoded output

from the OMR process is accessible. Consequently, in order to operate on an agnostic encoding,

I must translate semantically encoded files into an agnostic format as a first step.

In this section, I outline the specific scheme developed for translating semantically encoded

music files into an agnostic encoding. This scheme is largely inspired by the one defined by

Calvo-Zaragoza and Rizo (2018b), but it has been adapted to accommodate a broader spectrum

of phenomena found in Common Western Music Notation (CWMN). The translation scheme

is a critical component of the error detection process, as it ensures that the method can be

universally applied across any OMR systems regardless of its underlying architecture.

To transform musical scores from a semantic format, such as MusicXML or humdrum **kern,

into an agnostic format, I utilize the Python package music21 (Cuthbert and Ariza 2010). The

process begins with parsing the semantically encoded file into a music21 Stream object. This

object hierarchically represents a musical piece as a collection of parts. Each part corresponds

to a staff line in the score and contains a sequence of measures. These measures, in turn, contain

musical elements like notes, rests, and other markings. For multi-part music, this script processes

each part individually and afterwards combines them together into a single sequence of tokens.
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(a) A short musical excerpt.

clef.treble

quarter.noBeam.up.pos1

quarter.noBeam.up.pos3

quarter.noBeam.up.pos5

rest.quarter

barline.regular

half.noBeam.up.pos1

∧
half.noBeam.up.pos3

∧
half.noBeam.up.pos5

rest.half

barline.final

(b) The agnostic encoding of the excerpt.

Figure 5.1: An example of how the caret ∧ token is used in the agnostic encoding scheme. Note
how in chords the ∧ token is used between tokens in the same horizontal position.

For the agnostic encoding of a single staff in polyphonic music, I implement a procedural,

deterministic set of rules to systematically represent musical symbols. A detailed description

of how the agnostic encoding scheme treats each type of musical symbol, detailing unique edge

cases and exceptions, can be found in Table 5.1. The process involves listing all symbols on

the staff sequentially from left to right. In cases where two symbols occupy the same vertical

space, such as notes in a chord or an articulation mark above a note, they are encoded in order

from the bottom symbol to the top symbol. To differentiate between symbols that are adjacent

horizontally and those that are adjacent vertically, I introduce a unique token containing a

caret symbol ∧. This token is placed between tokens that are vertically adjacent. Additionally,

tokens that hold semantic significance in their vertical positioning on the staff are paired with

a position attribute. This attribute indicates the vertical location of the glyph relative to the

staff lines. A note positioned on the lowest space of the staff is assigned a position of 0, while

a note on the line immediately above this line is given a position of 1. This pattern continues

upwards, with each subsequent line and space receiving a higher position value. See Figure 5.1

for a simple example of how the position of each note on the staff is encoded and how the ∧ icon

is used to mark chords. This encoding strategy ensures that each symbol’s spatial relationship

to the staff, whether horizontal or vertical, is preserved in the agnostic format.

The fundamental set of musical symbols I consider is as follows: notes (including grace

notes), rests, augmentation dots, clefs, time signatures, accidentals, articulations, dynamics,

ties, slurs, barlines, and tuplet indicators. This categorization is broader than many OMR
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methods, which describe noteheads, stems, beams, and flags as distinct shapes. My approach

aims at translating already-encoded semantic music files, which inherently assume the correct

placement of note stems and that beams are connected to the appropriate notes. Therefore,

treating these aspects of CWMN as distinct tokens would contribute no additional information

to the agnostic encoding.

In most cases the semantic-to-agnostic conversion procedure is unambiguous. However, spe-

cific situations demand that I work out how a semantically encoded music section would be

represented in an engraving to decide the precise sequence of agnostic tokens. These can be

scenarios where incorporating extensive automatic engraving logic into the encoder would be

necessary for total consistency. In these instances, I prefer to underspecify the relative positions

of elements on the page, permitting the encoding to retain a level of imprecision. I prioritize

simplicity and consistency, opting for representations that may not correspond to an aestheti-

cally appealing score and instead leaning towards choices that minimize the overall vocabulary

size of possible tokens.

After converting each staff from a semantic music file into an agnostic representation, these

sequences need to be collected into a single sequence suitable for input into a machine-learning

model. My approach concatenates each measure of every system in the score according to their

visual sequence on the page. To start, the first measure of the first part is presented, followed

by the first measure of the second part, continuing this pattern until the first measures of every

part in the score are concatenated together. Then, a unique backToTop token is appended before

the sequence continues: concatenating the second measure of the first part, the second measure

of the second part, and so on.

This method of interleaving the parts by measure is based on the assumption that the model

would benefit from information on vertical harmony and polyphonic texture. Consequently,

it would be advantageous for events that are temporally close to also be proximal in the se-

quence of tokens. While other strategies to unify multiple polyphonic staves into a singular

one-dimensional token sequence exist (e.g., interleaving based on events within each beat), a

denser interweaving of system staves results in errors confined to a single staff becoming dis-

persed, making them less precisely represented when processed with an ANW alignment.

In Figure 5.2, I provide an example of a two-measure music snippet and its corresponding

agnostic encoding, created specifically to demonstrate various glyphs and edge cases in the con-

version algorithm. Key phenomena in both the score and the agnostic encoding are highlighted
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• Blue Highlight: Courtesy accidentals, like the natural sign here, are included in the agnostic

representation only if they are explicitly marked in the semantically encoded input. The

position of the eighth rest in this engraving is not on the central line of the staff due to

the presence of two simultaneous, rhythmically independent voices, a detail not reflected

in the agnostic representation.

• Orange Highlight: In cases where a single staff has multiple voices with barred notes, this

agnostic scheme can create ambiguity regarding which notes are barred together. While

context may make the proper reading unambiguous in simpler passages, more complex

sections might present challenges.

• Blue-Green Highlight: Notes played simultaneously are treated as having the same hori-

zontal position, even if they are offset in the engraving. For instance, the dotted-quarter

F is notated as if it is directly above the EZ, even though it is engraved slightly to the side.

Articulation marks, like the one written below the two half notes but appearing above

them in the agnostic encoding, are positioned based on the note stem direction. I assume

all articulation marks to be above the note for notes with downward stems and below the

note for upward stems.

The intent of this system is to be able to represent all musical pieces in CWMN, but the

described encoding mechanism does not guarantee a distinct agnostic representation for every

score. In instances where a single staff indicates multiple voices with varying rhythmic structures,

like those observed in orchestral compositions or intricate piano pieces, the scheme as presented

fails to differentiate notes from one voice and notes in another. This limitation is evident in

the second measure of the musical excerpt in Figure 5.2. Here there are two groups of two

eighth notes beamed together, but the encoding does not explicitly note which eighth notes

beam to which other ones. In this particular case, the correct reading is obvious from context,

as the notes are distant in pitch, but if these notes were close in range the ambiguity would not

always be resolvable. Consequently, an accurate recreation of the original semantic score from

its agnostic counterpart may not always be feasible. However, since the agnostic encoding step

serves only as a specialized data preprocessing step to convert the data into a form appropriate

for machine learning, it is not necessary that it be perfectly reversible or faithful to the original

score; all that matters is that it retain enough musical information that the model can learn

from it.
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The goal of this error detector system is not just to make predictions on agnostically encoded

sequences, but to annotate a semantically encoded file with the predicted locations of errors,

rendering the results human-readable. Converting from an agnostic representation back into

a semantic representation is a nontrivial task and an area of research in itself (see Section

3.1.2), so I avoid this. Instead, when converting from a semantic to an agnostic format, I retain

additional indices that note the part, measure, music21 object, and chord position from which

each agnostic token is derived. I refer to this as the agnostic-to-semantic alignment of the score.

After inference with the error detector, each token’s prediction can be cross-referenced back to

a unique object or object attribute in the music21 stream, and from there referenced back to

the original semantically encoded score. This allows the identification of which element of the

score corresponds to which agnostic token when highlighting errors.

5.2.4 Defining Errors with the Affine Needleman-Wunsch Aligment

Given two passages of music in agnostic format as defined by my encoding scheme, I define

the error between them using the ANW alignment algorithm, which itself is described in detail

in Section 2.4.3. The ANW alignment produces an alignment record showing what kinds of

operations, one would need to perform on one sequence to transform it into another, where an

operation is either a deletion, an insertion, or a replacement. The error detector operates by

predicting, based on OMR output that needs to be corrected, a simplified version of this record

of necessary operations. In effect, it answers the question: Given a musical score that contains

errors, at which positions would you need to perform operations to correct those errors, according

to an ANW alignment?

Figure 5.3 illustrates an ANW alignment between two music excerpts in agnostic format,

along with the corresponding record of operations. Note that the length of this operation record

does not match that of either musical input sequence. Its length is always equal to the length of

the shorter of the two sequences plus the number of insertions and deletions necessary to turn one

into the other. Training a machine-learning model to replicate a variable-length operation record

would resemble more the task of sequence-to-sequence translation rather than error detection,

which is feasible. However, it would no longer produce a binary classification on individual

input tokens, and instead give a list of operations. The problem here is that the association

between operations and sequence positions is dependent on the model having predicted the

correct number of operations. For example, consider the sequence of operations in the third
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(a) A correct score (top) and version with OMR er-
rors created by PhotoScore (bottom).

Original OMR Operation
barline.regular barline.regular SAME

8th.up.start.pos2 _ INSERT

accid.pos1.natural accid.pos1.natural SAME

16th.up.continue.pos1 16th.up.start.pos1 REPLACE

dot.pos-2 dot.pos-2 SAME

∧ ∧ SAME

16th.up.end.pos0 16th.pos0.end SAME

dot.pos-1 dot.pos-1 SAME

∧ ∧ SAME

8th.up.start.pos1 8th.up.noBeam.pos1 REPLACE

accid.pos-1.sharp accid.pos-1.natural REPLACE

dot.pos-3 dot.pos-3 SAME

_ ∧ REPLACE

8th.up.end.pos-1 8th.up.noBeam.pos-1 REPLACE

_ 8th.rest DELETE

barline.regular barline.regular SAME

(b) The Needleman-Wunsch alignment between the agnostic encodings of
the two measures. The Operation column shows the operations needed
to change one column into the other.

Figure 5.3: Mendelssohn’s Quartet No. 1 in E♭ Major Op. 12, Mvt. 2, measure 10, 2nd violin
part. Two measures are shown, one with OMR errors, along with the result of their ANW
alignment.

column of the table in Figure 5.3. What if, instead of predicting five SAME operations in a row in

the middle of this excerpt, the model had predicted six? In that case, the subsequent REPLACE

and DELETE operations would be shifted over by one space, and there is no way to deduce from

the model’s predictions alone which tokens it originally meant to replace or delete. For this

reason, I abandoned the notion of directly predicting the record of operations.

To adhere to the task of binary sequence classification, I must adjust the operation record

such that each token has exactly one corresponding operation. I do this by removing all runs

of insertions (that is, places where one would need to insert a token in order to correct the

OMR output) and marking the token immediately before the gap as an error instead. This

discards information not only on what kinds of operations must be done at which points, but

all information on how many tokens must be inserted to correct a score, when an insertion must

be made. Figure 5.4 shows how this method marks tokens as erroneous in a measure of music.





5.3. Dataset Composition 133

5.3 Dataset Composition

In this section, I detail the datasets for the experiments in Chapter 6 to assess the performance

of the error detector. The ideal dataset for training an error detector to identify OMR errors

would consist of a large collection of musical scores in symbolic format with OMR mistakes.

These scores would be paired with their corrected versions and the images used to generate the

symbolic files through the OMR process. With such a dataset, a supervised training approach

would be straightforward. I would perform an ANW alignment between a corrected score and its

erroneous OMR counterpart, deduce the error positions from the operations record as outlined

in Section 5.2.4, and then train a model with the erroneous score as input and the deduced

errors as the binary targets for prediction.

However, a dataset of this size and specificity does not exist. Producing it would demand

considerable effort and time. Automating OMR processes at the scale required for deep learning,

using current commercial tools, is challenging as the workflow of all existing tools assumes an

amount of human interaction in the process to check for errors. Additionally, I assume that

each music genre will necessitate a distinct error detector model, so an ideal approach would

permit training with a limited database of OMR errors. Therefore, I seek to develop a method

that leverages a modestly sized dataset of natural OMR errors and their corresponding corrected

scores. I refer to errors artificially integrated into correct scores for training data creation as

synthetic errors, while errors stemming from an OMR process on an actual score image are

termed natural errors. Training occurs first on synthetic errors introduced into a larger dataset

of error-free scores, followed by a fine-tuning step that trains on the small dataset of natural

errors.

5.3.1 Dataset of OMR Errors

The datasets of natural OMR errors used for training the error detector are the Mendelssohn

String Quartet Dataset (MSQD), assembled by deGroot-Maggetti et al. (2020) and the OpenScore

String Quartets (OSSQ) corpus, assembled by Gotham et al. (2023). These sources provide a

wide range of OMR errors for analysis and model training.

The MSQD was specifically compiled for a case study focused on correcting scores post-OMR

processing (deGroot-Maggetti et al. 2020). It includes six of Mendelssohn’s string quartets, to-

taling 24 individual movements. Each movement is available in four distinct versions: the initial
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output from PhotoScore’s OMR process (refer to Section 3.3) and three subsequent versions,

each revised and corrected by different human reviewers under increasingly strict correction cri-

teria. The fourth and final version is considered entirely accurate. The MSQD is unique in

that it provides both corrected score versions and their corresponding OMR-processed counter-

parts. Additionally, the dataset enables evaluation of the error detector’s capability to identify

errors commonly overlooked by humans during initial correction passes. Figure 5.4 shows an

excerpt from one of these quartets, showcasing the original scanned image used in PhotoScore,

the resulting raw MusicXML output, and the error locations as determined by the error scheme

defined in Section 5.2.4.

The OSSQ project is an initiative that seeks contributions from skilled transcribers to symbol-

ically encode historically significant string quartets that currently lack public-domain symbolic

encodings (Gotham et al. 2023). These quartets are transcribed from public-domain scans avail-

able on International Music Score Library Project (IMSLP), with each score transcribed and

then reviewed by at least two distinct musical experts. The scores transcribed come from a vari-

ety of sources, including low-resolution flatbed scans of modern printed editions, high-resolution

photographs of historical printed sources, and some digitally engraved Portable Document For-

mat (PDF) files. Scores in this dataset are not paired with versions containing OMR errors,

but since each score is associated with a publicly available scan, it is straightforward to create

this data. For each fully transcribed and reviewed quartet within the OSSQ, I retrieve the

corresponding score scans from IMSLP and process them using PhotoScore to produce new

MusicXML files containing natural OMR errors. The only interaction I have with the process

is within the PhotoScore correction interface, where I ensure the correct identification of the

number of staves on each page and that the staves are grouped correctly into systems of four

parts.

Several string quartets transcribed by the OSSQ project are not suitable for inclusion in this

dataset. Some quartets, being 20th-century atonal pieces, are excluded due to concerns about

providing the model with highly unpredictable input. Others, transcribed from handwritten

score scans, are also excluded since the handwritten score recognition engine in PhotoScore

differs from the one for printed scores; for dataset uniformity, it would be preferable to have

a consistent source of natural OMR errors, since OMR on handwritten scores is a much more

difficult problem. Finally, some particularly degraded scans caused PhotoScore to crash or to

output a score too corrupted to be read by other programs, and I discard those as well.
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From the OSSQ I was able to collect 46 additional string quartets and versions of them con-

taining natural errors. Most of these string quartets are four-movement pieces, but a substantial

minority, mostly written by Joseph Haydn, are shorter one-movement pieces. Combined with

the existing six quartets from the MSQD, this dataset contains a total of 52 pieces containing

natural errors.

5.3.2 Synthetic Dataset

I now outline the composition of the large dataset containing correct scores into which I will

introduce synthetic OMR errors. I refer to this dataset as the synthetic dataset. It would be

ideal for this dataset to be as consistent as possible in genre, focusing specifically on a single era

of music to match the contents of the MSQD and the scores from the OSSQ. However, there

only exist so many Classical and Romantic string quartets, and even fewer for which high-quality

symbolic transcriptions are freely available. Consequently, I compile a dataset comprising string

quartets and other four-part scores from the 19th century and earlier, excluding contemporary

genres where the concept of an “obviously wrong note” is less clear. The most modern piece

included is Claude Debussy’s String Quartet in G Minor, initially published in 1893. While

I could have incorporated music from the same period and style but with diverse ensembles,

I prioritize consistency in instrumentation. Notably, solo piano scores typically have a higher

note density than string quartet staves, suggesting that the nature of OMR errors in solo piano

scores would notably vary.

The synthetic dataset I have assembled is composed of several existing datasets:

• Kernscores-Quartets: Every symbolic file in Kernscores2 that is a string quartet. This

comprises the complete string quartets of Haydn, Mozart, and Schubert.

• The Annotated Beethoven Corpus (ABC): A corpus containing all of Beethoven’s

string quartets (Neuwirth et al. 2018). The accompanying annotations, for which the

corpus is named, are not used.

• The subset of the OSSQ: I mention above that not every string quartet transcribed

by the OSSQ was suitable for inclusion in the small dataset containing natural errors. If I

was unable to retrieve a workable score from running PhotoScore on a given piece’s public

domain scans, I add its human-corrected version to this dataset instead.

2. http://kern.ccarh.org/
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Table 5.3: A table showing the composition of the dataset assembled for training the error
detector. Here ABC stands for the Annotated Beethoven Corpus and OSSQ is the OpenScore
String Quartets corpus.

Dataset # symbolic files # tokens # tokens after transpositions

Kernscores 361 1, 270, 746 3, 812, 240
Musescore 210 1, 185, 855 5, 637, 895
ABC 70 393, 125 1, 179, 375
Subset of OSSQ 9 190, 248 570, 745

Total 650 3, 554, 933 17, 034, 095

• Musescore-Quartets: Musescore is, in addition to being a popular free music notation

application, a website3 where users are invited to upload original music, transcriptions,

and arrangements for download and comment by other users. I downloaded every file I

was able to access on the MuseScore service that was a string quartet and went through

each of them to manually exclude all those that were, in terms of style, too modern for a

model to learn anything from it applicable to Classical or Romantic patterns of tonality

and structure.

To further increase the size of the dataset, I include two transpositions of each file: a version

transposed a second up, and another transposed a second down. I restrict the transpositions to

these two in order to keep the transposed pieces mostly within the range of the instruments of a

string quartet. These transpositions are performed by music21’s built-in transposing function-

ality, and so the pieces are not re-engraved by a notation editor in the process. Table 5.3 shows

a breakdown of the number of tokens in the agnostic encodings of each segment of the dataset,

as well as the number of tokens in the datasets after augmentation by transposition.

5.3.3 Data Augmentation

This section details the data augmentation techniques employed to generate additional training

data for the error detector by introducing errors into the large dataset of human-corrected

string quartets. These techniques draw inspiration from comparable data augmentation methods

common in GEC and GED domains, as detailed in Section 2.2.1.

The primary objective is to emulate errors similar to those that PhotoScore might introduce,

ensuring that they are similar to those observed in the smaller dataset containing natural errors.

The dilemma faced here, though, is that the OMR errors are themselves complicated enough

phenomena that accurately modeling them would require machine-learning methods. This im-

3. https://musescore.com/
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plies that a portion of the datasets containing OMR errors would need to be reserved to train

this error emulation model. Additionally, this segment of the dataset must be isolated from

the test data to prevent the model from encountering information from identical pieces during

both its training and testing phases, as a matter of data hygiene. In contexts like GEC and

GED, such error generators use sequence-to-sequence models, which function in a manner akin

to automatic language translation systems. This approach is not viable here, given the limited

size of the OMR dataset. A model that is powerful enough to be capable of recreating those

errors would overfit if only given a small amount of training data. In effect, the technique I have

proposed to ameliorate the data scarcity problem itself faces a data scarcity problem.

Another reason that I do not pursue a more complicated sequence-to-sequence model is

that I plan to generate augmented data on the fly. This will add synthetic errors to each

individual batch of agnostic sequences during training, which would allow for an effectively

unbounded amount of augmented data. It is important that the augmentation method be fast

enough to not cause a bottleneck in the training loop. When generating sequences, sequence-

to-sequence models (including the Recurrent Neural Network (RNN) and the Long Short-Term

Memory (LSTM); see Section 4.2.4) require a number of evaluations proportional to the length

of the sequence itself. Given the volume of training data needed, using a sequence-to-sequence

model to generate errors as part of the training loop would slow down the training process.

In practice, though sophisticated error generation methods do tend to yield better training

performance in other fields, it is not necessary that a deep learning model for error detection or

correction be trained on errors that exactly match the characteristics of the errors one is trying

to correct in all respects (See Section 2.2.1 for discussion of this point in the context of GEC

and GED). In the subsections below I describe three data augmentation procedures that aim to

strike a balance between generating synthetic errors that closely resemble natural OMR errors,

efficiency in using only small amounts of data for analysis, and simplicity in model design so

that they do not overfit. The impact of each data augmentation method on the performance of

the resultant model is separately assessed in Chapter 6.

5.3.3.1 Simple Data Augmentation

The canonical method of generating synthetic errors is to introduce random noise into data with

some intensity. This method does not require using a portion of the dataset for error analysis.

For each token in an agnostic music sequence, I independently decide whether or not that token
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will be modified given a modification probability between 0 and 1. Then, for all tokens marked

with modification, perform one of three possible operations with equal probability:

• INSERT another token into the sequence one space ahead, randomly chosen from the vo-

cabulary of agnostic tokens based on its overall prevalence in the training data.

• REPLACE the token with some other token, randomly chosen from the vocabulary of agnostic

tokens based on its overall prevalence in the training data.

• DELETE the token.

Since this method chooses randomly from the full vocabulary of tokens, it is possible for the

generated agnostic sequence of tokens with errors to be musically impossible, in that it does

not correspond to any possible engraving of music. It could generate phenomena like clefs in

the middle of chords, notes with beams that start and never end, and accent marks applied to

glyphs that are not notes. I hypothesize that a machine-learning method trained on this kind

of data could perform relatively well just by identifying things that are impossible to engrave,

and a model trained in such a way may not extrapolate well to subtler kinds of errors. This

motivates the design of more sophisticated methods of generating synthetic errors.

5.3.3.2 Probability-Based Data Augmentation

To enhance the realism of synthetic OMR-like errors introduced into sequences of agnostic

tokens, it is necessary to acquire statistical data on the typical errors made by PhotoScore’s

OMR system, particularly in the context of string quartets. For this purpose, I allocated a small

segment of the natural OMR errors dataset for detailed error analysis. This subset consists

of eight pieces, including only individual movements and single-movement works, selected to

represent a range of OMR output qualities. For each piece, an ANW alignment is performed

between the OMR output and its manually corrected version. This alignment process enables

the extraction of statistics on how different types of musical symbols are typically affected by

the OMR process. Table 5.4 illustrates the typical outcomes for quarter rests and quarter notes

on the top line of the staff in scores processed by PhotoScore.

As one might anticipate, these symbols most often remain unchanged (indicated by the SAME

operation, signifying no error by the OMR process), with deletion (DELETE operation) being

the most frequent error. These gathered statistics form a probability distribution from which
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Table 5.4: An example probability distribution analyzed from the OMR data, indicating the
types of operations that the OMR process most commonly performs on quarter rests (left) and
quarter notes on the 10th position of the staff, sitting just above the top line with stem pointing
down (right). The right column (P) of each table notes the probability of each operation. Only
the first few most common operations are shown for each.

Operations on quarter.rest

Operation P
SAME 0.627
DELETE 0.142
INSERT 8th.rest 0.032
INSERT barline.regular 0.032
REPLACE 8th.rest 0.013
REPLACE ∧ 0.009
INSERT quarter.rest 0.007
REPLACE whole.rest 0.003
INSERT quarter.pos5.noBeam 0.003

...

Operations on quarter.noBeam.down.pos10

Operation P
SAME 0.776
DELETE 0.042
INSERT ∧ 0.041
INSERT rest.quarter 0.012
REPLACE rest.quarter 0.012
INSERT articulation.accent.pos10 0.010
REPLACE rest.eighth 0.009
INSERT rest.eighth 0.008
REPLACE duration.dot.pos10 0.006

...

I sample for each symbol in an agnostically encoded piece. Based on the sampled outcome,

the corresponding operation is applied to each symbol. If the SAME operation is selected, the

symbol remains unaltered. The probability distributions have long, thin tails with the majority

of the probability mass concentrated on a few common errors. Consequently, this method is less

prone to generating musically implausible agnostic sequences than simpler data augmentation

techniques. Importantly, a symbol can only be replaced by another symbol if such a substitution

has been observed at least once in the OMR error analysis dataset. This constraint ensures that

the augmented errors remain grounded in realistic OMR error patterns.

5.3.3.3 Probability-based Data Augmentation with Heuristics

Observations of OMR output from PhotoScore reveal a noticeable tendency for errors to cluster

or “clump” together, rather than being evenly distributed throughout a piece. Factors such as

smudges on the original page or densely notated sections often lead to a series of contiguous

errors, whereas cleaner and sparser sections may be error-free for extended stretches. The

probability-based data augmentation method previously described does not account for this

phenomenon, as it treats each token independently. In my preliminary experiments using this

augmentation approach, I observed that the resulting models were significantly more adept at

identifying isolated errors rather than sequences of consecutive errors. I hypothesize that this

discrepancy arose because the models were seldom exposed to prolonged error sequences during

training.

Instead of using a more complex error generation model, I use a heuristic method to force
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I created this heuristic to have as few modifiable parameters as possible, to ensure that it

would not overfit to the types of errors that are in the data. Instead of tuning it to match actual

metrics of the data, I manually changed the values of s and the average length of runs in the

algorithm for clumping until the errors generated were similar to the ones in the OMR dataset

by visual inspection.

5.4 Machine-Learning Architecture

I have chosen the Long Short-Term Universal Transformer (LSTUT) as the primary machine-

learning architecture for the error detection task. The detailed specifications of the LSTUT and

the rationale behind selecting it over other architectures are thoroughly discussed in Section

4.3.5. The LSTUT is a Universal Transformer bookended by two bidirectional LSTM layers, as

detailed in Section 4.2.5. The core of this architecture, the Universal Transformer, is a variant of

the vanilla Transformer. It consists of stacked multi-head self-attention layers, with the distinct

feature that all these layers share the same weights. Conceptually, the Universal Transformer

can be understood as a single multi-head self-attention layer that processes the input repeatedly

over multiple iterations.

In implementing the network, instead of using the full Query-Key-Value (QKV) self-attention

mechanism, which requires O(n2) memory relative to the input sequence length, I opt for a

kernel-based linear attention mechanism. This approach is described in Section 4.3.4.3. The

specific version of linear attention utilized in this study is sourced from the fast-transformers

Python package4, an extension to the PyTorch machine-learning framework (Paszke et al. 2017).

The full set of architectural parameters that define an instance of the LSTUT is as follows:

• The input sequence length n. When using full O(n2) self-attention, sequence length is

not a required architectural specification; with the linear attention implementation I use,

however, it must be specified ahead of time.

• The size of the token embedding e that the model operates on.

• The number of Bidirectional LSTM Layers l in the pre- and post-Universal Transformer

LSTMs.

• The number of heads h in each self-attention layer.

4. https://fast-transformers.github.io/
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• The hidden dimension d of each self-attention mechanism (i.e., the size of the Queries

and Keys that each embedded token is projected to before linear dot-product attention is

performed).

• The size f of the fully connected layers in each self-attention layer.

• The recurrence depth r of the linear multi-head attention step. This controls how many

times the chain of self-attention layers will be applied to the input before moving on to

the final LSTM.

For training the model, I employ the Adam optimizer, adhering to the default settings

provided by its PyTorch implementation. To speed up the convergence of the training process, a

cyclic learning rate scheduler is utilized (as outlined in Section 4.2.3). This scheduler alternates

the learning rate between a specified minimum and maximum rate across every 32 training

epochs. After each cycle, the maximum learning rate is halved, resulting in a gradual reduction

in learning rate over time. Most aspects of the training procedure rely on default configurations

set by PyTorch or the fast-transformers package. The kernel function for computing linear

self-attention is left as its default formula: φ(x) = ELU(x) + 1, where ELU is the Exponential

Linear Unit (detailed in Section 4.2.1). Similarly, the Gaussian Error Linear Unit (GELU) is

consistently used as the activation function in both the self-attention and LSTM layers.

The chosen loss function for training is the binary cross-entropy loss (referenced in Equa-

tion 4.15). This function is weighted to favor the identification of positive (erroneous) sequence

elements, aligning the weighting with the proportion of erroneous tokens present in the OMR

dataset. Although the Matthews Correlation Coefficient (discussed in Section 4.1.1) was consid-

ered as an alternative loss function, due to its potential suitability for high-recall tasks, it was

found that training with this metric required more memory and exhibited less reliable conver-

gence patterns compared to the binary cross-entropy approach.

5.4.1 Architectural Hyperparameter Search

The LSTUT is a specialized architecture in machine learning, designed specifically for analyzing

the long-term dependencies of polyphonic symbolic music. Due to its niche application, there is

no established “standard” configuration for the LSTUT in the broader machine-learning litera-

ture. Given the significant resources required to train deep learning models, including those with

efficiency enhancements like kernel-based linear attention, it is impractical to exhaustively test
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Table 5.5: A set of architectural parameters that define the Modified LSTUT, the values for
each of them that are searched through in the randomized parameter search, and the value for
each that was found to be optimal.

Description Parameter Values Searched Optimal Value

Sequence Length n {64, 128, ... 2048} 512
Embedding size e {64, 128, ... 2048} 256
LSTM layers l {1, 2, 3} 1
Attention Heads h {4, 5, ... 14 } 12
Hidden dimension d {32, 64, ... 1024} 256
Fully Connected Dimension f {64, 128, ... 2048} 2048
Recurrence depth r {1, 2 ... 6} 4

every possible combination of hyperparameters for the LSTUT. To circumvent this challenge,

I conducted a series of shorter training runs with partially randomized hyperparameters. The

primary objective of these preliminary runs was not to identify an absolutely optimal architec-

ture but to ascertain a reasonable range for each hyperparameter. This strategy is instrumental

in understanding the relative significance of each parameter to the overall performance of the

model. The insights gleaned from these initial experiments shape the design of the more com-

prehensive experiments presented in Chapter 6. By determining a viable set of hyperparameter

values through these preliminary tests, the subsequent experiments can be more focused and

efficient.

I ran these preliminary tests using the same setup that I will use in the main experiments,

with the only difference being that every trial is restricted to run for no more than 90 minutes.

This setup is described in detail in Section 6.1.1. Runs were conducted on a compute node

containing four 12GB Graphics Processing Units (GPUs), for a total of 48 GB of memory.

Changes in each of these architectural variables have a significant effect on the the memory

usage and training time of the model. I filtered out architectures that would cause the training

process to run out of memory (e.g., architectures with high values for more than one of d and

r), which also enforces a trade-off between parameters that are costly to increase. I also filter

out those parameter sets that would significantly underutilize the total GPU memory available.

The models in these runs contained between three and six million trainable parameters each.

I conducted 48 trials, utilizing randomly chosen values for each parameter. Each potential

architecture was initially trained to detect synthetic errors added to agnostic music sequences

through the data augmentation method outlined in Section 5.3.3.3. Once the model converged

on this task, it was fine-tuned on a collection of real OMR errors from the dataset described

in Section 5.3. A predetermined training duration was set for each trial, after which they were
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assessed using a test set of reserved data containing real OMR errors. Due to the short training

time, I did not use a cyclic learning rate scheme (Section 4.2.3), as for some runs there would

not be enough total epochs for a full learning rate cycle to pass. For each parameter, I identified

the specific value that resulted in the minimal average validation loss across all the trials it was

a part of. This value was then presumed to be the ideal setting for the corresponding parameter.

Table 5.5 presents the outcomes of this architectural exploration, alongside the sets of potential

values for every parameter that underwent scrutiny.

This process is grounded in the assumption that every parameter exerts a distinct, linearly

separable influence on the network’s operation. This assumption was made to avoid the need

to examine every conceivable combination of parameters. Although this does oversimplify the

effects of hyperparameters, it is an assumption that aligns with both theoretical frameworks

and practical observations. Empirical studies centered on deep-learning LSTM tasks have found

that hyperparameters largely operate independently of one another in terms of their effect on

model performance (Greff et al. 2017). Additionally, such assumptions are commonly used when

performing hyperparameter explorations on large models, as described in Section 4.2.3.

5.4.2 K-nearest Neighbors Baseline

In the absence of comparable studies for benchmarking my method, I developed a simple error-

detection model based on the K-Nearest Neighbors (KNN) method, drawing inspiration specif-

ically from the nearest-neighbor windows approach by Yu et al. (2014), as detailed in Section

2.1.2. However, this method was designed for real-valued signals, whereas my approach deals

with sequences of categorical tokens, so I have modified it accordingly.

To adapt the nearest-neighbor window approach for categorical data, it is necessary to es-

tablish an embedding that converts categorical tokens into real-valued vectors within an n-

dimensional space. This technique, common in the field of NLP, enables the definition of a

distance metric between tokens. For effective KNN-based error detection, it is necessary that

tokens with similar musical meanings are mapped to numerically proximate vectors, while highly

dissimilar tokens are represented by vectors that are distant from one another. For instance, all

quarter notes should be relatively close in the embedding space, with quarter notes positioned

higher on the staff being slightly more distant from those lower down than from each other.

To achieve this, I employ the word2vec technique from the field of NLP (Mikolov et al. 2013).

This method involves training a straightforward one-layer FNN on a task that requires filling
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in missing tokens. This training process effectively teaches the network about the similarities

between tokens based on how often they are substituted for each other in a dataset. For gener-

ating these token embeddings, I use the extensive dataset of correctly notated string quartets.

The result of this training is a representation of each type of agnostic token as a 5-tuple of real

values.

Having established the embeddings for each token, I next implement the nearest-neighbor

windows method. In this approach, the context of each token is represented by concatenating the

embeddings of the tokens preceding and following it. For instance, if the embedding dimension is

set to 5, then the nearest-neighbor window of size 1 around any token will have a dimensionality

of 10. Consider a sequence of embedded agnostic tokens T , representing an entire piece of music

with length n. Let ti be the embedding of the token at position i, and wi be the nearest-neighbor

window of size 1 centered on position i. The predicted error score E(i) of the token at position

i is then defined as

E(i) = ||ti − tj ||, where j = argmin
x≤n

||wi − wx||. (5.2)

Intuitively, the equation’s right-hand side under the argmin operation asks the question:

“Which other token in this sequence possesses a context most similar to the context of token

i?” The equation’s left-hand side compares distances between the tokens themselves, assigning

a high value (indicative of a predicted error) when the tokens are dissimilar. This formulation

initially considers only a single nearest neighbor. A more robust method involving any number

of k nearest neighbors is shown in Equation 5.3.

Ek(i) =
1

k

k
∑

m=0

||ti − tjm ||, where j0...jk = argmin
x1,...xk

k
∑

m=0

||wi − wxm || (5.3)

This modification instead identifies the k closest nearest-neighbor windows to the window

wi, and takes the difference on the left to be the average distance from ti to all the corresponding

indices. This model is predicated on the assumption that tokens with similar contexts should

themselves be similar. Under this framework, errors are defined as tokens that deviate from

their expected contexts. For instance, if, in the entirety of some musical piece, all eighth notes

are flanked on both sides by two eighth rests, none will be labeled as errors, as they all share a

consistent context. However, should one of these eighth notes be adjacent to a different token,

it would be identified as an error, given its deviation from the standard eighth note context.
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5.5 Data Pipeline, Training, Testing, and Inference

Finally, in this section I describe how all of the mechanisms described in this chapter come

together into a data preprocessing stage, a training loop, a testing procedure, and an inference

procedure for the experiments in Chapter 6.

5.5.1 Data Preprocessing

The preprocessing phase entails transforming the symbolic music files with semantic encoding

from both the OMR errors dataset (Section 5.3.1) and the synthetic dataset (Section 5.3.2). For

both datasets, the entire set of MusicXML and humdrum **kern files undergoes the conversion

process from semantic to agnostic, as described in Section 5.2.3.

For the synthetic dataset, the resulting agnostic sequences are saved in an intermediate data

file. Since these sequences will have synthetic errors introduced during training, no additional

preprocessing is needed. For the dataset of natural errors, I first pair up the agnostic represen-

tation of each piece in both its human-corrected and OMR output forms, and perform an ANW

alignment between each pair. Using the results of this alignment, errors in the OMR-processed

pieces are identified using the procedure described in Section 5.2.4. This procedure marks each

token in the OMR-processed scores with a binary label of either 0 or 1, establishing the ground

truth of error locations. A select few pieces from the dataset containing OMR errors are chosen

for error analysis. This aids in training the mechanism responsible for introducing errors into

the synthetic dataset, as outlined in Section 5.3.3.2. The rest of the pieces, now labeled with

errors, are divided into training, validation, and testing subsets. These partitioned sets are then

stored in a data file, ensuring they can be effortlessly incorporated into the model during the

training phase.

5.5.2 Training, Validation, and Testing

The training process is summarized by the diagram in Figure 5.6. While training with synthetic

data, errors are integrated into the dataset on a per-batch basis. This approach allows the inte-

grated errors to vary with each batch, thus training the model with an effectively limitless volume

of data. Each batch is subject to error incorporation using one of the three data augmentation

strategies, potentially employing statistics related to OMR error features. The sequence contain-

ing errors is then matched against the original, correct sequence using an ANW alignment. This
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produces a sequence of binary ground-truth labels that mark error positions within the sequence

on a per-token level. The result is paired sets of input sequences and target sequences, which

serve as training data for the model. When using the natural OMR errors for training, this step

is not needed because the sequences were already aligned during the preprocessing phase.

During the model’s training phase, the agnostic tokenization of each musical piece is zero-

padded into a length that is a multiple of the input sequence length of the machine-learning

model, so it can cleanly be divided into sequences of equal length. There are multiple possible

methods of combining the synthetic and natural datasets for training; these are described in

Section 6.1.1.1, which discusses the designs of specific experiments. In the majority of the

experiments conducted, initial training is carried out on augmented synthetic data for several

epochs and later undergoes fine-tuning on the smaller dataset containing natural OMR errors

until the training process converges.

Regardless of whether the errors are natural or synthetic, the sequence containing errors is

passed through the machine-learning model, resulting in a real-valued error prediction for each

agnostic token. These predicted errors are then compared with the errors found by the ANW

alignment, using the binary cross-entropy loss (Section 4.2.1), and the resulting loss score is used

to update the weights of the model.

As shown in Figure 5.7, the validation step is identical to the training step but using a

separate, smaller database of string quartets set aside for this purpose, and there is no need to

update the weights of the model. Instead of the binary cross-entropy loss, I take the normalized

recall score (Section 4.1.3) as a validation metric, so that I can optimize for this score instead.

Training ends using an early stopping scheme, that detects when a certain number of epochs

have passed without any improvement in the validation score.

Testing on OMR data is identical to the validation procedures in Figure 5.7. For every

test case, I fetch a piece in agnostic format containing natural OMR errors along with its

corresponding per-token error labels. From there, the process is the same as with the validation

loop.
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5.5.3 Inference and Visualization Procedure

The model’s binarized predictions are not a user-friendly way to interact with the results. To

be functionally beneficial, the error detector requires a method of visualizing predictions as

annotations on a score, and this visualization process is more complex than the validation and

testing procedures. Here I describe a process for running the model end-to-end, starting from a

semantically encoded symbolic music file containing OMR errors and ending with an annotated

version of that file. This process is summarized by the diagram in Figure 5.8.

The initial step in the inference workflow involves converting a user-provided symbolic music

file into an agnostic format. Simultaneously, an agnostic-to-semantic alignment is maintained.

This alignment registers the association between elements of the semantic input and the corre-

sponding tokens (Refer to Section 5.2.3). The sequence of agnostic tokens is then padded to a

multiple of the model’s input sequence length and then divided into uniformly sized sequence

batches. These batches are then fed into the machine-learning model to obtain raw-valued pre-

dictions. The model’s continuous predictions are thresholded based on a user-specified sensitivity

parameter, leading to binary predictions for each input token.

The agnostic sequence of tokens is then cross-referenced with the agnostic-to-semantic align-

ment and the original semantic music file to determine which elements of the semantic file should

be marked as having errors. The output is a MusicXML file where every glyph marked as an

error by the method is tagged with a specific color using the format’s color attribute.
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Chapter 6

Results and Discussion

In this chapter, I present the outcomes of experiments conducted using the error-detection frame-

work and datasets established in Chapter 5. First, in Section 6.1 I describe the experimental

methodology, organizing the trials into three main categories: alterations to the machine-learning

architecture, changes to data augmentation techniques and their integration into the training

process, and variations in the input sequence length. Section 6.1.2 details the results for each set

of trials along with pertinent training metrics. Section 6.2 provides engraved long-form examples

of musical scores annotated by the model’s output. Section 6.3 concludes the chapter with an

evaluation of the error detection model’s strengths and weaknesses, along with its potential to

expedite human correction tasks.

6.1 Evaluation

To evaluate my error-detection system I will train the model under a variety of different circum-

stances and then evaluate the performance of the model on the same task. I refer to every full

run of the training and evaluation process as a trial. Each trial has a shorthand title for ease

of reference, given in Table 6.1. The same table shows, for each trial, exactly what parameters

of it have been changed from the “Base” model, which acts as a default set of parameters (see

Table 5.5 for an explanation of the tests that were run to arrive at this default set). Some

hyperparameters are the same for all trials; these are shown in Table 6.2.
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Table 6.1: A table defining all of the trials, separating them into four categories. The “Base” model is taken as a default set of hyperparameters,
and other trials use variations on this set.

Trial Architecture
Data

Augmentation
Dataset

Trainable
Parameters

Positional
Encoding

Batch
Size

Input
Length

Max. time
(h)

Base Model LSTUT Full Fine-tuned 8085761 N 192 512 8

Architectures:

LSTM LSTM Full Fine-tuned 4408321 N 192 512 8

TF
Vanilla

Transformer
Full Fine-tuned 15964161 Y 192 512 8

UT
Universal

Transformer
Full Fine-tuned 4931841 Y 192 512 8

KNN
K-Nearest
Neighbors

N/A
No Synthetic

Errors
0 N/A − − −

Augmentation:

50% Errors LSTUT
50% Fewer

Errors
Fine-tuned 8085761 N 192 512 8

No Heuristics LSTUT No Clustering Fine-tuned 8085761 N 192 512 8

Simple
Data Aug

LSTUT Random Fine-tuned 8085761 N 192 512 8

No Fine-Tuning:

Combined LSTUT Full Combined 8085761 N 192 512 8

OMR Data
Only

LSTUT N/A
No Synthetic

Errors
8085761 N 192 512 8

Synthetic
Only

LSTUT Full
No Natural

Errors
8085761 N 192 512 8

Sequence Length:

Length: 64 LSTUT Full Fine-tuned 8085761 N 1536 64 8
Length: 128 LSTUT Full Fine-tuned 8085761 N 768 128 8
Length: 256 LSTUT Full Fine-tuned 8085761 N 384 256 8

Length: 1,024 LSTUT Full Fine-tuned 8085761 N 96 1024 8
Length: 2,048 LSTUT Full Fine-tuned 8085761 N 32 2048 12
Length: 4,096 LSTUT Full Fine-tuned 8085761 N 16 4096 12
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6.1.1 Experiment Design

Training the models I have defined takes many hours and requires a significant amount of com-

putational resources. The architecture of the Long Short-Term Universal Transformer (LSTUT)

has many hyperparameters, and the data augmentation procedures I define have many more; it

would be impractical to try every possible combination of parameters to find the ideal model.

In addition, different architectures and hyperparameters induce training processes that take sig-

nificantly more memory or more time per epoch, so fully automating parameter sweeps would

be difficult for most hyperparameters.

I use two strategies to narrow down the possible values for sets of hyperparameters to test.

The first is to base the evaluation of these models around maximizing utilization of the GPU

resources available to me. The largest Graphics Processing Unit (GPU) nodes I have access to

that I can perform large-scale tests on are nodes hosted on the Digital Alliance of Canada1 that

contain four NVIDIA Tesla P100 Pascal2 GPUs, each containing 12 gigabytes of GPU memory,

for a total of 48 GB across the whole node. Each set of parameters that I test will be chosen so

as to use just under 48 GB of GPU memory in training. The second strategy is to use a “Base”

set of fairly optimal parameters and have all tests be minimal variations on this “Base” model, to

gauge the relative importance of each hyperparameter separately. This approach assumes that

each hyperparameter influences the model’s performance in a linear and independent manner,

which is a common assumption when performing hyperparameter searches (See Section 4.2.3).

6.1.1.1 Experimental Setup: Training Schedule

For all trials, models are tr ained with the Adam optimizer (Kingma and Ba 2017), using its

implementation in the PyTorch machine-learning framework, and its default settings. The loss

function used is binary cross entropy (See Section 4.2.1), with positive examples given extra

weight to compensate for the class imbalance between erroneous and correct tokens in the data.

Training employs a cyclic learning rate scheduler (See Section 4.2.3). The learning rate cycles

between 0 and a maximum value of 0.01, and the cycle’s maximum value is halved after each

subsequent cycle. The time to complete each cycle is counted in batches rather than epochs,

which is why the cycle rate does not appear uniform when graphed against epoch number. See

Figure 6.1 for an illustration of how the learning rate changes over time. Batch size is adjusted

1. alliancecan.ca/en/services/advanced-research-computing
2. nvidia.com/en-us/data-center/tesla-p100/
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Table 6.2: Hyperparameter values common to all trials defined in Table 6.1.

Hyperparameter Default Value

Model dimension 512
Model dropout 0.2
LSTM hidden dimension 512
Transformer feed-forward layer width 2048
Attention heads per Transformer layer 12
LSTUT depth 6
Max # epochs 100
Max. # epochs training on augmented data 30
# Epochs for early stoppping 30
Maximum learning rate 0.01
Length of learning rate cycle (in batches) 150

for each trial to yield a roughly equal number of batches per epoch; however, trials with shorter

input sequence lengths still result in fewer batches per epoch. This discrepancy arises because

each string quartet’s agnostic representation is padded to a multiple of the input length, ensuring

that the model does not receive inputs from multiple pieces simultaneously. This padding leads

to slight variations in the total number of tokens in the training data across trials, affecting

the cycle rates shown in Figure 6.1. The reduction in learning rate variation after epoch 30

corresponds to a switch to fine-tuning on a smaller dataset, causing a lower number of batches

per epoch.

Training uses an early-stopping scheme that stops training when the validation score ceases

to increase for a set number of epochs, and the model saved after the training process completes

is the one that achieved the highest validation score on real Optical Music Recognition (OMR)

data (for runs that use the real OMR data). This process is modified for some of the runs that

alter the mechanics of the data augmentation process (see Section 6.1.1.5).

6.1.1.2 Experimental Setup: Architecture

Four experimental runs detailed in Table 6.1 investigate architectures distinct from the LSTUT.

Due to their unique hyperparameters and memory consumption patterns, these require special

consideration in the following experiments.

The “UT” trial trains with a Universal Transformer model, which is identical to the Long

Short-Term Universal Transformer (LSTUT) but without the Long Short-Term Memory (LSTM)

layers at its beginning and end. The “TF” trial uses a vanilla Transformer decoder model, as

outlined in Section 4.3.3. A significant characteristic of the model used in the “TF” trial is
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described in Section 4.1.1. Each token’s nearest-neighbor window consists of the tokens before

and after it, effectively representing its context. This model is predicated on the assumption

that tokens with similar contexts should themselves be similar. Under this framework, errors

are defined as tokens that deviate from their expected contexts. For instance, if, in the entirety

of some musical piece, all eighth notes are flanked on both sides by two eighth rests, none will

be labeled as errors, as they all share a consistent context. However, should one of these eighth

notes be adjacent to a different token, it would be identified as an error, given its deviation from

the standard eighth note context in that piece. The model yields a singular real value for each

token, indicating the distance between the token and its most contextually similar points. This

distance value is then subjected to thresholding, as with other methods. A breakdown of this

method’s operations and the token similarity computations can be found in Section 5.4.2. Given

its lack of trainable parameters, this method is used here as a “sanity check” baseline.

6.1.1.3 Experimental Setup: Sequence Lengths

Several trials compare the effect of differing input sequence lengths. As the Transformer archi-

tecture does not require specifying the input sequence length, the models of these runs are all

identical. Since I am using a variation of the Transformer architecture that implements low-rank

attention (Section 4.3.4.3), an increase in the input sequence length results in an increase of the

same magnitude in memory needed during training. For this reason, in runs that employ input

sequence lengths shorter than the Base model’s length of 512, I increase the batch size by the

same factor to maintain the same overall memory usage. This also ensures that across all these

trials, every epoch goes through the training data in approximately the same number of batches,

which is important for consistent behavior from the cyclic learning rate scheduler.

For the trials with lengths 2048 and 4096, I decrease the batch size by a slightly larger factor

than should be necessary. When training a model with a batch size of 48 and a sequence length

of 2048, training would occasionally fail from an out-of-memory error, sometimes after several

epochs had already elapsed. The implementation of low-rank attention and the machine-learning

framework that I am using appear to incur some additional memory overhead when processing

long sequence lengths, and so the memory usage is slightly higher than the value predicted by

theory. Reducing their batch sizes below the pattern established by the other trials ensures that

they do not fail. To compensate for the increased number of batches necessary to cover the

entire dataset, I also increase the maximum allowable time that they are allowed to train, so



6.1. Evaluation 159

that they can be allowed as many training epochs as the other trials.

6.1.1.4 Experimental Setup: Datasets

In Section 5.3, I detailed the composition of the dataset used for evaluating the musical error

detector. This dataset consists of two distinct parts: a smaller dataset containing natural OMR

errors and a larger dataset utilized for generating synthetic training data.

The smaller dataset contains string quartets with natural OMR errors, which are gener-

ated by processing the score images through PhotoScore’s OMR system. Each of these quar-

tets are paired with a human-corrected version from either the Mendelssohn String Quartet

Dataset (MSQD) or the OpenScore String Quartets (OSSQ) corpus. This dataset provides ex-

amples of natural OMR errors and their corrected versions for model training and validation.

The larger dataset comprises a collection of human-corrected string quartets, which do not have

corresponding versions with OMR errors. This dataset is used for data augmentation, as out-

lined in Section 5.3.3, where synthetic OMR-like errors are added to the correct scores. The

augmentation process is designed to be efficient, allowing for the generation of new errors for

each training epoch, thereby enhancing the robustness and generalizability of the trained model.

Both the small and large datasets are divided into training, validation, and test splits, with

proportions of 75%, 10%, and 15% respectively. Musical material tends to repeat throughout

individual compositions. To avoid overlap of musical material in the training and test sets,

which could compromise the integrity of the evaluation, the splitting process ensures that each

segment of the dataset corresponds to at least a single movement of a quartet, and individual

movements are not split into smaller pieces.

In the “OMR data only” trial, the model is trained exclusively on the small dataset containing

natural OMR errors, without any use of data augmentation. Conversely, the “Synthetic only”

trial involves training solely on data augmented with synthetic errors, utilizing the larger dataset.

The “Combined” trial represents a straightforward approach to combining these datasets, where

both natural and synthetic datasets are merged into a larger composite dataset, and the model

is trained on a combination of real OMR errors and synthetic errors simultaneously.

In contrast, the “Base” trial and all other trials employ a fine-tuning strategy. Initially,

the model is trained on the synthetic data from the larger dataset until it reaches a certain

performance threshold or a maximum number of epochs have elapsed (30, as specified in Table

6.2). Following this initial training phase, the model is further trained (fine-tuned) on the natural



160 Chapter 6. Results and Discussion

OMR errors from the smaller dataset. This approach aims to leverage the generality learned

from the synthetic data and then refine the model’s understanding with real-world OMR error

examples.

During the fine-tuning phase, the model’s performance is validated on the natural OMR

errors from the small dataset’s validation partition. The large dataset’s test partition, which

contains unseen music pieces, is used to generate additional synthetic errors. These serve as a

control during evaluation, ensuring that the model can reliably detect synthetic errors and thus

demonstrating its basic competence in error detection.

6.1.1.5 Experimental Setup: Data Augmentation

For trials that use synthetic data, the augmentation processes outlined in Section 5.3.3 are em-

ployed. The “Base” trial uses the probability-based augmentation method defined in Section

5.3.3.3 that uses statistics about natural OMR errors and heuristics to generate synthetic errors

with a similar distribution to real errors. I also include trials that vary parameters of the data

augmentation (see Table 6.1). The “No Heuristics” trial disables the heuristics that force gener-

ated errors to clump together. The “Simple Data Aug.” trial uses only simple data augmentation

(See Section 5.3.3.1) without using statistics on natural OMR errors. In the test set, 21% of the

tokens are marked as errors, so for this trial the per-token modification probability is set to 0.21.

Lastly, the “50% errors” trains with the full data augmentation process, utilizing both statistics

of real errors and heuristics, but reduces the number of generated errors by half by modifying

the analyzed probabilities (see Table 5.4).

6.1.2 Results

Table 6.3 contains a summary of the results of all trials, organized by category. The primary

metric for comparing trials is the Normalized Recall (Rnorm), chosen for its utility in high-

recall information retrieval and its absence of a threshold requirement. The Rnorm score directly

evaluates the model’s output, which is a ranking of agnostic tokens based on their likelihood of

being errors. An Rnorm of 1 represents a perfect ranking where all erroneous tokens are ranked

above all correct tokens, whereas a score of 0 represents the inverse. If an erroneous token

happens to be ranked lower than some correct ones, the Rnorm score decreases, and it decreases

further the lower the erroneous token is ranked. In this way, the score evaluates not just how

correct the model’s predictions are, but how confident the model is in them. A highly confident
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Table 6.3: A table containing summary metrics describing the performance of each trial run.
Groups of rows correspond to the categories of trials defined in 6.1. Bolded entries in each
column correspond to the trial with the best performance in that metric. The performance
metrics used here are defined in Section 6.1.2.

Trial
Synthetic

Training (h)
Fine-Tuning

Time (h)
Total Training

Time (h)
AP Rnorm

Precision at
0.9 Recall

Base Model 4:55 0:44 5:40 0.74 0.87 0.39

Architectures:

LSTM 4:32 0:37 5:10 0.75 0.84 0.37
TF 2:28 0:22 2:51 0.21 0.46 0.23
UT 2:21 0:22 2:43 0.23 0.50 0.23
KNN - - - 0.25 0.53 0.23

Data Aug.:

50% Errors 4:51 0:48 5:39 0.73 0.87 0.38
No Heuristics 4:58 1:02 6:00 0.74 0.87 0.38
Simple Data Aug. 7:33 0:27 8:00 0.72 0.85 0.38

No Fine-Tuning:

Combined - - 8:03 0.67 0.84 0.34
OMR Data Only - 0:59 0:59 0.65 0.83 0.33
Synthetic Only 8:00 - 8:00 0.53 0.74 0.23

Sequence length:

Length: 64 5:52 0:55 6:48 0.73 0.86 0.37
Length: 128 4:37 0:41 5:18 0.74 0.87 0.38
Length: 256 4:22 0:42 5:04 0.74 0.87 0.38
Length: 1,024 6:31 0:55 7:27 0.72 0.86 0.37
Length: 2,048 8:46 0:42 9:29 0.72 0.85 0.36
Length: 4,096 8:45 0:35 9:20 0.67 0.84 0.34



6.1. Evaluation 163

Equation 3.6, which calculates an estimate for time saved by the error detector. The lower this

value is for any given recall value, the more the detector is able to narrow down its predictions

to a smaller area of the score.

I also supply figures showing training loss, validation loss, and validation Rnorm for the trials

in each category over the course of the training process. Figure 6.3 shows pre-training and fine-

tuning metrics for the “Architectures” trials, Figure 6.4 shows the same metrics for the “Data

Aug.” trials, and Figure 6.5 shows metrics for the “Sequence Length” trials. For these sets of

trials, the first three figures show metrics during pre-training, while the last three show metrics

when fine-tuning on natural errors. Figure 6.6 shows only three graphs of training metrics for

the “No Fine-Tuning” category of trials, since trials in this category are trained in only one step.

As explained above in Section 6.1.1.1, during both pre-training and fine-tuning, training stops

when either a maximum number of epochs is reached or when the model ceases to improve on

its validation metric. As a result, some of the lines in these figures cut out in the middle, if they

have reached the convergence criteria early.

For the remainder of this section, I discuss the results on each category of trials, as defined

in Table 6.1.

6.1.2.1 Discussion of Results using Different Architectures

As shown in Table 6.3, the vanilla Transformer and Universal Transformer significantly under-

performed compared to the LSTUT architecture used in the “Base” trial. Their performance is

only slightly better than an error detection strategy that labels all input as erroneous. In most

trials, about 21% of the tokens in the test set are positive, meaning an error predictor marking

all tokens as errors would achieve a minimum precision score of 0.21.3 As shown in Table 6.4,

the Transformer and Universal Transformer correctly identify non-erroneous tokens only 1% and

11% of the time, respectively, at 0.9 recall.

The LSTM model performs better than the others, approaching the performance of the

LSTUT model used in the “Base” trial, and slightly outperforming them on the metric of average

precision. Figure 6.2 shows that this is due to its slightly better performance at very low recall

values; it performs the same as or slightly worse than the “Base” model at high recall.

3. The precise number varies slightly between trials because performing the Needleman-Wunsch alignment on
string quartets that have been partitioned into segments of differing lengths creates slightly different alignments,
some with more or less errors. In addition, different sequence lengths require different amounts of padding for
each string quartet, as discussed in Section 6.1.1.1.
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Table 6.4: A table containing measurements of each trial at particular high recall rates. The
“Prop. Tokens Marked” notes how many of the predictions of the model are positive when
achieving the particular recall rate listed above. The “True Neg. Rate” column notes what
percentage of non-erroneous tokens are correctly identified as not errors. Bolded entries in each
column correspond to the trial with the best performance in that metric.

At 0.9 Recall At 0.99 Recall

Trial Precision
Prop.
Tokens
Marked

True Neg.
Rate

Precision
Prop.
Tokens
Marked

True Neg.
Rate

Base Model 0.39 0.53 0.58 0.26 0.87 0.17

Architectures:

LSTM 0.37 0.54 0.55 0.26 0.87 0.16
TF 0.23 0.98 0.01 0.23 0.98 0.01
UT 0.23 0.89 0.11 0.23 0.98 0.02
KNN 0.23 1.00 0.00 0.23 1.00 0.00

Data Aug.:

50% Errors 0.38 0.54 0.57 0.26 0.87 0.17
No Heuristics 0.38 0.54 0.57 0.26 0.88 0.16
Simple Data Aug. 0.38 0.53 0.58 0.26 0.87 0.16

No Fine-Tuning:

Combined 0.34 0.60 0.48 0.26 0.88 0.16
OMR Data Only 0.33 0.61 0.47 0.25 0.89 0.14
Synthetic Only 0.23 1.00 0.00 0.23 1.00 0.00

Sequence Length:

Length: 64 0.37 0.55 0.55 0.26 0.86 0.17
Length: 128 0.38 0.53 0.58 0.26 0.86 0.17
Length: 256 0.38 0.53 0.57 0.26 0.86 0.17
Length: 1,024 0.37 0.55 0.56 0.25 0.87 0.17
Length: 2,048 0.36 0.57 0.53 0.23 1.00 0.00
Length: 4,096 0.34 0.60 0.49 0.25 0.88 0.16
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Table 6.5: A table containing summary metrics describing each trial run on other test sets.
Each of these evaluations are run after the relevant model has been trained to completion on
the training set of natural OMR errors (for those trials that use natural OMR errors). The
evaluations on synthetic data are performed on the data generated using the trial’s particular
data augmentation parameters; so, the “Simple Data Aug.” trial is evaluated on simple, randomly
augmented data, and so on. Bolded entries in each column correspond to the trial with the best
performance in that metric. The performance metrics used here are defined in Section 6.1.2.

On Partially
Corrected OMR

On Synthetic Data

Trial AP Rnorm

Precision at
0.9 Recall

AP Rnorm

Precision at
0.9 Recall

Base Model 0.30 0.79 0.09 0.82 0.93 0.54

Architectures:

LSTM 0.36 0.78 0.08 0.82 0.93 0.55
TF 0.06 0.51 0.06 0.22 0.49 0.22
UT 0.06 0.51 0.06 0.88 0.41 0.86
KNN 0.09 0.51 0.08 - - -

Data Aug.:

50% Errors 0.26 0.78 0.08 0.62 0.94 0.26
Simple Data Aug. 0.24 0.78 0.08 0.88 0.94 0.54
No Heuristics 0.26 0.76 0.08 0.83 0.90 0.52

No Fine-Tuning:

Combined 0.16 0.71 0.08 0.90 0.96 0.72
OMR data only 0.20 0.74 0.07 0.48 0.79 0.33
Synthetic only 0.07 0.49 0.06 0.93 0.98 0.78

Sequence Length:

Length: 64 0.28 0.78 0.09 0.83 0.93 0.58
Length: 128 0.26 0.79 0.09 0.85 0.94 0.61
Length: 256 0.26 0.79 0.09 0.81 0.93 0.53
Length: 1,024 0.21 0.75 0.08 0.81 0.92 0.52
Length: 2,048 0.24 0.76 0.09 0.80 0.92 0.52
Length: 4,096 0.20 0.78 0.07 0.81 0.94 0.61
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6.1.2.2 Discussion on Effects of Different Sequence Lengths

From these trials, it appears that changing the input sequence length has relatively little impact

on the performance of the model. A sequence length of between 128 and 512 tokens slightly

increases the performance of the model on the test set, but this effect is small and could entirely

result from how I have changed the batch size along with the input sequence length in these

trials. High sequence length corresponds to the low batch sizes under this scheme, and low batch

sizes are known to lead to a more slower training process as the gradient updates tend to be

noisier. This is evidenced by the loss curves in Figure 6.5, where the trials with the highest

sequence lengths converge erratically.

However, another effect of large batch sizes is to cause a model to not generalize as well on

test data, as the noise has a normalizing effect on the training process (See the discussion of

stochastic gradient descent in Section 4.2.3 for details). These two competing effects mean that

it is difficult to gauge how much of the small change in performance between different sequence

lengths seen in Tables 6.3 and 6.4 is due to the amount of information available to the model

and how much is due to differences in the training process.

6.1.2.3 Discussion on Effects of Data Augmentation Methods

Some of the trials that modify the data augmentation procedures show significantly different

results from the “Base” trial. The worst-performing trial in this category was the one that trains

only on synthetic errors. Combining the natural and synthetic errors instead of fine-tuning on

the natural errors showed a marked decrease in all performance metrics, as did training only

on natural errors and using no data augmentation whatsoever. This confirms, as hypothesized

in Section 1.2, that the use of synthetic errors in the training process is beneficial to the error

detector. However, only using synthetic errors produced a model that performs poorly, so an

amount of natural OMR errors must still be necessary to train the model.

Other parameters appear to make little difference, however. Surprisingly, the type of aug-

mentation used to create the synthetic data has little to no effect on the performance of the

trained model. Even using randomly generated errors had nearly the same effect as my scheme

to generate errors that are statistically similar to natural OMR errors. Furthermore, the heuris-

tics introduced to simulate the clumping together of natural OMR errors appeared to have no

effect on the performance of the model at all.
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6.1.2.4 Discussion of Results on Other Test Sets

After being trained to completion, in addition to being tested on the test set of OMR data

all trained models were evaluated on two other sets of data: A small collection of five of

Mendelssohn’s string quartets from the Mendelssohn String Quartet Dataset that had been

partially corrected by humans, and a segment of the large dataset for generating synthetic er-

rors. Neither of these datasets were shown to the model at any point in the training process.

Some results from these tests are shown in Table 6.5.

All models performed equally poorly on the partially corrected OMR output. In the partially

corrected data, around 4% of the tokens were errors, so a precision of 0.04 was trivially achievable

by predicting all tokens to be errors. The relatively high value for Rnorm here mainly reflects

the models’ effectiveness in identifying correct tokens as non-erroneous. In contrast, the AP

metric, which solely quantifies the ranking of positively labeled tokens, was significantly worse.

On synthetic data, all models performed better than they did on the OMR test data. Keep in

mind that the evaluation shown in Table 6.5 occured after the models were fine-tuned on the

small dataset of OMR data (except for the “Synthetic only” trial which, as expected, performs

very well on Synthetic data). This could signal that the synthetic errors are, in a sense, easier

to identify than the natural OMR errors are, even for the trial that was trained only on natural

errors and saw no synthetic errors at all.

6.1.3 Estimated Reduction in Correction Times

The goal of this error detection system is to reduce the time it takes to manually correct scores

after OMR processing. In order to provide a detailed analysis of the error detector’s performance

and its potential time-saving benefits, this section focuses on statistics for individual string

quartet movements from the test set, all containing real OMR errors. Table 6.6 includes a

selection of these movements, chosen to ensure that each composer in the test set is represented

at least once. The table shows statistics on the length of each piece, the number of agnostic

tokens representing each piece, and the distribution of errors within each piece as defined by the

Affine Needleman-Wunsch (ANW) algorithm (see Section 5.2.4). The measure count represents

the total number of individual measures notated, counted separately on each staff, and not the

length of the piece in measures. The OMR process sometimes misidentifies barlines, so each part

of each piece may have a different number of measures; this is why the total number of measures

in each piece is not always a multiple of four. The test set showcases a broad range of OMR
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output quality. The percentage of errors in each piece varies significantly, with some having as

low as 7% erroneous tokens, while others have nearly half their content marked as errors.

Table 6.7 provides insights into the performance of the error detector on specific movements

from the test set, as analyzed using the LSTUT architecture from the “Base” model. The table

includes key metrics relevant to the error detection process and estimates the potential time

savings during the OMR correction process. The columns Prop. Erroneous Tokens and

Prop. Tokens Marked correspond to the variables c and e in Equation 3.6, and indicate the

actual proportion of errors in the score and the proportion of the score marked as erroneous by

the detector. Equation 3.6 also requires a value p, which represents the average proportion of

time spent in the correction process spent only on comparing two measures. The rightmost two

columns of this table contain estimates for what proportion of the total correction time could

be saved, based on an optimistic (p = 0.59) and a conservative (p = 0.24) estimate for the value

of p.

Scores with fewer errors, like Fanny Hensel’s String Quartet No. 1, can benefit significantly

from the error detector even at low precision; Equation 3.6 predicts substantial time savings

on these pieces due to their sparse distribution of errors. Conversely, in pieces with a higher

density of errors, such as Haydn’s String Quartet No. 36, the detector contributes less to time

savings despite higher precision. This is because during the correction process a larger portion

of time must be spent correcting numerous errors rather than searching for them. The detector’s

effectiveness in reducing correction time is influenced by the balance between its precision (the

accuracy of its error identifications) and the overall volume of errors in the score. Lower precision

can be offset by a lower volume of errors, and higher precision is more beneficial in denser error

environments.
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Table 6.6: A table showing statistics on the length, number of tokens, and distribution of errors in each piece in the test set of real OMR errors.
Not all the pieces in the test set are shown, for lack of space.

String Quartet
Opus or

Catalogue #
Length in
Measures

Total
Tokens

Total
Errors

Measures
w/Errors

Prop.
Erroneous

Tokens

Prop.
Measures
w/Errors

Tokens per
Measure

Errors per
Measure

Beethoven, Große Fuge Op. 133 2993 24064 7530 1875 0.31 0.63 8.04 2.5
Borodin, No. 2, Mvt. 1 IAB 14 1122 8192 2019 619 0.25 0.55 7.30 1.8
Borodin, No. 2, Mvt. 3 IAB 14 699 6144 2692 569 0.44 0.81 8.79 3.9
Carreño, No. 1, Mvt. 1 ITC 12 554 5618 813 280 0.14 0.51 10.14 1.5
Carreño, No. 1, Mvt. 2 ITC 12 444 4608 579 200 0.13 0.45 10.38 1.3
Carreño, No. 1, Mvt. 4 ITC 12 556 6645 609 227 0.09 0.41 11.95 1.1
Grieg, No. 1, Mvt. 1 Op. 27 2410 23040 3494 1091 0.15 0.45 9.56 1.4
Haydn, No. 1 Op. 1-i 1136 8192 2870 855 0.35 0.75 7.21 2.5
Haydn, No. 36 Op. 20-vi 1524 15324 5836 1082 0.38 0.71 10.06 3.8
Haydn, No. 53 Op. 64-vi 1916 16879 3034 970 0.18 0.51 8.81 1.6
Hensel, No. 1, Mvt. 1 HelH. 277 308 1987 146 70 0.07 0.23 6.47 0.5
Hensel, No. 1, Mvt. 2 HelH. 277 696 5568 548 216 0.10 0.31 8.00 0.8
Hensel, No. 1, Mvt. 4 HelH. 277 996 9706 676 272 0.07 0.27 9.72 0.7
Mendelssohn, No. 2, Mvt. 4 Op. 13 1508 11713 4597 1028 0.39 0.68 7.77 3.0
Mendelssohn, No. 3, Mvt. 2 Op. 44-i 859 4608 948 334 0.21 0.39 5.36 1.1
Mendelssohn, No. 4, Mvt. 2 Op. 44-ii 843 7655 1583 460 0.21 0.55 9.08 1.9
Mendelssohn, No. 5, Mvt. 3 Op. 44-iii 508 4096 1855 430 0.45 0.85 8.06 3.7
Schubert, No. 14, Mvt. 2 D. 810 804 9686 987 378 0.10 0.47 12.05 1.2
Schubert, No. 14, Mvt. 3 D. 810 536 6100 985 255 0.16 0.48 11.38 1.8
Schubert, Quartettsatz D. 103 1227 9728 955 332 0.10 0.27 7.93 0.8
Schumann, No. 1, Mvt. 2 Op. 41-i 829 7650 1766 551 0.23 0.66 9.23 2.1
Schumann, No. 1, Mvt. 3 Op. 41-i 331 3576 803 201 0.22 0.61 10.80 2.4

Average 1083.9 9763.6 2232.9 602.2 0.22 0.54 9.22 2.0
Standard Deviation 645.5 5656.1 1814.3 415.8 0.12 0.17 1.69 1.0
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Table 6.7: A table showing the performance of the error detector on each piece in the test set of real OMR errors. These tests use the “Base” LSTUT
model and a sequence length of 512. The rightmost two columns use Equation 3.6 to calculate an estimate for how much the error detector would
reduce the amount of time needed to correct that piece, and the two values for p used were upper and lower bounds calculated in Section 3.4.2. Not
all the pieces in the test set are shown, for lack of space.

At 0.9 Recall
Estimated Reduction in
Correction Time, with

String Quartet
Prop.

Erroneous
Tokens c

Prop. Tokens
Marked e

Prop.
Measures
w/Errors

Marked
Tokens per
Measure

Precision Rnorm p=0.24 p=0.59

Beethoven, Große Fuge 0.31 0.59 0.63 4.73 0.48 0.86 0.14 0.23
Borodin, No. 2, Mvt. 1 0.25 0.63 0.55 4.61 0.35 0.82 0.16 0.24
Borodin, No. 2, Mvt. 3 0.44 0.69 0.81 6.05 0.57 0.83 0.07 0.13
Carreño, No. 1, Mvt. 1 0.14 0.86 0.51 8.74 0.15 0.67 0.08 0.11
Carreño, No. 1, Mvt. 2 0.13 0.82 0.45 8.49 0.14 0.70 0.11 0.15
Carreño, No. 1, Mvt. 4 0.09 0.58 0.41 6.90 0.14 0.80 0.30 0.36
Grieg, No. 1, Mvt. 1 0.15 0.40 0.45 3.84 0.34 0.90 0.34 0.46
Haydn, No. 1 0.35 0.54 0.75 3.87 0.59 0.88 0.14 0.24
Haydn, No. 36 0.38 0.50 0.71 5.02 0.69 0.91 0.14 0.25
Haydn, No. 53 0.18 0.49 0.51 4.28 0.33 0.88 0.27 0.38
Hensel, No. 1, Mvt. 1 0.07 0.68 0.23 4.42 0.09 0.75 0.24 0.28
Hensel, No. 1, Mvt. 2 0.10 0.51 0.31 4.08 0.17 0.85 0.34 0.41
Hensel, No. 1, Mvt. 4 0.07 0.39 0.27 3.77 0.16 0.89 0.47 0.54
Mendelssohn, No. 2, Mvt. 4 0.39 0.60 0.68 4.64 0.59 0.86 0.11 0.19
Mendelssohn, No. 3, Mvt. 2 0.21 0.44 0.39 2.36 0.42 0.90 0.27 0.39
Mendelssohn, No. 4, Mvt. 2 0.21 0.49 0.55 4.46 0.38 0.87 0.24 0.35
Mendelssohn, No. 5, Mvt. 3 0.45 0.66 0.85 5.29 0.62 0.85 0.08 0.14
Schubert, No. 14, Mvt. 2 0.10 0.60 0.47 7.24 0.15 0.80 0.27 0.33
Schubert, No. 14, Mvt. 3 0.16 0.58 0.48 6.56 0.25 0.84 0.23 0.32
Schubert, Quartettsatz 0.10 0.53 0.27 4.20 0.17 0.87 0.32 0.40
Schumann, No. 1, Mvt. 2 0.23 0.56 0.66 5.15 0.37 0.86 0.20 0.29
Schumann, No. 1, Mvt. 4 0.13 0.42 0.40 4.12 0.27 0.90 0.36 0.46

Average 0.22 0.58 0.54 5.33 0.35 0.84 0.21 0.29
Standard Deviation 0.12 0.11 0.17 1.50 0.18 0.06 0.10 0.11
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Figure 6.7 presents a graphical analysis showing the relationship between the error proportion

in each score and the predicted time savings due to the use of the error detector. This analysis

encompasses all movements in the test set, not just those highlighted in Tables 6.6 and 6.7. The

graph reveals a discernible negative correlation: as the proportion of errors in a score decreases,

the estimated time savings offered by the error detector increase. For significant time savings

(over 25%), the OMR process should incorrectly predict less than 20% of the score.

Of particular interest are three outliers located in the lower left part of the graph, corre-

sponding to three movements from Teresa Carreño’s String Quartet No. 1. The first movement

stands out with the lowest estimated time savings in the entire test set, despite a relatively

low proportion of erroneous tokens (the value of the parameter c). Upon closer examination,

I observed that the discrepancies are largely due to notational differences between the original

scans and their ground-truth transcriptions provided by the OSSQ. Specifically, these discrep-

ancies often involve the notation of two-note tremolos, as illustrated in Figure 6.8. The OMR

process by PhotoScore, attempting to replicate the notation of the original score, fully notates

these tremolos. However, the error detector does not identify these as errors, since there is no

signal to tell it that anything is amiss with the musical material. This mismatch between the

ground-truth and the OMR output leads to lower evaluated accuracy of the error detector. Con-

sequently, to achieve a high recall, the detector marks a vast portion of the score as erroneous.

This issue, where the notation differs between the ground-truth transcription and the original

score, and its impact on the error detector’s performance, appears again in the following section,

and will be discussed as a data sanitation problem in Section 7.3.4.

6.2 Example Outputs

In this section I provide lengthy examples of the outputs of the error detector on scores from

the test and validation sets of the small dataset containing natural OMR errors. Each example

is accompanied by a reproduction of the score image that was fed into PhotoScore to create it.

On each of the scores that follow, symbols are colored according to how they were evaluated

by the error detection model and by whether or not they are marked as errors in the ground

truth. The “Base” model is used for all examples (See Table 6.1). The detection threshold is

set to yield a recall score of 0.90 on the validation set, which implies that approximately 10% of

errors in each score are expected to be missed. Symbols are color-coded based on their evaluation
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by the error detection model and their status in the ground truth. True positives are colored

yellow, false positives red, false negatives blue, and true negatives remain black (refer to Section

4.1.1 for term definitions). When viewing the annotated scores, recall that the error detector

aims to eliminate all blue-marked symbols (false negatives) while minimizing the number of

red-marked symbols (false positives).

6.2.1 Interpreting these Examples

The aforementioned figures were generated automatically, from the MusicXML files created

by the inference process described in Section 5.5. Due to technical restrictions involving the

technologies used, the semantic-to-agnostic alignment and coloring processes are necessarily im-

perfect, and the examples rendered below must be interpreted with these imperfections in mind.

Furthermore, using the predictions of the error correction model to modify the corresponding

symbols in a semantically encoded file requires an amount of musical interpretation of the score

itself, and so there are many edge cases where it is not clear what the “correct” behavior of this

system should be. The problem of creating a robust, interpretable visualization system for error

detection results would likely constitute another entire research project (See Section 7.3 for a

discussion of possible future work). Here I describe the issues with the current system and how

they affect how the colored examples must be interpreted.

My definition of error, using the ANW algorithm (see Section 2.4.3), permits numerous

situations where notes are marked as erroneous for reasons that are not musically intuitive.

Often, this is because the ANW algorithm must make trade-offs between local accuracy and

globally minimizing the total number of operations needed to align the two sequences. A token

may be aligned with a gap in the other sequence despite having an obvious correct counterpart

if that one error allows the sequences to have a lower-cost global alignment. See Table 2.3 for an

example of this phenomenon and how it interacts with affine gap penalties. Additionally, notes

can be marked as erroneous on the basis of notational changes that would not affect performance,

such as changes in in stem direction and beaming.

Another subtlety of my definition of error is that a token considered correct may still be

marked as an error if a subsequent insertion is required in the agnostic encoding to make the

entire sequence correct. The issue here is that two glyphs that are close together in the agnostic

encoding may be visually far apart in the score. The agnostic encoding scheme serializes scores

in a particular order: within a measure, it goes from left to right, and from bottom to top for
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��
✁✁✂✁ ✁

✄

✄

☎☎

☎☎
✆

✝

✞

(a) A short score.

✟✟
✠✠✠ ✠

✡

✡

☛☛

☛☛
☞

(b) The score (a) with errors introduced.

Score (a) Score (b) Operation
clef.treble clef.treble SAME

timeSig.4/4 timeSig.4/4 SAME

whole.noBeam.up.pos2 whole.noBeam.up.pos2 SAME

barline.regular barline.regular SAME

clef.treble clef.treble SAME

timeSig.4/4 timeSig.4/4 SAME

half.noBeam.down.pos7 half.noBeam.down.pos7 SAME

∧ ∧ SAME

articulation.accent.pos6 articulation.accent.pos6 SAME

articulation.accent.pos0 _ INSERT

∧ ∧ SAME

half.noBeam.up.pos3 half.noBeam.up.pos3 SAME

barline.regular barline.regular SAME

barline.return-to-top barline.return-to-top SAME

whole.noBeam.up.pos3 whole.noBeam.up.pos3 SAME

barline.final barline.final SAME

acciaccatura.16th.noBeam.up.pos8 _ INSERT

half.noBeam.down.pos9 half.noBeam.down.pos9 SAME

half.noBeam.down.pos8 half.noBeam.down.pos8 SAME

barline.final barline.final SAME

barline.return-to-top barline.return-to-top SAME

(c) An ANW alignment between the scores (a) and (b), and the operations necessary to turn (b) back
into (a).

Figure 6.9: Two scores that, when compared with the ANW algorithm, result in the alignment
shown in (c). Under the scheme used to mark errors in OMR output, when a token must
be inserted in order to correct the score, the token immediately before the point of insertion
is marked as an error. The tokens that would be considered errors under this alignment are
colored red both in the notated example (b) and in its corresponding agnostic encoding in (c).

glyphs at the same vertical position. This means that in a vertical stack of symbols on the staff,

the top one may be marked as an error due to a necessary insertion at a later point in the staff.

In addition, measures are processed sequentially from each staff, starting from the top staff and

moving downwards. The last glyph in a measure, which will always be a barline, may be flagged

as erroneous if an insertion is required at the beginning of the same measure on the following

staff. These two unintuitive phenomena are shown in Figure 6.9.

For the purposes of this evaluation all slurs are ignored, and so a misidentified slur in the

OMR will never be considered an error by the model nor by the alignment against the ground

truth. This is because of issues with how rarely slurs are perfectly detected in PhotoScore on
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even slightly degraded score images. See Section 5.2.3 for details.

The inference process parses a semantically encoded music file into a music21 stream (Cuth-

bert and Ariza 2010), runs the musical material through the trained error detection model, and

then uses the results to assign colors to objects in the stream. The resulting colored stream is

exported to MusicXML using music21’s built-in MusicXML converter, and the resulting Mu-

sicXML file is engraved and rendered in vector graphics with the Verovio engraving library

(Pugin et al. 2014). A few types of musical glyph cannot be colored with this process. Tuplet

markers, for example, are not explicitly defined as attributes or tags in MusicXML, and they

cannot be assigned colors in a music21 Stream; there is no object representing a tuplet marker to

modify. Their position on the page must be inferred from the presence of consecutive notes with

tuplet durations. Though it is possible to assign barlines, ties, and dynamic markings a color in

MusicXML and in a music21 Stream, Verovio appears not to carry this color information over

when importing a MusicXML file.4 Using the interfaces of modern notation editors, meanwhile,

it is possible to manually assign colors to every glyph, including tuplet markers, ties, dynamics,

and barlines. After testing the well-established editors I have access to (Finale, MuseScore,

and Sibelius), however, I found that when importing a MusicXML file, none of them import

the coloring of symbols other than note heads. I am unaware of any method of automatically

engraving MusicXML files that respects the colors assigned in the MusicXML file to all musical

glyphs, so the Verovio solution is what I use here.

When converting a semantically encoded music file into an agnostic format, I maintain

a semantic-agnostic alignment, which is a record of the relationship between elements in the

semantic file and agnostic tokens. After a prediction for each token is generated, the results of

the prediction must be cross-referenced with the original semantic file to assign colors to the

appropriate glyphs. The intricate nature of semantically encoded music makes this conversion

non-trivial, with the process varying based on the hierarchical organization of each semantic

encoding format. In MusicXML, for instance, articulations are not standalone tags but are

attributes assigned to notes. Tuplet markers present further difficulties, as detailed earlier.

Corrupted MusicXML files introduce challenging scenarios; they might have invalid beaming

setups or ties that begin and do not end. These files often result from PhotoScore’s OMR

4. Under the hood, Verovio converts any imported MusicXML files into its native Music Encoding Initiative
(MEI) format before rendering them graphically. This converter is custom-built for Verovio specifically, and the
documentation (verovio.org/musicxml.html) warns that it is not necessarily complete, in that some MusicXML
attributes and features may not be carried over to the output MEI file. Other extant methods of converting
between MusicXML and MEI appear to have similar shortcomings.
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��✁
(a) A short score.

✂✂✄ ☎

(b) The score (a) with errors introduced.

Score (a) Score (b) Operation
clef.treble barline.regular SAME

half.noBeam.up.pos3 half.noBeam.up.pos3 SAME

_ ∧ DELETE

half.noBeam.up.pos4 half.noBeam.up.pos4 SAME

_ rest.half DELETE

barline.regular barline.regular SAME

(c) An ANW alignment between the scores (a) and (b), and the operations
necessary to turn (b) back into (a).

Figure 6.10: Two scores that, when compared with the ANW algorithm, result in the alignment
shown in (c). Note that the first error in this example lies on a ∧ token, which is not a symbol
that can be colored.

procedure on significantly deteriorated images. Additionally, certain agnostic tokens, like the ∧

token that signifies that the following token is positioned above the preceding one, do not have

a direct score symbol counterpart. It is not obvious how to handle the case where a ∧ token

is marked as erroneous but the glyphs on either side of it are not. Two scores whose ANW

alignment creates this situation are shown in Figure 6.10. As a fallback, when rendering the

examples below, I disregard the method’s predictions on ∧ tokens entirely.

6.2.2 Fanny Hensel - String Quartet in E-flat major

Fanny Hensel Mendelssohn’s String Quartet in E-Flat major is a piece that does not use many

of the notational phenomena that PhotoScore has a difficult time predicting, such as tremolo,

double stops, complicated tuplets, or articulation-heavy, dense passages. In addition, the score I

obtained to run through the OMR process is a digital image that had never been printed out and

scanned. The OMR output on this string quartet represents the highest-quality possible result

from PhotoScore. Figure 6.11 shows an extended excerpt from the quartet with the results of

the error detector highlighted alongside the corresponding excerpts from the human-corrected

transcript of the piece from the OSSQ. The model performs well overall and though there

are some evident false negatives, they tend to occur adjacent to a place where the model has

predicted an error.

There are two phenomena in this figure where the Needleman-Wunsch alignment seems to

define errors where there should be none, leading to false negatives or true positives. In the first









6.2. Example Outputs 187

few measures of the excerpt, a number of dotted quarter rests have been marked as erroneous in

the OMR output despite those quarter rests being present in the original image of the score. In

the second system, in measure 99, the first violin and viola have eighth notes that appear to be

identical between the OMR and the transcript, but this eighth note is marked as an error; this

is because the ANW algorithm has prescribed the addition of eighth rests immediately following

that note in order to correct the score, so it is marked as an error as well. In addition, in the

second half of the excerpt, the viola and cello parts both have repeated sections of accented

quarter notes interspersed with eighth rests. Many of these accents are marked as errors despite

also being present in the scan of the score.

After some investigation, I found that this is not the result of a mistake by PhotoScore

itself, which correctly recognizes the dotted quarter notes and accent marks in the original score

and encodes them properly in its MusicXML output. This is, in fact, an “error” in the human-

corrected transcript that I am using as ground truth to align against the version with OMR

errors. The human-corrected transcript of this string quartet did not transcribe all of the dotted

quarter rests as dotted quarter rests; most of them were transcribed as a quarter rest followed

by an eighth rest. PhotoScore, meanwhile, reproduced the dotted quarter rests correctly. In

the section containing accent marks on quarter notes, the transcriber only placed them on the

quarter notes in the first measure. The OMR’ed score, however, contains every accent mark

present in the original engraving. On aligning the two scores together, these conflicts lead to

the appearance of errors.

Replacing a dotted quarter rest with a quarter rest and an eighth rest would make no

difference to the sound of the music when performed. It is possible that the transcriber did

not see this kind of discrepancy as a priority, or that using quarter rests and eighth rests was

considered more readable. The accent markings are a more complicated case, since the absence

of an accent marking should, in principle, affect the realization of the piece in performance. One

possibility is that the transcriber simply neglected to add those accent markings in. It is more

likely, though, that they decided that explicitly adding an accent mark to every single quarter

note in this section was redundant or not necessary, as a musician familiar with the genre would

pick up on the pattern. This kind of omission of repeated symbols occurs with other types

of glyphs too, most notably tuplet markings in sections with many consecutive tuplets that

all use the same divisor. This speaks to the difficulty of finding sufficient amounts of clean

training data when working with polyphonic music and machine learning, and also the difficulty



188 Chapter 6. Results and Discussion

of evaluating OMR given the many extant standards for how to engrave Common Western Music

Notation (CWMN).

6.2.3 Franz Schubert - String Quartet No. 12 in C Minor

Franz Schubert’s String Quartet No. 12 is a short piece (the first movement of an unfinished

quartet) and is notationally about as complicated as the quartet from Fanny Hensel. The

scanned score of it that I obtained is of a slightly worse quality and a low resolution. Figure 6.12

shows an extended excerpt from the OMR’ed version of the quartet with the results of the error

detector highlighted, alongside the corresponding excerpts from the human-corrected transcript

of the piece from the OSSQ.

The model performs well, making not a single false negative prediction within this excerpt.

The most notable errors here occur when the original score notates a tremolo. PhotoScore does

not often recognizes tremolo markings, instead marking them as single unbeamed notes, tending

to fill the rest of the measure with rests to compensate. This happens often enough that the

model is able to notice it nearly every time it happens and mark all failed tremolo detections.
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6.2.4 Edvard Grieg - String Quartet No. 1 in G Minor

Edvard Grieg’s String Quartet no. 1 presents a challenging scenario for OMR technology due to

its intricate rhythmic patterns and dense texturing, including multiple double and triple stops

played simultaneously by multiple instruments. The quality of the scanned score available is also

significantly degraded, with staff lines faint and in some cases broken, and the engraving itself is

also particularly dense, with a high number of measures notated on each staff line. These factors

push PhotoScore to its limits in generating a semantically encoded file that is still readable by

notation editors.

Figure 6.13 shows an extended excerpt from the OMR output with errors highlighted by

the model, alongside corresponding excerpts from the human-corrected transcript of the piece

from the OSSQ. Due to the large number of errors in the OMR output, much of the score is

flagged as erroneous by the model. Many of these flagged errors would be easily identifiable

by a trained transcriber without the model’s help, calling into question the usefulness of these

results. However, the model does successfully identify several sequences of sixteenth-note double

stops as correct. It appears to rely on regularity and local repetition as indicators of correctness,

suggesting that its output might offer at least some utility in excluding specific measures from

further scrutiny by human transcribers.

One particular error occurs arises when Grieg writes beamed sixteenth notes with one note

replaced by a rest, as shown in the first and second violin parts in the second system of Figure

6.13. PhotoScore’s OMR often misinterprets this pattern, either by assuming a missing note or

by treating the sequence as a 5-tuplet. These inaccurately generated 5-tuplets are consistently

flagged as errors by the model, given the rarity of 5-tuplets in this musical genre and their

frequent generation by OMR algorithms. Although the method used for visual representation

in the figures cannot color tuplet markers, making them appear black, manual inspection of

the model’s raw output confirms that these are correctly marked as erroneous. In contrast, the

notes within these false tuplets are not flagged as errors, as the agnostic encoding scheme treats

them as normal sixteenth notes. Additionally, PhotoScore often outputs consecutive unbeamed

sixteenth notes when it can determine note head positions and durations but fails to predict a

valid beaming structure. Due to the frequency of this phenomenon in OMR outputs, the model

is able to identify these errors as well.
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6.2.5 Scores Without Errors

As a sanity check, I also run some correct, error-less pieces through the model with the same

settings. Ideally, the model should find no errors in pieces that are already human-corrected, but

in practice, since it is tuned to minimize false negatives and tolerate false positives, it will still

find some. This exercise also gives some insight into what kinds of musical phenomena the model

thinks are most likely to be errors. Figure 6.14 shows the model’s predictions when given a four-

part Bach chorale harmonization and Figure 6.15 shows the model’s predictions on the corrected

version of a Mendelssohn string quartet. Symbols that the model has predicted as erroneous are

colored red, as in these examples they are all technically false positive identifications.

The model predicts significantly fewer errors on these scores than it does on scores output

from PhotoScore’s OMR process, which is a promising result. From these and other examples, it

appears that the model is most sensitive to the presence of possible errors in particular locations:

at the beginning and ends of measures, at notes with accidentals (especially in dense passages),

and in sequences of unusual durations or containing complex rhythms. Sequences of repeated

notes or repeated short figures in stepwise motion are the least likely to be marked as errors.

6.3 Discussion

In this section I interpret the results presented in this chapter, highlighting noteworthy findings

from these experiments. I then discuss the implications of these findings on the possible use of

this error detector in large-scale music digitization efforts.

6.3.1 Effects of Data Augmentation

The results show that incorporating synthetic errors and natural errors is always beneficial to

the model’s performance over using just one or the other. However, the specific type of error

augmentation employed appears to have little effect on the model’s performance. The model

trained with the simple error generation scheme (In the “Simple Data Aug” trial), which does

not attempt to emulate the statistical distribution of real OMR errors, performs only marginally

worse than the one trained with the full data augmentation pipeline. Further, the heuristics

designed to cluster errors in a way that mimics real OMR data do not appear to affect model

performance at all.

These results are surprising given the importance of carefully tailored error generation in
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related tasks. The fields of error correction and detection in natural language widely use data

augmentation techniques that are finely tuned to generate synthetic errors that share the char-

acteristics of natural errors, and these methods have been shown to increase the performance

of error detectors when properly applied (See Section 2.2.1). It is possible, then, that the data

augmentation procedure I have implemented simply does not generate errors that are similar

enough to natural OMR errors for the model to benefit from them. On the other hand, Trans-

former decoder-based models like the Bidirectional Encoder Representations from Transformers

architecture (BERT) and its many descendants (Devlin et al. 2019) have used randomly assigned

errors to pre-train large models operating on natural language. However, BERT and its related

models are intended for generative use, and not for error analysis. It is possible that more com-

plicated data augmentation is simply unnecessary for the kinds of tasks these models are made

for.

6.3.2 Sequence Length and Long-Term Dependencies

The other architectures tested in these experiments performed poorly compared to the LSTUT,

with the exception of the LSTM, which had comparable performance. This suggests that, for

this particular task, the stacked LSTMs are the most important components in the architecture

of the LSTUT, rather than the Universal Transformer that lies between them. This is unex-

pected, especially considering the proven effectiveness of Transformer mechanisms in other music

information retrieval tasks involving symbolic music. The vanilla Transformer, in particular, per-

forms no better than chance, and both it and the Universal Transformer perform no better than

the simple KNN model. Additionally, changing the input sequence length did not significantly

impact model performance. These observations contradict my initial hypotheses that informa-

tion on long-term repetition and structural patterns in Western classical music would aid the

task of error detection, and that Transformers would excel in capturing this information. Several

potential explanations exist for these outcomes:

• The LSTUT architecture is not capable of learning long-term dependencies.

The LSTUT has been empirically shown to be able to reproduce medium- and long-term

structures in solo piano scores (Berardinis et al. 2020). However, the model used in this

research was much smaller (On the order of 1.4 million trainable parameters total). Ad-

ditionally, the tasks were not the same as the tasks evaluated here; the LSTUT was

developed with music generation in mind, and not analysis of existing symbolic music. It
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is possible that the precise formulation of the LSTUT I have used, with a different set of

hyperparameters, is not suited for the task I have given it.

• The size of the dataset is insufficient for training a Transformer. Transformers

are well-known within the field of machine-learning research to be “data-hungry.” More

formally, this means that they lack the same inductive biases as convolutional and recurrent

neural networks, and naturally place less assumptions on the structure of their input data.

This allows them to model complicated phenomena that include distant parts of their

input influencing one another, but this generality also means that they tend to have high

numbers of trainable parameters, and they tend to only outperform simpler networks when

trained with sufficiently large datasets. My dataset for fine-tuning has 360,000 notes,

while the large dataset used to generate synthetic data has just under 2.3 million notes.5

For comparison, the Music Transformer architecture (Huang et al. 2019) used a training

dataset of 954 performances containing about 5 million notes, while Chou et al. (2021)

presented a method for pre-training Transformer models on a combination of datasets

totalling 6 million notes. Notably, Transformers trained on datasets of these sizes have

failed to show evidence of learning notions of large-scale repetitive structure in music; see

Dai et al. (2019), and the discussion of their work in Section 4.4.

• The task of detecting the types of errors made by OMR processes does not

benefit from the information given by longer sequence lengths. It is also possible

that the LSTUT architecture is capable of learning from long-term dependencies in musical

data even with the relatively small size of the datasets used, but that the task itself did

not necessitate it. In general, there is no reason to expect that a model should learn a

representation of its input domain more complicated than it needs to be to accomplish the

task it is trained for. If long-term repetition is simply not useful for correcting OMR errors,

then it will not learn to look for long-term repetition. This would explain the negligible

difference in performance between the LSTM and LSTUT architectures. Additionally,

deGroot-Maggetti et al. (2020) showed that the presence of OMR errors in a score hinders

the performance of pattern discovery algorithms. A score with a sufficient number OMR

5. These note counts are estimated from total token numbers of 875,043 and 5,613,095 for the small and large
datasets respectively, and based on the statistic that about 41% of the agnostic tokens in each string quartet
represent note heads. I use notes here to compare dataset size instead of tokens because different methods of
tokenizing music result in vastly different numbers of tokens per note, and because note counts are the most
commonly reported statistic on music dataset size.
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errors may be degraded to the point of making an algorithmic analysis of its repeated

sections impossible, or at least significantly less useful to the goal of error detection.

6.3.3 Usefulness to Human Correctors

Table 6.7 demonstrates that the model has the potential to reduce the time required for correcting

OMR errors by an average of 20–30%, depending on whether the conservative or optimistic

estimate of p is used. This potential for time reduction, however, varies significantly across

different musical scores. Some scores show potential time savings of over 50%, while others are

less than 10%. These results indicate that the error detector can substantially decrease correction

times, but only in scores with few OMR errors and in music that is predictable enough for the

error detector to accurately identify errors.

The assumptions underlying these estimates merit further consideration. These estimates

disregard how different types of OMR errors require varying amounts of time to identify and

correct them (as discussed in Section 3.2.2). In particular, these estimates do not differentiate

between different distributions of an equivalent number of errors. For example, twenty consecu-

tive errors on a single staff line are quicker to identify and correct compared to twenty isolated

errors scattered across different parts and measures. Similarly, if the error detector marks a

complex, non-contiguous subset of the score as erroneous, a human reviewer may take longer to

examine the highlighted tokens compared to a situation where the marked errors are contigu-

ous. This is evident in Figure 6.13, where the model’s predictions can be erratic and scattered,

particularly in dense scores with many errors, requiring a reviewer to check content from every

measure. This can occur even when the model technically achieves a high precision score.

Equation 3.6, employed to estimate the time savings offered by the error detector, assumes

that the detector achieves near-perfect recall. This implies that users can trust the model to

not overlook any errors, thereby obviating the need to scrutinize unmarked sections of the score.

However, achieving this level of recall necessitates setting the detection threshold so low that

almost the entire composition might be identified as erroneous. As indicated in Table 6.4, to

reach a recall rate of 0.99, most models must classify at least 86% of the score as erroneous. In

this context, I have presumed that a recall rate of 0.9 is sufficiently high for the error detector’s

results to remain valuable. With this recall rate, one in every ten errors may go undetected, as

observed in the illustrated examples, Figures 6.11 and 6.13, which also operate at a recall rate of

0.9. However, a majority of these undetected errors (false negatives) tend to be located adjacent
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to material the model has marked as erroneous, suggesting that the model often successfully

identifies the general area of an error, even if it cannot precisely locate the erroneous token.

This insight leads to the conjecture that achieving a recall rate near 1.0 might not be neces-

sary for the error detector’s output to significantly expedite the correction process. In scenarios

where a measure contains multiple true positives alongside a solitary false negative, the error de-

tector’s indications are likely sufficient to draw the corrector’s attention to the relevant measure,

enabling them to identify the overlooked error. This is particularly plausible since errors that are

completely missed by the detector (false negatives within long sequences of true negatives) are

relatively uncommon. To further refine these estimates of time savings and to validate whether

a recall rate of 0.9 is adequate, conducting user trials would be necessary. Such trials would

provide empirical data on how users interact with notation software during the OMR correction

process, including the time taken to identify and correct various types of errors. This potential

area of research is discussed in Section 7.3 as a direction for future studies.

The final roadblock to the usefulness of the detector is that even when its predictions are

correct, the model’s output is not intuitive to interpret. See Figures 6.9 and 6.10 and the ac-

companying discussion for examples of how the detector’s predictions can be unituitive to read.

This arises from the necessity of transforming polyphonic, multi-staff scores into one-dimensional

sequences. Such a transformation inevitably disrupts the two-dimensional spatial relationships

inherent in musical scores. Some elements that are musically close together, like simultaneous

events across different staves, become separated in the encoded agnostic sequence. Conversely,

events that are adjacent in the agnostic sequence might be distant in the actual score, such

as elements at the end of one measure and the beginning of the next measure on a different

staff. One potential approach to address this issue would involve encoding each instrument’s

staff individually before concatenating these sequences. This method would prevent misinter-

pretations of deleted elements at the beginning of one measure being identified as errors at the

end of the preceding measure. However, this solution also has the drawback of eliminating the

model’s ability to learn from vertical harmonies and polyphonic textures, fundamental aspects

of Western classical music.

Ultimately, this challenge appears to be an inherent limitation of the methodology employed.

The complexity and hierarchical nature of musical scores make it challenging to represent them

in a format that is both conducive to machine learning and intuitively interpretable by an

end-user. Exploring alternative methods for encoding musical scores, which could potentially
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address these issues, is an area for future research. Options for such encoding methods and their

implications for the model’s effectiveness and interpretability are further discussed in Section

7.3.
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Chapter 7

Conclusions and Future Work

This chapter concludes the dissertation. Section 7.1 summarizes the research that has been pre-

sented, discusses principal results and contributions, and evaluates whether the error detector

meets the goals I set out for it. Section 7.2 describes the publicly available repository contain-

ing resources and datasets necessary to replicate this research. Section 7.3 discusses possible

extensions to this research, including adjustments to the methodology, different methods of rep-

resenting musical data in the model, and further trials using human correctors to evaluate the

efficacy of the system.

7.1 Summary of this Dissertation

The research detailed in this dissertation aimed to expedite the time-intensive process of con-

verting scanned musical scores into machine-readable symbolic music files. The underlying

hypothesis was that most errors generated by Optical Music Recognition (OMR) processes are

noticeably un-musical, and so a machine-learning model could identify and highlight these errors

without the need to cross-reference the original score. It was anticipated that if the detector

could reliably identify errors, a human reviewer could confidently ignore unmarked regions, as-

suming they are error-free, thus reducing the overall time required for OMR output correction.

Additionally, I hypothesized that synthetic errors, designed to mimic the characteristics of nat-

ural OMR errors, could be used to effectively train the model. This approach was proposed as

a solution to the lack of extensive datasets pairing original OMR outputs with their corrected

versions, which would otherwise be costly and time-consuming to compile. Given that music

typically displays a high amount of repetition, I further hypothesized that a machine-learning

205
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architecture capable of analyzing long-term dependencies could use those repetitive qualities to

identify errors by noting irregularities in the repetition.

In Chapter 2, the existing work on error and outlier detection in sequences containing real-

valued data and natural language was surveyed. This domain is similar to symbolic music,

providing a foundational context for the design of the error detector. The chapter also described

sequence alignment, focusing on the Affine Needleman-Wunsch (ANW) alignment and the al-

gorithms for its computation. Additionally, the chapter outlined a range of works and research

directions that specifically address error analysis in music.

Chapter 3 offered an in-depth background on OMR, emphasizing the types of phenomena

in score images that lead to errors in OMR processes and the propagation of these errors into

encoded outputs. The commercial OMR application PhotoScore was examined comprehensively

to contextualize the traditional OMR workflow from a user perspective. I developed a method

based on the Keystroke-Level Model (KLM) of user interaction to estimate the potential time

savings offered by the error detector.

In Chapter 4, I described binary classification tasks, the process of thresholding, and the chal-

lenges inherent in developing interpretable and effective error metrics for classification tasks like

error detection. This was followed by a comprehensive overview of machine learning, beginning

with fundamental principles such as backpropagation and Stochiastic Gradient Descent (SGD),

and culminating in a detailed examination of recent variants of the Transformer architecture.

In Chapter 5, I developed a methodology to define the task of error detection in a manner ap-

plicable to any score written in Common Western Music Notation (CWMN). This process began

with the creation of a method for encoding polyphonic, multi-staff scores into one-dimensional

sequences of agnostic tokens. It also involved devising a procedure for converting semantically

encoded files into these agnostic sequences. Subsequently, a method was established for deriving

a “difference” between two agnostically encoded sequences using the ANW alignment. Using

this method, I generated binary labels that identify individual tokens in OMR output as either

correct or erroneous. I then defined the dataset of string quartets utilized for model evaluation,

along with various data augmentation procedures to enhance the effective size of the datasets

by introducing synthetic errors into a corpus of correct string quartets.

Chapter 6 involved the design and execution of a comprehensive set of trials to assess vari-

ations of the proposed architecture and compare them to simpler baselines. These trials evalu-

ated the method’s performance along various dimensions, including different machine-learning
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architectures, data augmentation methods, dataset configurations, and input sequence lengths.

The primary machine-learning architecture I used was the Long Short-Term Universal Trans-

former (LSTUT), which was compared against the vanilla Transformer, the Universal Trans-

former, the Long Short-Term Memory (LSTM) network, and a method based on K-Nearest

Neighbors (KNN). This exhaustive evaluation aimed to rigorously test the effectiveness and

versatility of the developed error detection method in the context of OMR.

Results indicated that the LSTUT model, when pre-trained on synthetic errors and subse-

quently fine-tuned on natural errors, achieved the best overall performance for the error detector.

Other training variables, such as the type of data augmentation or the length of input sequences,

had minimal impact on the model’s effectiveness.

Employing the KLM-based method for potential time savings estimation, I calculated that

the error detector’s annotations could potentially halve the time required by a human corrector

to rectify OMR output. However, this estimate varied significantly based on the specific musical

piece. The utility of the error detector was greatest when operating on pieces with relatively few

OMR errors in the output. In such cases, the corrector must spend most of their time identifying

errors, a task which is significantly expedited by the error detector. The detector’s proficiency

in identifying all errors in a score was higher in instances with fewer errors. In contrast, the

estimated time savings were substantially lower for scores with a high frequency of OMR errors.

This reduction in time saved can be attributed partly to the lower proportion of time spent by

correctors in searching for errors and partly to the diminished performance of the model under

these conditions.

These experimental outcomes corroborated the initial hypothesis that an error detector could

feasibly reduce the time required for correcting OMR outputs. As OMR technologies advance

and generate fewer inaccuracies, the potential utility of the error detector, in terms of time

efficiency, will grow even further. The approach of using synthetic data in the training process

was somewhat validated, as the models that were trained using both synthetic and natural

OMR errors exhibited superior performance compared to those trained exclusively on natural

errors. However, models trained only on synthetic errors showed poor performance, indicating

the necessity of a moderately sized dataset of natural OMR errors for the effectiveness of this

approach. Contrary to expectations, the importance of information on long-term dependencies

in identifying errors was not substantiated. Variations in the length of input sequences had

negligible impact on the model’s performance, suggesting that the detection of errors in music
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may not rely as heavily on understanding long-term dependencies as was initially hypothesized.

7.1.1 Contributions

The novel contributions of this research have been:

• A method of detecting errors in symbolic music suitable for OMR-related

applications. The error detection models developed in this research are publicly available

via a command-line interface for inference on new symbolic music files (see Section 7.2).

• A general and extensible definition of errors in symbolic music. The notion

of error introduced in Section 5.2.4, defined by taking the ANW alignment between two

musical sequences, is to my knowledge the first such application of sequence alignment

in music that is capable of handling all possible elements that can appear in CWMN.

This definition is simple to implement and broad enough to work on any music for which

representation as an agnostic sequence is possible.

• An evaluation of data-augmentation techniques for the training of OMR-related

tasks. I implemented three types of data augmentation: one that created random syn-

thetic errors, one that matched the distribution of error types from the test set of natural

OMR errors, and one that included heuristics to match how errors tend to cluster together

in the test data. These were all evaluated by pre-training models on synthetic errors be-

fore fine-tuning them on natural errors. Scarcity of data is a significant issue in nearly all

machine learning fields that operate on symbolic music. Data augmentation techniques

for symbolic music are not as mature and well-studied as they are in Natural Language

Processing (NLP).

• Evaluation of a range of machine-learning architectures capable of learning

long-term dependencies on musical data. The error detection task was evaluated

on the LSTM network, the vanilla Transformer, the Universal Transformer (UT), the

LSTUT, and a baseline using KNN. Despite my use of Transformer networks, there was

little evidence that the error detector used information on long-term musical repetition

to make judgments. This negative finding is interesting and hopefully informative to

other researchers trying to design machine-learning algorithms to retrieve information from

symbolic music.



7.1. Summary of this Dissertation 209

7.1.2 Design Goals Met

In this section, I revisit the design goals outlined in Section 5.1 for the error detector and assess

the extent to which each goal has been successfully achieved.

• Genre and Instrumentation Agnosticism: Achieved. The agnostic encoding method,

as outlined in Section 5.2.3, can represent any music written in CWMN, rendering the er-

ror detector genre and instrumentation agnostic. This universality allows the detector to

potentially operate on a wide range of musical compositions, although its performance

would likely vary across different genres, particularly those that diverge from traditional

methods of music typesetting and formatting.

• Prioritizing High Recall Rate: Partially Achieved. The error detector, at recall

rates of 0.99, has such low precision that it would not speed up the process of error

correction. At slightly lower recall rates of 0.9, its precision is high enough to effectively

aid human correctors in identifying errors, if we assume that this would not, in practice,

result in errors going unnoticed; see Section 6.3.3 for an argument that 0.9 recall may

be sufficient. This achievement aligns with the objective of reducing the time and effort

required in the error correction process.

• Granular Error Localization: Not Achieved. The detector’s theoretical capability

to pinpoint exact error locations was not fully realized in practice. Instead, it tended to

identify the approximate areas of errors, often marking more tokens as erroneous than

necessary. The impact of this limitation on the overall utility of the detector in the

correction process is uncertain. Specifically, the advantage of more precise error localization

in enhancing the efficiency of the correction process remains unclear.

• Feasibility with Limited OMR Error Data: Partially Achieved. Data augmenta-

tion strategies were proven to enhance the performance of the error detector, particularly

when a model trained on synthetic errors underwent fine-tuning with natural errors. Sur-

prisingly, the specific approach to data augmentation used did not significantly impact

model performance, indicating that a large corpus of OMR errors is not mandatory for

training an effective synthetic error generator. However, the necessity of incorporating

natural OMR errors for training suggests that a baseline dataset of such errors is essen-

tial for optimal model function. Data augmentation, while beneficial, cannot completely
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substitute the need for natural error data.

• Adaptability to Small Music Corpora: Not Achieved. The error detector’s effec-

tiveness in adapting to genres with limited digital corpora was not conclusively demon-

strated. The necessity for a substantial dataset of natural OMR errors to train the model

limits the application of this method to musical genres with a limited number of digitized

works. While data augmentation techniques used in this research helped to some extent,

they were insufficient to entirely mitigate the need for natural error data. To enhance the

adaptability of the model to genres with smaller digital corpora, further research in data

augmentation methods is necessary. Additionally, demonstrating the model’s ability to

generalize error detection across different genres, after being trained on one specific genre,

could significantly enhance its utility in this area.

• Ability to Process Long Inputs: Not Achieved. Despite the model’s technical capac-

ity to take long input sequences as input, its actual utilization of long-term dependency

information in decision-making was limited. This underutilization of the model’s input

processing capabilities is further elaborated in Section 6.3.2.

In summary, while the error detector exhibited some adaptability to the limitations of OMR

error data and music corpora size, its effectiveness in leveraging long input sequences for error

detection was not realized. The model’s reliance on a foundational set of natural OMR errors

for optimal training highlights a key area for future development, especially for musical genres

with smaller digital repositories.

7.2 Source Code and Training Data

All of the code used to train models, perform parameter sweeps, evaluate models on test data,

and generate engraved figures (including the examples in Section 6.2) is publicly available in a

GitHub repository.1 The code is written in Python 3.9.12, and requires several key libraries:

• PyTorch (Paszke et al. 2017): A widely used machine-learning framework that provides

flexibility and efficiency in model development and training.

• Music21 (Cuthbert and Ariza 2010): A toolkit for parsing and managing semantic music

files, crucial for handling various musical data formats.

1. github.com/timothydereuse/transformer-omr-spellchecker
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• Python bindings for Verovio (Pugin et al. 2014): Used for generating engraved outputs

with highlighted features, useful for visualization and analysis of the model’s performance.

• Numba (Lam et al. 2015): A just-in-time compiler for Python, used for an efficient imple-

mentation of the ANW alignment algorithm.

The parts of the code that implement the semantic-to-agnostic conversion and the imple-

mentation of the ANW alignment are standalone modules that other researchers are free to use

in other projects.

The datasets of natural OMR errors were assembled manually, by pairing up human-corrected

scores with versions I ran through PhotoScore’s OMR process, as described in Section 5.3. These

were all taken from the OpenScore project (Gotham et al. 2023), which transcribed classical

works from scans in the public domain and released the transcriptions into the public domain.

These scores are supplemented with scores from the Mendelssohn String Quartets Database

(deGroot-Maggetti et al. 2020), whose results are also freely distributable under the Creative

Commons BY 4.0 License2. This entire portion of the dataset is available for download, including

scanned scores in Portable Document Format (PDF) format, scores with OMR errors, and the

original human transcriptions, via a link in the repository mentioned above. The dataset of

string quartets not containing OMR errors, used to generate synthetic data, is a union of other

datasets, described in detail in Section 5.3. One of these datasets was downloaded by myself

and comprises scores freely available from the MuseScore score distribution platform. Most of

these scores are in the public domain, but some are not assigned a license marking them as

freely redistributable. For this dataset, I redistribute only those works that have been explicitly

marked as being in the public domain. This dataset is also available via a link in the project’s

repository.

To use the code, the user must first run a script that converts all of the data to an agnostic

format and creates labeled testing data by aligning the paired OMR / human-corrected quartets.

Users can use their own datasets by replacing the MusicXML files of the datasets provided with

the repository, while keeping the exact same directory structure. Then, a model can be defined

by changing one of the parameter files to set hyperparameters, training times, and the parameters

of the machine-learning architecture. Scripts for testing the file and using it to evaluate unseen

symbolic music files are also provided. Details are included in a README file bundled with the

2. creativecommons.org/licenses/by/4.0/
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code.

7.3 Future Work

Here I discuss possible avenues for evaluating the detector, improving its performance, and

potentially using it for other applications. These possible future paths include using a hierar-

chical graph representation for music (Section 7.3.1), letting the detector represent errors more

informatively (Section 7.3.2), methods for visualizing the predictions of the detector in a correc-

tion interface (Section 7.3.3), new methods for collecting or augmenting training data (Section

7.3.4), application of the methodology to correction Automatic Music Transcription (AMT)

output (Section 7.3.5), and user studies (Section 7.3.6).

7.3.1 Using a Hierarchical Graph Representation for Music

A fundamental component of the error detection approach I propose involves converting musi-

cal scores into one-dimensional sequences of agnostic tokens, as detailed in Section 5.2. This

transformation is crucial for several reasons: Representing scores as one-dimensional sequences

enables the application of the ANW algorithm to accurately pinpoint error locations within the

music. By treating sequences of agnostic tokens similarly to textual data, this format also allows

for the direct application of techniques from the field of NLP to this task. Lastly, there is a more

extensive range of established machine-learning architectures designed for one-dimensional se-

quence data compared to those that handle hierarchically structured data with complex shapes.

This compatibility broadens the scope of potential machine-learning solutions that can be ap-

plied.

However, as discussed in Section 5.2.4, this process of converting scores into agnostic to-

ken sequences significantly influences the nature of the results. The act of “flattening” music’s

inherent hierarchical structure inevitably introduces certain “un-musical” effects. These effects

stem from how a serialized representation must inevitably obscure the hierarchical and spatial

relationships inherent in traditional musical notation. Navigating these side effects is a critical

aspect of the design and implementation of the error detection method, ensuring that it remains

musically informed and effective in identifying errors.

There are machine-learning models specifically designed for graph or tree-structured data.

These models can naturally accommodate the hierarchical relationships intrinsic to musical sym-
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bols, harnessing these connections within their algorithmic framework. The concept of designing

machine-learning architectures to align with the inherent structure of specific data types is known

as Geometric Machine Learning (Bronstein et al. 2021). Convolutional neural networks are an

example of an architecture that operates on geometric principles, as the operation of convolu-

tion itself encodes information on how pixels of an image are adjacent to one another; pixel

adjacency is necessary information for a network to be able to interpret images. In contrast, a

fully connected feed-forward layer, when applied to image data, does not inherently provide the

network with information into pixel adjacency. The field of symbolic music processing may stand

to gain significantly from designing machine-learning models with these structural regularities

in mind. By using models that inherently represent the structural and hierarchical nuances of

musical scores, researchers and practitioners in music-related machine learning can achieve more

powerful and contextually aware interpretations and analyses.

A new method of representing music would necessitate a new method of representing errors

in music. There exists a field of research on graph alignment methods that, in an analogous

way to how the ANW algorithm matches up regions between two related strings, find nodes and

edges that correspond to one another in related graphs. The difference operation, in this case,

entails identifying the necessary graph operations (such as adding or deleting nodes or edges) to

transform one musical graph into another (Delugach and Moor 2005). This concept opens up

the possibility of formulating a “difference operation” for music represented as graphs, suitable

for use in a machine-learning model that operates on graph- or tree-structured data. With such

a graph difference operation, the methodologies discussed in this dissertation could be adapted

with minimal alterations to the context of geometric machine learning.

7.3.2 Methods for Representing Errors

While my current method was focused on a singular category of error prediction, it would be

feasible to extend it to predict multiple types of errors; for instance, the model could be refined

to differentiate between insertions, deletions, and replacements of tokens. Further, with some

additional modifications, it could categorize various kinds of replacements, like discrepancies in

pitch, duration, stem direction, or beaming. When it comes to detecting tokens deleted in the

OMR process, the model might also estimate the number of tokens that should be inserted.

Introducing these extra categories provide a more nuanced and interpretable visualization of

results for the users, and would necessitate no significant architectural modifications to the
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model. However, as noted in Section 5.2, preliminary experiments with an error predictor

that differentiated errors into deletions, insertions, and replacements showed poor performance,

especially in detecting deleted tokens. Given this, I prioritized achieving higher accuracy on a

simpler task over lower performance on a more complex task. As discussed in Section 5.1, the

practical utility of such detailed error categorization in a correction-aided context is unclear.

With the foundation established by this research, however, it could be worth investigating

whether extending the method to incorporate more intricate error categories could provide tan-

gible benefits to human correctors. Additionally, the musically counterintuitive nature of the

agnostic encoding method might be offset by a more sophisticated approach to presenting results

to end users that includes more details on the nature of the errors detected.

7.3.3 Methods for Visualizing Errors in a Notation Editor

The current method of outputting results in a separate MusicXML file and rendering them using

Verovio is not ideal from a user standpoint. In a real correction scenario, this would still require

the user to look back and forth between the results of the error detector and the notation editor

used to correct the score. Integrating the error detection results directly into a score correction

and editing interface would substantially enhance its practical utility. This approach, akin to the

integration seen in PhotoScore’s OMR correction interface (discussed in Section 3.3.2), would

provide users with an intuitive method of interacting with the error detector’s predictions.

I have explored the possibility of creating a user extension to the MuseScore notation program

that allows for interactivity with the results of the error detector. Such an extension could

employ dynamic coloring or highlighting of the score via MuseScore’s extension Application

Programming Interface (API). Key features could include allowing users to modify the threshold

for error detection to suit specific pieces, and providing the option to reprocess the edited piece

through the error detection model and update the score’s coloring based on the latest edits.

MuseScore extensions are written in JavaScript, which supports libraries and frameworks capable

of running machine-learning models in inference mode. A review of MuseScore’s extension

development documentation suggests that arbitrary coloring of score elements is feasible through

the API, so creating this extension is theoretically viable. However, my limited experience with

JavaScript application development and unfamiliarity with the MuseScore developer API meant

that I could not meaningfully assess how difficult it would be to create such an extension, or

what kind of technical issues would be encountered in its development. Therefore, while this
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integration concept shows significant promise for enhancing the usability and functionality of

the error detection method, I recognize it as an area for future development.

7.3.4 Training Data and Data Augmentation

The data augmentation method I designed was intentionally crafted to be both simple and

efficient, enabling on-the-fly error generation during training without creating a computational

bottleneck. Given the relatively modest size of the datasets utilized, my hypothesis was that

offering the model a virtually unlimited array of variations on the string quartets would be

advantageous. Additionally, I aimed to avoid allocating a significant portion of the OMR training

data to develop the synthetic error generator, anticipating that a more complex model-based

approach might overfit to the limited data available.

An alternative method for enhancing the quality of the generated data could involve using a

sequence-to-sequence translation model. This model, trained on OMR outputs, would effectively

“translate” corrected scores into versions with OMR-like errors. Implementing such a model

would likely necessitate pre-generating a large amount of augmented material in a separate

dataset, rather than creating errors during training. The main difficulty with this approach

would be training an effective translation model using a very small amount of data. Most models

in the fields of Grammar Error Correction (GEC) and Grammar Error Detection (GED), which

use similar back-translation strategies, operate on natural language datasets significantly larger

than what is typically available for symbolic music, and so can use sophisticated models with

large numbers of parameters without risk of overfitting. Hence, while a sequence-to-sequence

model might theoretically produce more realistic OMR-like errors, the feasibility of this approach

is uncertain under present data availability constraints.

A more promising direction would be to find a way to significantly speed up the process of

automating generation of natural OMR errors. The ideal case here would be to assemble a large

dataset of public domain image files of scanned scores, each paired with human transcriptions,

and to run all of the image files through multiple OMR applications. Image augmentation

techniques could be used to add blur, noise, rotation, and skew to each of the images to generate

multiple possible versions of the natural OMR errors added to each one. Even given a program

to automate mouse clicks to operate a commercial OMR application, this process would not

be foolproof. PhotoScore, for instance, occasionally makes errors in staff identification, which

can lead to malformed MusicXML files or scores with the wrong number of instruments; the
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program’s workflow intends for the user to manually verify each page to ensure that staves are

found in the correct positions and with the correct number of staff lines. In addition, some scans

of musical scores include title pages with incipits (short excerpts of the main theme of the work),

ornamentation that can be confused for musical notation, program notes, or re-engravings of

each individual part of the score. Either humans must be present to be sure that only the correct

pages of every scan are processed by the OMR application, or document analysis algorithms must

be employed that can perform the same task with sufficient accuracy.

Finally, in the process of gathering more training data for this task, future researchers must

contend with the challenge of standardizing “human-corrected transcriptions.” As highlighted in

Section 6.1.3 with Teresa Carreño’s String Quartet and Section 6.2.2 with Fanny Hensel’s String

Quartet, human transcribers may intentionally diverge from the original engraving for editorial

or stylistic reasons. When preparing guidelines for transcribers in the creation of the OpenScore

String Quartets (OSSQ) corpus, Gotham et al. (2023) opted to fix any material they deemed

“inconsistent,” such as apparent editorial errors in printed editions of string quartets, with the

intent that the finished symbolic transcriptions “make the best possible first impression on those

who might bring them to the concert platform.” This policy introduced slight but intentional

discrepancies between the original score and the transcriptions that I here considered as ground

truth.

For the purposes of using this data for OMR research, these deliberate deviations presented

a significant challenge. During training, these discrepancies can inadvertently lead the model

to focus on aspects of the score that are not genuine OMR errors, impairing its overall effec-

tiveness when later used for inference. Assessing the impact of this issue on my method would

necessitate extensive manual review and analysis of the training data. During the design and

experimental phases of my research, this issue was not initially considered, and its significance

only became apparent during the compilation of results. Future research in this area should ex-

plicitly account for these potential deviations and attempt to identify them in the training data

ahead of time. This involves developing criteria or guidelines for what constitutes an acceptable

human-corrected transcription and distinguishing between true errors and intentional editorial

changes. Addressing this challenge is crucial for ensuring the reliability and accuracy of the

training data, and by extension, the effectiveness of the machine-learning model in identifying

genuine errors in musical transcriptions.
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7.3.5 Application of the Method to Automatic Music Transcription

AMT refers to the process of computationally transcribing musical audio into symbolic scores.

AMT is a difficult problem, and it has several similarities with the field of OMR. They both

output symbolic music, their state-of-the-arts both use deep learning techniques, they both

struggle with similar problems of training data availability, and they both often require a step

of human review at the end of the process. In addition, they are both fields with significant

applications in cataloging music and enabling musicological research.

Given a dataset of scores generated through AMT with accompanying corrected versions, it

would be feasible to replace the OMR training data with AMT data and replicate the experiments

in this dissertation using almost exactly the same methodology. However, the effectiveness of

the OMR error detection workflow might not directly translate to AMT. Errors in AMT tend

to be less overtly “un-musical” compared to those in OMR. For instance, a common AMT error

involves misidentifying a note as its octave equivalent, particularly when the instrument’s sound

has a weak fundamental tone and a high proportion of its energy is in upper harmonics. This type

of error, while significant, does not disrupt the musicality of a score as drastically as, say, an OMR

error that replaces an accidental with a note head, resulting in a cluster chord. Therefore, while

the methodologies developed for OMR error detection provide a valuable foundation, adapting

them to the specific nuances and error profiles of AMT would require careful consideration and

potentially significant modifications.

7.3.6 Human Evaluation of Time Saved by the Error Detector

The method for estimating the potential time saved by the error detector, developed in Section

3.4, is based on a highly simplified version of the OMR correction process. A better way to

evaluate the usefulness of this error detection method would be to ask human transcribers to

digitize some scores both with and without the error detector, and compare the time it takes

in both cases. Though expensive and time-consuming, this kind of study would be necessary to

definitively validate the method’s usefulness.

A study by Thomae et al. (2022), that investigated the use of an algorithm to detect coun-

terpoint errors to aid human transcribers in encoding of mensural scores, would be ideal to use

as a blueprint for such a trial run. In this hypothetical trial, one or more expert musicians with

experience transcribing music in a notation editor of their choice would be assigned to correct

several excerpts of OMR output given the original image of each score. Half of the excerpts
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would be raw OMR output, while the other half would be annotated with the results of the er-

ror detector. The elapsed time to complete each excerpt could be collected; in addition, software

tools could be used to track their clicks and keystrokes, to see how the presence of the error

annotations affects their workflow.

From these statistics and timings, researchers could create an evidence-based KLM model

of the OMR correction process, collecting information on exactly how long different types of

errors take to correct (see Section 3.2.2). This time-to-correct information would give a more

interpretable measure of the method’s performance than raw recall or Rnorm scores. Integrated

into the equations I derived in Section 6.1.3, this information would significantly improve the

accuracy of the estimates of time saved. In addition, qualitative descriptions of what it is like to

work with the error detector would be useful to construct better methods of visualization and

new correction interfaces. Models could be re-trained after incorporating these new priorities

into the loss function to better tailor the detector to human needs.
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